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# CHAPTER 1 SQL Expression Language Tutorial

The SQLAlchemy Expression Language presents a system of representing relational database structures and expressions using Python constructs. These constructs are modeled to resemble those of the underlying database as closely as possible, while providing a modicum of abstraction of the various implementation differences between database backends. While the constructs attempt to represent equivalent concepts between backends with consistent structures, they do not conceal useful concepts that are unique to particular subsets of backends. The Expression Language therefore presents a method of writing backend-neutral SQL expressions, but does not attempt to enforce that expressions are backend-neutral.

SQLAlchemy表达式语言提供了一种使用Python构造表示关系数据库结构和表达式的系统。 这些构造被建模为尽可能接近于基础数据库的构造，同时提供数据库后端之间的各种实现差异的一小部分抽象。 虽然这些构造尝试在具有一致结构的后端之间表示等效的概念，但它们不隐藏对于后端的特定子集是唯一的有用概念。 因此，表达式语言提供了一种编写后端中性SQL表达式的方法，但不会尝试强制该表达式是后端中立的。

The Expression Language is in contrast to the Object Relational Mapper, which is a distinct API that builds on top of the Expression Language. Whereas the ORM, introduced in [Object Relational Tutorial](http://docs.sqlalchemy.org/en/rel_1_1/orm/tutorial.html), presents a high level and abstracted pattern of usage, which itself is an example of applied usage of the Expression Language, the Expression Language presents a system of representing the primitive constructs of the relational database directly without opinion.

表达式语言与对象关系映射器形成对比，对象关系映射器是一种独特的API，构建在表达式语言之上。 而在对象关系教程中引入的ORM呈现了高级和抽象的使用模式，其本身就是表达式语言的应用使用的示例，表达式语言提供了一种直接表示关系数据库的原始构造的系统，而不直接 意见。

While there is overlap among the usage patterns of the ORM and the Expression Language, the similarities are more superficial than they may at first appear. One approaches the structure and content of data from the perspective of a user-defined [domain model](http://en.wikipedia.org/wiki/Domain_model) which is transparently persisted and refreshed from its underlying storage model. The other approaches it from the perspective of literal schema and SQL expression representations which are explicitly composed into messages consumed individually by the database.

虽然ORM和表达语言的使用模式之间存在重叠，但相似之处比起初显示的更为肤浅。 从用户定义的域模型的角度来看，数据的结构和内容从透明地持久化并从其底层存储模型中刷新。 另一个从文字模式和SQL表达式表达的角度来看待，这些表达式被明确地组合成数据库单独消耗的消息。

A successful application may be constructed using the Expression Language exclusively, though the application will need to define its own system of translating application concepts into individual database messages and from individual database result sets. Alternatively, an application constructed with the ORM may, in advanced scenarios, make occasional usage of the Expression Language directly in certain areas where specific database interactions are required.

可以使用表达式语言专门构建成功的应用程序，尽管应用程序需要定义自己的将应用程序概念转换为单个数据库消息和单个数据库结果集的系统。 或者，使用ORM构建的应用程序可以在高级情况下，直接在需要特定数据库交互的某些区域中偶尔使用表达式语言。

The following tutorial is in doctest format, meaning each >>> line represents something you can type at a Python command prompt, and the following text represents the expected return value. The tutorial has no prerequisites.

以下教程采用doctest格式，这意味着每行>>>行表示可以在Python命令提示符下键入的内容，下面的文本表示预期的返回值。 本教程没有先决条件。

1.1 Version Check

A quick check to verify that we are on at least ****version 1.1**** of SQLAlchemy:

**>>> import** **sqlalchemy**

**>>>** sqlalchemy.\_\_version\_\_

1.1.0

### 1.2 Connecting

For this tutorial we will use an in-memory-only SQLite database. This is an easy way to test things without needing to have an actual database defined anywhere. To connect we use [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine):

对于本教程，我们将使用仅内存的SQLite数据库。 这是一种简单的测试方法，无需在任何地方定义实际的数据库。 要连接我们使用create\_engine() ：

**>>> from** **sqlalchemy** **import** create\_engine

**>>>** engine = create\_engine('sqlite:///:memory:', echo=True)

The echo flag is a shortcut to setting up SQLAlchemy logging, which is accomplished via Python's standard logging module. With it enabled, we'll see all the generated SQL produced. If you are working through this tutorial and want less output generated, set it to False. This tutorial will format the SQL behind a popup window so it doesn't get in our way; just click the "SQL" links to see what's being generated.

echo 标志是设置SQLAlchemy日志的快捷方式，它通过Python的标准日志记录模块完成。 启用它后，我们将看到生成的所有SQL。 如果您正在完成本教程并希望生成较少的输出，请将其设置为False。 本教程将格式化弹出窗口后面的SQL，以免我们的方式; 只需点击"SQL"链接即可查看正在生成的内容。

The return value of [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) is an instance of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), and it represents the core interface to the database, adapted through a dialect that handles the details of the database and [DBAPI](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-dbapi) in use. In this case the SQLite dialect will interpret instructions to the Python built-in sqlite3 module.

create\_engine() 的返回值是Engine的一个实例，它表示数据库的核心接口，通过方言进行调整，该方法处理数据库和正在使用的DBAPI的详细信息。 在这种情况下，SQLite方言将解释Python内置sqlite3模块的指令。

**Lazy Connecting/懒连接**

The [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), when first returned by [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine), has not actually tried to connect to the database yet; that happens only the first time it is asked to perform a task against the database.

引擎首次被create\_engine（）返回时，实际上还没有试图连接到数据库; 这只会在第一次被要求对数据库执行任务时发生。

The first time a method like [Engine.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execute" \o "sqlalchemy.engine.Engine.execute) or [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect) is called, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) establishes a real [DBAPI](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-dbapi) connection to the database, which is then used to emit the SQL.

第一次调用像Engine.execute（）或Engine.connect（）这样的方法时，引擎会建立到数据库的真实DBAPI连接，然后用于发出SQL。

**See also**

[Database Urls](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "database-urls) - includes examples of [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) connecting to several kinds of databases with links to more information.

数据库网址 - 包含[create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine)连接到几种数据库的例子，链接到更多的信息。

1.3 Define and Create Tables

The SQL Expression Language constructs its expressions in most cases against table columns. In SQLAlchemy, a column is most often represented by an object called [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), and in all cases a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) is associated with a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table). A collection of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects and their associated child objects is referred to as ****database metadata****. In this tutorial we will explicitly lay out several [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects, but note that SA can also "import" whole sets of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects automatically from an existing database (this process is called ****table reflection****).

在大多数情况下，SQL表达式语言在表列中构造其表达式。 在SQLAlchemy中，列通常由一个名为[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)的对象表示，在所有情况下，一[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)与一个[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)相关联。 [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)对象及其关联子对象的集合称为数据库元数据。 在本教程中，我们将明确地列出几个[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)对象，但请注意，SA还可以从现有数据库中自动导入整组[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)对象（此过程称为表反射）。

We define our tables all within a catalog called [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), using the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) construct, which resembles regular SQL CREATE TABLE statements. We'll make two tables, one of which represents "users" in an application, and another which represents zero or more "email addresses" for each row in the "users" table:

我们使用表结构定义我们的表全部在名为[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)的目录中，它类似于常规的SQL CREATE [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)语句。 我们将创建两个表，其中一个表示应用程序中的"用户"，另一个表示"users"表中每一行的零个或多个"电子邮件地址"：

**>>> from** **sqlalchemy** **import** Table, Column, Integer, String, MetaData, ForeignKey

**>>>** metadata = MetaData()

**>>>** users = Table('users', metadata,

**...**  Column('id', Integer, primary\_key=True),

**...**  Column('name', String)

,**...**  Column('fullname', String),

**...** )

**>>>** addresses = Table('addresses', metadata,

**...**  Column('id', Integer, primary\_key=True),

**...**  Column('user\_id', None, ForeignKey('users.id')),

**...**  Column('email\_address', String, nullable=False)

**...**  )

All about how to define [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects, as well as how to create them from an existing database automatically, is described in [Describing Databases with MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html).

关于如何定义Table对象，以及如何从现有的数据库自动创建它们，在“使用MetaData描述数据库”中进行了描述。

Next, to tell the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) we'd actually like to create our selection of tables for real inside the SQLite database, we use [create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all), passing it the engineinstance which points to our database. This will check for the presence of each table first before creating, so it's safe to call multiple times:

接下来，为了告诉MetaData我们实际上希望在SQLite数据库中创建我们选择的表，我们使用create\_all（），并将它指向我们的数据库的engineinstance。 这将在创建之前检查每个表的存在，因此多次调用是安全的：

**>>>** metadata.create\_all(engine)SE...

CREATE TABLE users (

id INTEGER NOT NULL,

name VARCHAR,

fullname VARCHAR,

PRIMARY KEY (id)

)

()

COMMIT

CREATE TABLE addresses (

id INTEGER NOT NULL,

user\_id INTEGER,

email\_address VARCHAR NOT NULL,

PRIMARY KEY (id),

FOREIGN KEY(user\_id) REFERENCES users (id)

)

()

COMMIT

**Note**

Users familiar with the syntax of CREATE TABLE may notice that the VARCHAR columns were generated without a length; on SQLite and PostgreSQL, this is a valid datatype, but on others, it's not allowed. So if running this tutorial on one of those databases, and you wish to use SQLAlchemy to issue CREATE TABLE, a "length" may be provided to the [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) type as below:

熟悉CREATE TABLE语法的用户可能会注意到VARCHAR列的生成没有长度; 在SQLite和PostgreSQL上，这是一个有效的数据类型，但在其他情况下，这是不允许的。 因此，如果在其中一个数据库上运行本教程，并且希望使用SQLAlchemy发出CREATE TABLE，则可以为String类型提供“length”，如下所示：

Column('name', String(50))

The length field on [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String), as well as similar precision/scale fields available on [Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer), [Numeric](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Numeric" \o "sqlalchemy.types.Numeric), etc. are not referenced by SQLAlchemy other than when creating tables.

Additionally, Firebird and Oracle require sequences to generate new primary key identifiers, and SQLAlchemy doesn't generate or assume these without being instructed. For that, you use the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) construct:

除了创建表格之外，String上的length字段以及Integer，Numeric等上可用的类似的precision / scale字段不会被SQLAlchemy引用。

此外，Firebird和Oracle需要序列来生成新的主键标识符，并且SQLAlchemy不会在未经指示的情况下生成或假定这些标识符。 为此，您使用Sequence构造：

**from** **sqlalchemy** **import** Sequence

Column('id', Integer, Sequence('user\_id\_seq'), primary\_key=**True**)

A full, foolproof [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) is therefore:

users = Table('users', metadata,

Column('id', Integer, Sequence('user\_id\_seq'), primary\_key=**True**),

Column('name', String(50)),

Column('fullname', String(50)),

Column('password', String(12)))

We include this more verbose [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) construct separately to highlight the difference between a minimal construct geared primarily towards in-Python usage only, versus one that will be used to emit CREATE TABLE statements on a particular set of backends with more stringent requirements.

1.4 Insert Expressions

The first SQL expression we'll create is the [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) construct, which represents an INSERT statement. This is typically created relative to its target table:

**>>>** ins = users.insert()

To see a sample of the SQL this construct produces, use the str() function:

**>>>** str(ins)

'INSERT INTO users (id, name, fullname) VALUES (:id, :name, :fullname)'

Notice above that the INSERT statement names every column in the users table. This can be limited by using the values() method, which establishes the VALUES clause of the INSERT explicitly:

**>>>** ins = users.insert().values(name='jack', fullname='Jack Jones')

**>>>** str(ins)'INSERT INTO users (name, fullname) VALUES (:name, :fullname)'

Above, while the values method limited the VALUES clause to just two columns, the actual data we placed in values didn't get rendered into the string; instead we got named bind parameters. As it turns out, our data *is* stored within our [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) construct, but it typically only comes out when the statement is actually executed; since the data consists of literal values, SQLAlchemy automatically generates bind parameters for them. We can peek at this data for now by looking at the compiled form of the statement:

以上，当values方法将VALUES子句限制为只有两列时，我们放在values中的实际数据没有被渲染到字符串中; 而是我们得到了命名绑定参数。 事实证明，我们的数据存储在我们的Insert结构中，但通常只有当语句实际执行时才会出现; 由于数据由文字值组成，SQLAlchemy会自动为其生成绑定参数。 我们现在可以通过查看语句的编译形式来窥探这些数据：

**>>>** ins.compile().params

{'fullname': 'Jack Jones', 'name': 'jack'}

### 1.5 Executing

The interesting part of an [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) is executing it. In this tutorial, we will generally focus on the most explicit method of executing a SQL construct, and later touch upon some "shortcut" ways to do it. The engine object we created is a repository for database connections capable of issuing SQL to the database. To acquire a connection, we use the connect() method:

[Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert)的有趣部分就是执行它。 在本教程中，我们通常将重点介绍执行SQL构造的最显而易见的方法，然后再介绍一些"快捷方式"来实现。 我们创建的engine对象是一个能够向数据库发出SQL的数据库连接的存储库。 要获取连接，我们使用connect()方法：

**>>>** conn = engine.connect()

**>>>** conn

<sqlalchemy.engine.base.Connection object at 0x...>

The [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object represents an actively checked out DBAPI connection resource. Lets feed it our [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) object and see what happens:

Connection对象表示主动签出的DBAPI连接资源。 让我们给我们Insert对象，看看会发生什么：

**>>>** result = conn.execute(ins)

INSERT INTO users (name, fullname) VALUES (?, ?)

('jack', 'Jack Jones')

COMMIT

So the INSERT statement was now issued to the database. Although we got positional "qmark" bind parameters instead of "named" bind parameters in the output. How come ? Because when executed, the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) used the SQLite ****dialect**** to help generate the statement; when we use the str() function, the statement isn't aware of this dialect, and falls back onto a default which uses named parameters. We can view this manually as follows:

所以INSERT语句现在被发布到数据库。 虽然我们在输出中获得了位置"qmark"绑定参数，而不是"命名"绑定参数。 怎么来的 ？ 因为执行时，[Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection)使用SQLite方言来帮助生成语句; 当我们使用str() 函数时，语句不知道这个方言，并且返回到使用命名参数的默认值。 我们可以手动查看如下：

**>>>** ins.bind = engine

**>>>** str(ins)'INSERT INTO users (name, fullname) VALUES (?, ?)'

What about the result variable we got when we called execute() ? As the SQLAlchemy [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object references a DBAPI connection, the result, known as a [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) object, is analogous to the DBAPI cursor object. In the case of an INSERT, we can get important information from it, such as the primary key values which were generated from our statement using [ResultProxy.inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key):

当我们调用execute() 时，我们得到的result变量呢？ 由于SQLAlchemy [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection)对象引用了DBAPI连接，所以称为ResultProxy对象的结果类似于DBAPI游标对象。 在INSERT的情况下，我们可以从中获取重要信息，例如使用[ResultProxy.inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key)从我们的语句生成的主键值：

**>>>** result.inserted\_primary\_key[1]

The value of 1 was automatically generated by SQLite, but only because we did not specify the id column in our [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) statement; otherwise, our explicit value would have been used. In either case, SQLAlchemy always knows how to get at a newly generated primary key value, even though the method of generating them is different across different databases; each database's [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) knows the specific steps needed to determine the correct value (or values; note that[ResultProxy.inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key) returns a list so that it supports composite primary keys). Methods here range from using cursor.lastrowid, to selecting from a database-specific function, to using INSERT..RETURNING syntax; this all occurs transparently.

值为1由SQLite自动生成，但仅因为我们未在[Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert)语句中指定id列; 否则，我们的显式值将被使用。 在任一情况下，SQLAlchemy总是知道如何获取新生成的主键值，即使生成它们的方法在不同数据库之间是不同的; 每个数据库的Dialect知道确定正确值所需的具体步骤;（或多个值;请注意，[ResultProxy.inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key)返回一个列表，以支持复合主键）。 这里的方法范围从使用cursor.lastrowid，从数据库特定的功能中选择，使用INSERT..RETURNING语法; 这一切都是透明的。

1.6 Executing Multiple Statements

Our insert example above was intentionally a little drawn out to show some various behaviors of expression language constructs. In the usual case, an [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) statement is usually compiled against the parameters sent to the execute() method on [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), so that there's no need to use the values keyword with [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert). Lets create a generic [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) statement again and use it in the "normal" way:

我们上面插入的例子是有意引导出来表达语言结构的各种行为。 在通常的情况下，通常会根据[Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection)上发送给execute()方法的参数来编译[Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert)语句，因此不需要使用带有[Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert)键的values关键字。 让我们再次创建一个通用的[Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert)语句，并以"正常"的方式使用它：

**>>>** ins = users.insert()

**>>>** conn.execute(ins, id=2, name='wendy', fullname='Wendy Williams')

INSERT INTO users (id, name, fullname) VALUES (?, ?, ?)

(2, 'wendy', 'Wendy Williams')

COMMIT

<sqlalchemy.engine.result.ResultProxy object at 0x...>

Above, because we specified all three columns in the execute() method, the compiled [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) included all three columns. The [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) statement is compiled at execution time based on the parameters we specified; if we specified fewer parameters, the [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) would have fewer entries in its VALUES clause.

以上，因为我们在execute()方法中指定了所有三列，所以编译的Insert包含了所有三列。 Insert语句根据我们指定的参数在执行时编译; 如果我们指定了较少的参数，那么Insert在其VALUES子句中将具有较少的条目。

To issue many inserts using DBAPI's executemany() method, we can send in a list of dictionaries each containing a distinct set of parameters to be inserted, as we do here to add some email addresses:

要使用DBAPI的executemany()方法发出许多插入，我们可以发送一个字典的列表，每个字典包含一个不同的参数集，如我们在这里添加一些电子邮件地址：

**>>>** conn.execute(addresses.insert(), [

**...**  {'user\_id': 1, 'email\_address' : ['jack@yahoo.com'}](mailto:'jack@yahoo.com'})

,**...**  {'user\_id': 1, 'email\_address' : ['jack@msn.com'},](mailto:'jack@msn.com'},)

**...**  {'user\_id': 2, 'email\_address' : ['www@www.org'},](mailto:'www@www.org'},)

**...**  {'user\_id': 2, 'email\_address' : ['wendy@aol.com'},](mailto:'wendy@aol.com'},)

**...** ])

INSERT INTO addresses (user\_id, email\_address) VALUES (?, ?)

((1, 'jack@yahoo.com'), (1, 'jack@msn.com'), (2, 'www@www.org'), (2, 'wendy@aol.com'))

COMMIT

<sqlalchemy.engine.result.ResultProxy object at 0x...>

Above, we again relied upon SQLite's automatic generation of primary key identifiers for each addresses row.

以上，我们再次依赖于SQLite自动生成每个addresses行的主键标识符。

When executing multiple sets of parameters, each dictionary must have the ****same**** set of keys; i.e. you cant have fewer keys in some dictionaries than others. This is because the [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) statement is compiled against the ****first**** dictionary in the list, and it's assumed that all subsequent argument dictionaries are compatible with that statement.

The "executemany" style of invocation is available for each of the [insert()](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.dml.insert" \o "sqlalchemy.dialects.postgresql.dml.insert), [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) and [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.delete" \o "sqlalchemy.sql.expression.delete) constructs.

当执行多组参数时，每个字典必须具有相同的一组键; 也就是说，在某些字典中，你不能拥有比其他字典更少的键。 这是因为[Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert)语句是针对列表中的第一个字典编译的，并且假设所有后续的参数字典都与该语句兼容。

每个[insert()](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.dml.insert" \o "sqlalchemy.dialects.postgresql.dml.insert)，[update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update)和[delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.delete" \o "sqlalchemy.sql.expression.delete)结构都可以使用"executemany"的调用方式。

1.7 Selecting

We began with inserts just so that our test database had some data in it. The more interesting part of the data is selecting it! We'll cover UPDATE and DELETE statements later. The primary construct used to generate SELECT statements is the [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) function:

我们从插入开始，以便我们的测试数据库中有一些数据。 数据越有趣的部分就是选择它！ 稍后我们将介绍UPDATE和DELETE语句。 用于生成SELECT语句的主要构造是[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select)函数：

**>>> from** **sqlalchemy.sql** **import** select

**>>>** s = select([users])

**>>>** result = conn.execute(s)

SELECT users.id, users.name, users.fullname

FROM users

()

Above, we issued a basic [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) call, placing the users table within the COLUMNS clause of the select, and then executing. SQLAlchemy expanded the users table into the set of each of its columns, and also generated a FROM clause for us. The result returned is again a [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) object, which acts much like a DBAPI cursor, including methods such as [fetchone()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchone" \o "sqlalchemy.engine.ResultProxy.fetchone) and [fetchall()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchall" \o "sqlalchemy.engine.ResultProxy.fetchall). The easiest way to get rows from it is to just iterate:

以上，我们发出了一个基本的[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select)调用，将users表放在select的COLUMNS子句中，然后执行。 SQLAlchemy将users 表扩展为每个列的集合，并为我们生成了一个FROM子句。 返回的结果又是一个[ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy)对象，它的行为非常像一个DBAPI游标，包括诸如[fetchone()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchone" \o "sqlalchemy.engine.ResultProxy.fetchone)和[fetchall()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchall" \o "sqlalchemy.engine.ResultProxy.fetchall)之类的方法。 从它获取行的最简单的方法是迭代：

**>>> for** row **in** result:

**...**  **print**(row)

(1, u'jack', u'Jack Jones')(2, u'wendy', u'Wendy Williams')

Above, we see that printing each row produces a simple tuple-like result. We have more options at accessing the data in each row. One very common way is through dictionary access, using the string names of columns:

以上，我们看到打印每行会产生一个简单的元组结果。 我们有更多的选择来访问每一行的数据。 一个很常见的方式是通过字典访问，使用字符串名称列：

**>>>** result = conn.execute(s)

SELECT users.id, users.name, users.fullname

FROM users

()

**>>>** row = result.fetchone()

**>>> print**("name:", row['name'], "; fullname:", row['fullname'])

name: jack ; fullname: Jack Jones

Integer indexes work as well:

**>>>** row = result.fetchone()

**>>> print**("name:", row[1], "; fullname:", row[2])

name: wendy ; fullname: Wendy Williams

But another way, whose usefulness will become apparent later on, is to use the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects directly as keys:

**>>> for** row **in** conn.execute(s):

**...**  **print**("name:", row[users.c.name], "; fullname:", row[users.c.fullname])

SELECT users.id, users.name, users.fullname

FROM users

()

name: jack ; fullname: Jack Jones

name: wendy ; fullname: Wendy Williams

Result sets which have pending rows remaining should be explicitly closed before discarding. While the cursor and connection resources referenced by the[ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) will be respectively closed and returned to the connection pool when the object is garbage collected, it's better to make it explicit as some database APIs are very picky about such things:

剩余待处理行的结果集应在丢弃之前明确关闭。 虽然当对象被垃圾回收时，由[ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy)引用的游标和连接资源将被分别关闭并返回到连接池，最好使它显式，因为一些数据库API非常挑剔这样的事情：

**>>>** result.close()

If we'd like to more carefully control the columns which are placed in the COLUMNS clause of the select, we reference individual [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects from our [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table). These are available as named attributes off the c attribute of the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object:

如果我们想要更仔细地控制放置在select的COLUMNS子句中的列，那么我们从[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)中引用各个[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)对象。 这些可用作为[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)对象的c属性的命名属性：

**>>>** s = select([users.c.name, users.c.fullname])

**>>>** result = conn.execute(s)

SELECT users.name, users.fullname

FROM users

()

**>>> for** row **in** result:

**...**  **print**(row)

(u'jack', u'Jack Jones')

(u'wendy', u'Wendy Williams')

Lets observe something interesting about the FROM clause. Whereas the generated statement contains two distinct sections, a "SELECT columns" part and a "FROM table" part, our [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct only has a list containing columns. How does this work ? Let's try putting *two* tables into our [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) statement:

让我们观察一下有关FROM子句的内容。 而生成的语句包含两个不同的部分，一个"SELECT columns"部分和一个"FROM table"部分，我们的[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select)结构只有一个包含列的列表。 这个怎么用 ？ 我们尝试将两个表放入我们的[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select)语句中：

**>>> for** row **in** conn.execute(select([users, addresses])):

**...**  **print**(row)

SELECT users.id, users.name, users.fullname, addresses.id, addresses.user\_id, addresses.email\_address

FROM users, addresses

()

(1, u'jack', u'Jack Jones', 1, 1, [u'jack@yahoo.com')](mailto:u'jack@yahoo.com'))

(1, u'jack', u'Jack Jones', 2, 1, [u'jack@msn.com')](mailto:u'jack@msn.com'))

(1, u'jack', u'Jack Jones', 3, 2, [u'www@www.org')](mailto:u'www@www.org'))

(1, u'jack', u'Jack Jones', 4, 2, [u'wendy@aol.com')](mailto:u'wendy@aol.com'))

(2, u'wendy', u'Wendy Williams', 1, 1, [u'jack@yahoo.com')](mailto:u'jack@yahoo.com'))

(2, u'wendy', u'Wendy Williams', 2, 1, [u'jack@msn.com')](mailto:u'jack@msn.com'))

(2, u'wendy', u'Wendy Williams', 3, 2, [u'www@www.org')](mailto:u'www@www.org'))

(2, u'wendy', u'Wendy Williams', 4, 2, u'wendy@aol.com')

It placed ****both**** tables into the FROM clause. But also, it made a real mess. Those who are familiar with SQL joins know that this is a ****Cartesian product****; each row from the users table is produced against each row from the addresses table. So to put some sanity into this statement, we need a WHERE clause. We do that using [Select.where()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.where" \o "sqlalchemy.sql.expression.Select.where):

它将两个表放入FROM子句中。 但也是一个真正的混乱。 熟悉SQL连接的人知道这是一个笛卡尔积分产品; 来自users表的每一行都是针对addresses表中的每一行生成的。 所以为了在这个语句中放一些理智，我们需要一个WHERE子句。 我们使用[Select.where()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.where" \o "sqlalchemy.sql.expression.Select.where)：

**>>>** s = select([users, addresses]).where(users.c.id == addresses.c.user\_id)

**>>> for** row **in** conn.execute(s):

**...**  **print**(row)

SELECT users.id, users.name, users.fullname, addresses.id,

addresses.user\_id, addresses.email\_address

FROM users, addresses

WHERE users.id = addresses.user\_id

()

(1, u'jack', u'Jack Jones', 1, 1, [u'jack@yahoo.com')](mailto:u'jack@yahoo.com'))

(1, u'jack', u'Jack Jones', 2, 1, [u'jack@msn.com')](mailto:u'jack@msn.com'))

(2, u'wendy', u'Wendy Williams', 3, 2, [u'www@www.org')](mailto:u'www@www.org'))

(2, u'wendy', u'Wendy Williams', 4, 2, u'wendy@aol.com')

So that looks a lot better, we added an expression to our [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) which had the effect of adding WHERE users.id = addresses.user\_id to our statement, and our results were managed down so that the join of users and addresses rows made sense. But let's look at that expression? It's using just a Python equality operator between two different [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects. It should be clear that something is up. Saying 1 == 1 produces True, and 1 == 2 produces False, not a WHERE clause. So lets see exactly what that expression is doing:

所以看起来好多了，我们向我们的[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select)添加了一个表达式，这个表达式有效地将WHERE users.id = addresses.user\_id添加到我们的语句中，并且我们的结果被管理，以便使users和addresses行的连接合理。 但是我们来看看那个表达？ 它在两个不同的Column对象之间只使用一个Python相等运算符。 应该清楚的是，事情已经到了。 说1 == 1产生True，1 == 2产生False，而不是WHERE子句。 所以让我们看看这个表达式正在做什么：

**>>>** users.c.id == addresses.c.user\_id

<sqlalchemy.sql.elements.BinaryExpression object at 0x...>

Wow, surprise ! This is neither a True nor a False. Well what is it ?

**>>>** str(users.c.id == addresses.c.user\_id)

'users.id = addresses.user\_id'

As you can see, the == operator is producing an object that is very much like the [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) and [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) objects we've made so far, thanks to Python's \_\_eq\_\_()builtin; you call str() on it and it produces SQL. By now, one can see that everything we are working with is ultimately the same type of object. SQLAlchemy terms the base class of all of these expressions as [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement).

如你所见，==操作符正在生成一个非常类似于我们迄今为止所做的[Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert)和[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select)的对象，这要归功于Python的\_\_eq\_\_()内置函数; 你在其上调用了str()，并生成SQL。 到目前为止，我们可以看到，我们正在使用的一切都是最终相同类型的对象。 SQLAlchemy将所有这些表达式的基类称为[ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement).。

1.8 Operators

Since we've stumbled upon SQLAlchemy's operator paradigm, let's go through some of its capabilities. We've seen how to equate two columns to each other:

由于我们绊倒了SQLAlchemy的运算符范例，我们来看看它的一些功能。 我们已经看到了如何让两列相互等价：

**>>> print**(users.c.id == addresses.c.user\_id)

users.id = addresses.user\_id

If we use a literal value (a literal meaning, not a SQLAlchemy clause object), we get a bind parameter:

**>>> print**(users.c.id == 7)

users.id = :id\_1

The 7 literal is embedded the resulting [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement); we can use the same trick we did with the [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) object to see it:

**>>>** (users.c.id == 7).compile().params

{u'id\_1': 7}

Most Python operators, as it turns out, produce a SQL expression here, like equals, not equals, etc.:

**>>> print**(users.c.id != 7)

users.id != :id\_1

**>>>** *# None converts to IS NULL*

**>>> print**(users.c.name == None)

users.name IS NULL

**>>>** *# reverse works too*

**>>> print**('fred' > users.c.name)

users.name < :name\_1

If we add two integer columns together, we get an addition expression:

**>>> print**(users.c.id + addresses.c.id)

users.id + addresses.id

Interestingly, the type of the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) is important! If we use + with two string based columns (recall we put types like [Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer) and [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) on our [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects at the beginning), we get something different:

有趣的是，[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)的类型很重要！ 如果我们使用两个基于字符串的列（回想起来，我们在开始时将类型像[Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer)和[String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String)放在[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)对象上），我们得到了一些不同的东西：

**>>> print**(users.c.name + users.c.fullname)

users.name || users.fullname

Where || is the string concatenation operator used on most databases. But not all of them. MySQL users, fear not:

其中|| 是大多数数据库使用的字符串连接运算符。 但不是全部。 MySQL用户不怕：

**>>> print**((users.c.name + users.c.fullname).

**...**  compile(bind=create\_engine('mysql://')))

concat(users.name, users.fullname)

The above illustrates the SQL that's generated for an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) that's connected to a MySQL database; the || operator now compiles as MySQL's concat() function.

以上说明了为连接到MySQL数据库的引擎生成的SQL;该|| 运算符现在编译为MySQL的concat()函数。

If you have come across an operator which really isn't available, you can always use the [Operators.op()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.op" \o "sqlalchemy.sql.operators.Operators.op) method; this generates whatever operator you need:

如果您遇到真正不可用的操作员，则可以随时使用[Operators.op()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.op" \o "sqlalchemy.sql.operators.Operators.op)方法; 这将产生您需要的任何操作符：

**>>> print**(users.c.name.op('tiddlywinks')('foo'))

users.name tiddlywinks :name\_1

This function can also be used to make bitwise operators explicit. For example:

此功能也可显式用于使按位运算符。 例如：

somecolumn.op('&')(0xff)

is a bitwise AND of the value in somecolumn.

是一个在somecolumn值按位的AND。

When using [Operators.op()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.op" \o "sqlalchemy.sql.operators.Operators.op), the return type of the expression may be important, especialy when the operator is used in an expression that will be sent as a result column. For this case, be sure to make the type explicit, if not what's normally expected, using [type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce):

当使用[Operators.op()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.op" \o "sqlalchemy.sql.operators.Operators.op)时，表达式的返回类型可能很重要，特别是在将作为结果列发送的表达式中使用运算符时。 对于这种情况，请确保使用[type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce)使类型显式（如果不是通常期望的）：

**from** **sqlalchemy** **import** type\_coerce

expr = type\_coerce(somecolumn.op('-%>')('foo'), MySpecialType())

stmt = select([expr])

### Operator Customization

While [ColumnOperators.op()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.op" \o "sqlalchemy.sql.operators.ColumnOperators.op) is handy to get at a custom operator in a hurry, the Core supports fundamental customization and extension of the operator system at the type level. The behavior of existing operators can be modified on a per-type basis, and new operations can be defined which become available for all column expressions that are part of that particular type. See the section [Redefining and Creating New Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-operators) for a description.

虽然[ColumnOperators.op()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.op" \o "sqlalchemy.sql.operators.ColumnOperators.op)方便快捷地获取定制操作员，但Core支持在类型级别的操作员系统的基本定制和扩展。 现有操作符的行为可以在每种类型的基础上进行修改，并且可以定义新的操作，这些操作对于属于该特定类型的所有列表达式都可用。 有关说明，请参阅重新定义和创建新操作符。

1.9 Conjunctions

We'd like to show off some of our operators inside of [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs. But we need to lump them together a little more, so let's first introduce some conjunctions. Conjunctions are those little words like AND and OR that put things together. We'll also hit upon NOT. [and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_), [or\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.or_" \o "sqlalchemy.sql.expression.or_), and [not\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.not_" \o "sqlalchemy.sql.expression.not_) can work from the corresponding functions SQLAlchemy provides (notice we also throw in a [like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like)):

我们希望在select() 结构中炫耀我们的一些操作符。 但是我们需要把它们聚在一起，所以让我们先来介绍一些连词。 连词是AND和OR把小东西放在一起的小字。 我们也打了NOT。 and\_() ，or\_() 和not\_() 可以从SQLAlchemy提供的相应函数中工作（请注意，我们还抛出一个like() ）：

**>>> from** **sqlalchemy.sql** **import** and\_, or\_, not\_

**>>> print**(and\_(

**...**  users.c.name.like('j%'),

**...**  users.c.id == addresses.c.user\_id,

**...**  or\_(

**...**  addresses.c.email\_address == ['wendy@aol.com',](mailto:'wendy@aol.com',)

**...**  addresses.c.email\_address == ['jack@yahoo.com'](mailto:'jack@yahoo.com')

**...**  ),

**...**  not\_(users.c.id > 5)

**...**  )

**...**  )users.name LIKE :name\_1 AND users.id = addresses.user\_id AND(addresses.email\_address = :email\_address\_1 OR addresses.email\_address = :email\_address\_2)AND users.id <= :id\_1

And you can also use the re-jiggered bitwise AND, OR and NOT operators, although because of Python operator precedence you have to watch your parenthesis:

你也可以使用重复的按位AND，OR和NOT运算符，但是由于Python运算符的优先级，你必须注意括号：

**>>> print**(users.c.name.like('j%') & (users.c.id == addresses.c.user\_id) &

**...**  (

**...**  (addresses.c.email\_address == 'wendy@aol.com') | \

**...**  (addresses.c.email\_address == ['jack@yahoo.com')](mailto:'jack@yahoo.com'))

**...**  ) \

**...**  & ~(users.c.id>5)

**...** )

users.name LIKE :name\_1 AND users.id = addresses.user\_id AND(addresses.email\_address = :email\_address\_1 OR addresses.email\_address = :email\_address\_2)AND users.id <= :id\_1

So with all of this vocabulary, let's select all users who have an email address at AOL or MSN, whose name starts with a letter between "m" and "z", and we'll also generate a column containing their full name combined with their email address. We will add two new constructs to this statement, [between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.between" \o "sqlalchemy.sql.operators.ColumnOperators.between) and [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.label" \o "sqlalchemy.sql.expression.ColumnElement.label).[between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.between" \o "sqlalchemy.sql.operators.ColumnOperators.between) produces a BETWEEN clause, and [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.label" \o "sqlalchemy.sql.expression.ColumnElement.label) is used in a column expression to produce labels using the AS keyword; it's recommended when selecting from expressions that otherwise would not have a name:

所有这些词汇，让我们选择所有的用户，他们的姓名以"m"和"z"之间的一个字母开头的AOL或MSN的电子邮件地址，我们还将生成一个包含全名的列 他们的邮箱地址。 我们添加两个新结构，[between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.between" \o "sqlalchemy.sql.operators.ColumnOperators.between)和[label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.label" \o "sqlalchemy.sql.expression.ColumnElement.label).[between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.between" \o "sqlalchemy.sql.operators.ColumnOperators.between)产生一个BETWEEN子句，而在一个列表达式中使用了[label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.label" \o "sqlalchemy.sql.expression.ColumnElement.label) 来产生使用AS关键字的标签; 建议从表达式中选择否则不具有名称：

**>>>** s = select([(users.c.fullname +

**...**  ", " + addresses.c.email\_address).

**...**  label('title')]).\

**...**  where(

**...**  and\_(

**...**  users.c.id == addresses.c.user\_id,

**...**  users.c.name.between('m', 'z'),

**...**  or\_(**...**  [addresses.c.email\_address.like('%@aol.com'),](mailto:addresses.c.email_address.like('%@aol.com'),)

**...**  [addresses.c.email\_address.like('%@msn.com')](mailto:addresses.c.email_address.like('%@msn.com'))

**...**  )

**...**  )

**...**  )

**>>>** conn.execute(s).fetchall()

SELECT users.fullname || ? || addresses.email\_address AS title

FROM users, addresses

WHERE users.id = addresses.user\_id

AND users.name BETWEEN ? AND ? AND(addresses.email\_address LIKE ? OR addresses.email\_address LIKE ?)(', ', 'm', 'z', '%@aol.com', '%@msn.com')[(u'Wendy Williams, wendy@aol.com',)]

Once again, SQLAlchemy figured out the FROM clause for our statement. In fact it will determine the FROM clause based on all of its other bits; the columns clause, the where clause, and also some other elements which we haven't covered yet, which include ORDER BY, GROUP BY, and HAVING.

再次，SQLAlchemy为我们的语句找出了FROM子句。 事实上，它将根据其所有其他位确定FROM子句; columns子句，where子句以及我们尚未涵盖的其他元素，其中包括ORDER BY，GROUP BY和HAVING。

A shortcut to using [and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_) is to chain together multiple [where()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.where" \o "sqlalchemy.sql.expression.Select.where) clauses. The above can also be written as:

使用[and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_) 的快捷方式是将多个[where()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.where" \o "sqlalchemy.sql.expression.Select.where)子句链接在一起。 以上也可以写成：

**>>>** s = select([(users.c.fullname +

**...**  ", " + addresses.c.email\_address).

**...**  label('title')]).\

**...**  where(users.c.id == addresses.c.user\_id).\

**...**  where(users.c.name.between('m', 'z')).\

**...**  where(**...**  or\_(

**...**  [addresses.c.email\_address.like('%@aol.com'),](mailto:addresses.c.email_address.like('%@aol.com'),)

**...**  [addresses.c.email\_address.like('%@msn.com')](mailto:addresses.c.email_address.like('%@msn.com'))

**...**  )

**...**  )

**>>>** conn.execute(s).fetchall()

SELECT users.fullname || ? || addresses.email\_address AS title

FROM users, addresses

WHERE users.id = addresses.user\_id AND users.name BETWEEN ? AND ? AND(addresses.email\_address LIKE ? OR addresses.email\_address LIKE ?)(', ', 'm', 'z', '%@aol.com', ['%@msn.com')](mailto:'%@msn.com'))

[(u'Wendy Williams, wendy@aol.com',)]

The way that we can build up a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct through successive method calls is called [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

我们可以通过连续的方法调用来构建select（）构造的方式称为方法链。

1.10 Using Textual SQL

Our last example really became a handful to type. Going from what one understands to be a textual SQL expression into a Python construct which groups components together in a programmatic style can be hard. That's why SQLAlchemy lets you just use strings, for those cases when the SQL is already known and there isn't a strong need for the statement to support dynamic features. The [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct is used to compose a textual statement that is passed to the database mostly unchanged. Below, we create a [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) object and execute it:

我们最后一个例子真的成了一个很少的类型。 从一个人所理解的，将一个文本的SQL表达式变成一个将程序化风格组合在一起的Python构造可能很难。 这就是为什么SQLAlchemy允许你只是使用字符串，对于那些情况，当SQL已经知道，并没有强烈需要语句来支持动态特性。 text() 结构用于组合一个文本语句，该文本语句几乎不改变。 下面我们创建一个text() 对象并执行它：

**>>> from** **sqlalchemy.sql** **import** text

**>>>** s = text(

**...**  "SELECT users.fullname || ', ' || addresses.email\_address AS title "

**...**  "FROM users, addresses "

**...**  "WHERE users.id = addresses.user\_id "

**...**  "AND users.name BETWEEN :x AND :y "

**...**  "AND (addresses.email\_address LIKE :e1 "

**...**  "OR addresses.email\_address LIKE :e2)")

**>>>** conn.execute(s, x='m', y='z', e1='%@aol.com', e2='%@msn.com').fetchall()

SELECT users.fullname || ', ' || addresses.email\_address AS title

FROM users, addresses

WHERE users.id = addresses.user\_id AND users.name BETWEEN ? AND ? AND

(addresses.email\_address LIKE ? OR addresses.email\_address LIKE ?)

('m', 'z', '%@aol.com', '%@msn.com')

[(u'Wendy Williams, wendy@aol.com',)]

Above, we can see that bound parameters are specified in [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) using the named colon format; this format is consistent regardless of database backend. To send values in for the parameters, we passed them into the [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) method as additional arguments.

以上，我们可以看到使用命名冒号格式在[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text)中指定了绑定的参数; 无论数据库后端如何，此格式都是一致的。 要为参数发送值，我们将它们作为附加参数传递给[execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute)方法。

### 1.10.1 Specifying Bound Parameter Behaviors

The [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct supports pre-established bound values using the [TextClause.bindparams()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.bindparams" \o "sqlalchemy.sql.expression.TextClause.bindparams) method:

stmt = text("SELECT \* FROM users WHERE users.name BETWEEN :x AND :y")

stmt = stmt.bindparams(x="m", y="z")

The parameters can also be explicitly typed:

stmt = stmt.bindparams(bindparam("x", String), bindparam("y", String))

result = conn.execute(stmt, {"x": "m", "y": "z"})

Typing for bound parameters is necessary when the type requires Python-side or special SQL-side processing provided by the datatype.

当类型需要Python边或由数据类型提供的特殊SQL边处理时，键入绑定参数是必需的。

**See also**

[TextClause.bindparams()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.bindparams" \o "sqlalchemy.sql.expression.TextClause.bindparams) - full method description

### 1.10.2 Specifying Result-Column Behaviors

We may also specify information about the result columns using the [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method; this method can be used to specify the return types, based on name:

我们也可以使用TextClause.columns() 方法来指定关于结果列的信息; 此方法可用于指定返回类型，基于名称：

stmt = stmt.columns(id=Integer, name=String)

or it can be passed full column expressions positionally, either typed or untyped. In this case it's a good idea to list out the columns explicitly within our textual SQL, since the correlation of our column expressions to the SQL will be done positionally:

或者可以通过字段传递完整的列表达式，无论是键入还是非类型化。 在这种情况下，最好在文本SQL中显式列出列，因为我们的列表达式与SQL的关联将在位置上完成：

stmt = text("SELECT id, name FROM users")

stmt = stmt.columns(users.c.id, users.c.name)

When we call the [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method, we get back a [TextAsFrom](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom" \o "sqlalchemy.sql.expression.TextAsFrom) object that supports the full suite of [TextAsFrom.c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom.c" \o "sqlalchemy.sql.expression.TextAsFrom.c) and other "selectable" operations:

j = stmt.join(addresses, stmt.c.id == addresses.c.user\_id)

new\_stmt = select([stmt.c.id, addresses.c.id]).\

select\_from(j).where(stmt.c.name == 'x')

The positional form of [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) is particularly useful when relating textual SQL to existing Core or ORM models, because we can use column expressions directly without worrying about name conflicts or other issues with the result column names in the textual SQL:

当将文本SQL与现有的Core或ORM模型相关联时，TextClause.columns() 的位置形式特别有用，因为我们可以直接使用列表达式，而不必担心文本SQL中的结果列名称的名称冲突或其他问题：

**>>>** stmt = text("SELECT users.id, addresses.id, users.id, "

**...**  "users.name, addresses.email\_address AS email "

**...**  "FROM users JOIN addresses ON users.id=addresses.user\_id "

**...**  "WHERE users.id = 1").columns(

**...**  users.c.id,

**...**  addresses.c.id,

**...**  addresses.c.user\_id,

**...**  users.c.name,

**...**  addresses.c.email\_address

**...**  )

**>>>** result = conn.execute(stmt)

SELECT users.id, addresses.id, users.id, users.name,

addresses.email\_address AS email

FROM users JOIN addresses ON users.id=addresses.user\_id WHERE users.id = 1

()

Above, there's three columns in the result that are named "id", but since we've associated these with column expressions positionally, the names aren't an issue when the result-columns are fetched using the actual column object as a key. Fetching the email\_address column would be:

以上，结果中有三列名为"id"，但是由于我们已经将这些列与位置相关联，所以当使用实际列对象作为关键字获取结果列时，名称不是问题。 获取email\_address列将是：

**>>>** row = result.fetchone()

**>>>** row[addresses.c.email\_address]'jack@yahoo.com'

If on the other hand we used a string column key, the usual rules of name- based matching still apply, and we'd get an ambiguous column error for the id value:

如果另一方面我们使用了一个字符串列键，通常的基于名称的匹配规则仍然适用，我们会得到一个模糊的列错误的id值：

**>>>** row["id"]

Traceback (most recent call last):

*...*InvalidRequestError: Ambiguous column name 'id' in result set column descriptions

It's important to note that while accessing columns from a result set using [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects may seem unusual, it is in fact the only system used by the ORM, which occurs transparently beneath the facade of the [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) object; in this way, the [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method is typically very applicable to textual statements to be used in an ORM context. The example at [Using Textual SQL](http://docs.sqlalchemy.org/en/rel_1_1/orm/tutorial.html" \l "orm-tutorial-literal-sql) illustrates a simple usage.

重要的是要注意，使用Column对象从结果集中访问列可能看起来是不寻常的，它实际上是由ORM使用的唯一系统，它在Query对象的立面下透明地出现; 以这种方式，TextClause.columns() 方法通常非常适用于要在ORM上下文中使用的文本语句。 使用文本SQL的示例说明了一个简单的用法。

*New in version 1.1:*The [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method now accepts column expressions which will be matched positionally to a plain text SQL result set, eliminating the need for column names to match or even be unique in the SQL statement when matching table metadata or ORM models to textual SQL.

1.1版中的新功能：TextClause.columns() 方法现在接受将与纯文本SQL结果集位置匹配的列表达式，消除了在匹配表元数据时SQL列中匹配或甚至唯一的列名称， ORM模型到文本SQL。

**See also**

[TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) - full method description

[Using Textual SQL](http://docs.sqlalchemy.org/en/rel_1_1/orm/tutorial.html" \l "orm-tutorial-literal-sql) - integrating ORM-level queries with [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text)

### 1.10.3 Using text() fragments inside bigger statements

[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) can also be used to produce fragments of SQL that can be freely within a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) object, which accepts [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) objects as an argument for most of its builder functions. Below, we combine the usage of [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) within a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) object. The [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct provides the "geometry" of the statement, and the [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct provides the textual content within this form. We can build a statement without the need to refer to any pre-established [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) metadata:

text() 也可以用于生成可以在[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) 对象内自由的SQL片段，它可以接受[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) 对象作为大部分构建器函数的参数。 下面我们将[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) 对象中的[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) 的使用相结合。 [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) 构造提供了语句的"几何"，而[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) 结构提供了此表单中的文本内容。 我们可以构建一个语句，而无需参考任何预先建立的表元数据：

**>>>** s = select([

**...**  text("users.fullname || ', ' || addresses.email\_address AS title")

**...**  ]).\

**...**  where(

**...**  and\_(

**...**  text("users.id = addresses.user\_id"),

**...**  text("users.name BETWEEN 'm' AND 'z'"),

**...**  text(

**...**  "(addresses.email\_address LIKE :x "

**...**  "OR addresses.email\_address LIKE :y)")

**...**  )

**...**  ).select\_from(text('users, addresses'))

**>>>** conn.execute(s, x='%@aol.com', y='%@msn.com').fetchall()

SELECT users.fullname || ', ' || addresses.email\_address AS title

FROM users, addresses

WHERE users.id = addresses.user\_id AND users.name BETWEEN 'm' AND 'z'

AND (addresses.email\_address LIKE ? OR addresses.email\_address LIKE ?)

('%@aol.com', '%@msn.com')

[(u'Wendy Williams, wendy@aol.com',)]

*Changed in version 1.0.0:*The [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct emits warnings when string SQL fragments are coerced to [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text), and [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) should be used explicitly. See [Warnings emitted when coercing full SQL fragments into text()](http://docs.sqlalchemy.org/en/rel_1_1/changelog/migration_10.html" \l "migration-2992) for background.

### 1.10.4 Using More Specific Text with [table()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.table" \o "sqlalchemy.sql.expression.table), [literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column), and [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column)

We can move our level of structure back in the other direction too, by using [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column), [literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column), and [table()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.table" \o "sqlalchemy.sql.expression.table) for some of the key elements of our statement. Using these constructs, we can get some more expression capabilities than if we used [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) directly, as they provide to the Core more information about how the strings they store are to be used, but still without the need to get into full [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) based metadata. Below, we also specify the [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) datatype for two of the key [literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column) objects, so that the string-specific concatenation operator becomes available. We also use [literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column) in order to use table-qualified expressions, e.g. users.fullname, that will be rendered as is; using [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) implies an individual column name that may be quoted:

我们可以通过对我们语句的一些关键元素使用column() ，literal\_column() 和table() 来将我们的结构层次推向另一个方向。 使用这些结构，我们可以获得更多的表达能力，而不是直接使用text() ，因为它们向Core提供了有关如何使用它们存储的字符串的更多信息，但仍然无需进入完整的基于表元数据。 下面，我们还为两个关键的literal\_column() 对象指定了String数据类型，以便字符串特定的级联运算符可用。 我们还使用literal\_column() 来使用表格限定的表达式，例如 users.fullname，将被呈现为; 使用column() 表示可能引用的单个列名称：

**>>> from** **sqlalchemy** **import** select, and\_, text, String

**>>> from** **sqlalchemy.sql** **import** table, literal\_column

**>>>** s = select([

**...**  literal\_column("users.fullname", String) +

**...**  ', ' +

**...**  literal\_column("addresses.email\_address").label("title")

**...** ]).\

**...**  where(

**...**  and\_(

**...**  literal\_column("users.id") == literal\_column("addresses.user\_id"),

**...**  text("users.name BETWEEN 'm' AND 'z'"),

**...**  text(

**...**  "(addresses.email\_address LIKE :x OR "

**...**  "addresses.email\_address LIKE :y)")

**...**  )

**...**  ).select\_from(table('users')).select\_from(table('addresses'))

**>>>** conn.execute(s, x='%@aol.com', y='%@msn.com').fetchall()

SELECT users.fullname || ? || addresses.email\_address AS anon\_1

FROM users, addresses

WHERE users.id = addresses.user\_id

AND users.name BETWEEN 'm' AND 'z'

AND (addresses.email\_address LIKE ? OR addresses.email\_address LIKE ?)

(', ', '%@aol.com', '%@msn.com')

[(u'Wendy Williams, wendy@aol.com',)]

### 1.10.5 Ordering or Grouping by a Label

One place where we sometimes want to use a string as a shortcut is when our statement has some labeled column element that we want to refer to in a place such as the "ORDER BY" or "GROUP BY" clause; other candidates include fields within an "OVER" or "DISTINCT" clause. If we have such a label in our [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct, we can refer to it directly by passing the string straight into select.order\_by() or select.group\_by(), among others. This will refer to the named label and also prevent the expression from being rendered twice:

我们有时希望使用字符串作为捷径的一个地方是当我们的语句有一些我们想在诸如"ORDER BY"或"GROUP BY"子句之类的地方引用的标签列元素时; 其他候选人包括"OVER"或"DISTINCT"子句中的字段。 如果我们在[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select)结构中有这样一个标签，我们可以直接通过将字符串直接传递给select.order\_by()或select.group\_by()等来引用它。 这将引用命名的标签，并且也阻止表达式被渲染两次：

**>>> from** **sqlalchemy** **import** func

**>>>** stmt = select([

**...**  addresses.c.user\_id,

**...**  func.count(addresses.c.id).label('num\_addresses')]).\

**...**  order\_by("num\_addresses")

**>>>** conn.execute(stmt).fetchall()

SELECT addresses.user\_id, count(addresses.id) AS num\_addresses

FROM addresses ORDER BY num\_addresses

()

[(2, 4)]

We can use modifiers like [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc) or [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc) by passing the string name:

**>>> from** **sqlalchemy** **import** func, desc

**>>>** stmt = select([

**...**  addresses.c.user\_id,

**...**  func.count(addresses.c.id).label('num\_addresses')]).\

**...**  order\_by(desc("num\_addresses"))

**>>>** conn.execute(stmt).fetchall()

SELECT addresses.user\_id, count(addresses.id) AS num\_addresses

FROM addresses ORDER BY num\_addresses DESC

()

[(2, 4)]

Note that the string feature here is very much tailored to when we have already used the [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.label" \o "sqlalchemy.sql.expression.ColumnElement.label) method to create a specifically-named label. In other cases, we always want to refer to the [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object directly so that the expression system can make the most effective choices for rendering. Below, we illustrate how using the [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) eliminates ambiguity when we want to order by a column name that appears more than once:

请注意，这里的字符串特征非常适合当我们已经使用[label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.label" \o "sqlalchemy.sql.expression.ColumnElement.label)方法创建一个特定命名的标签时。 在其他情况下，我们总是直接引用[ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)对象，以使表达式系统能够最有效地进行渲染。 下面我们将说明当我们想通过不止一次出现的列名进行排序时，如何使用[ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)消除歧义：

**>>>** u1a, u1b = users.alias(), users.alias()

**>>>** stmt = select([u1a, u1b]).\

**...**  where(u1a.c.name > u1b.c.name).\

**...**  order\_by(u1a.c.name) *# using "name" here would be ambiguous*

**>>>** conn.execute(stmt).fetchall()

SELECT users\_1.id, users\_1.name, users\_1.fullname, users\_2.id,

users\_2.name, users\_2.fullname

FROM users AS users\_1, users AS users\_2

WHERE users\_1.name > users\_2.name ORDER BY users\_1.name

()

[(2, u'wendy', u'Wendy Williams', 1, u'jack', u'Jack Jones')]

## 1.11 Using Aliases

The alias in SQL corresponds to a "renamed" version of a table or SELECT statement, which occurs anytime you say "SELECT .. FROM sometable AS someothername". The AS creates a new name for the table. Aliases are a key construct as they allow any table or subquery to be referenced by a unique name. In the case of a table, this allows the same table to be named in the FROM clause multiple times. In the case of a SELECT statement, it provides a parent name for the columns represented by the statement, allowing them to be referenced relative to this name.

SQL中的别名对应于表或SELECT语句的"重命名"版本，只要您说"SELECT .. FROM sometable AS someothername"，就会发生。 AS为表创建一个新名称。别名是一个关键结构，因为它们允许任何表或子查询被唯一的名称引用。在表的情况下，这允许在FROM子句中多次命名相同的表。在SELECT语句的情况下，它为由语句表示的列提供父名称，允许相对于此名称引用它们。

In SQLAlchemy, any [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct, or other selectable can be turned into an alias using the [FromClause.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) method, which produces a [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) construct. As an example, suppose we know that our user jack has two particular email addresses. How can we locate jack based on the combination of those two addresses? To accomplish this, we'd use a join to the addresses table, once for each address. We create two [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) constructs against addresses, and then use them both within a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct:

在SQLAlchemy中，可以使用[FromClause.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias)方法将任何一个[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)，[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select)结构或其他可选项转换为别名，该方法生成一个[Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias)构造。例如，假设我们知道我们的用户jack有两个特定的电子邮件地址。我们如何根据这两个地址的组合来定位jack？为了实现这一点，我们将使用一个addresses表的连接，每个地址一次。我们针对地址创建两个Alias构造，然后在一个select() 结构中使用它们：

**>>>** a1 = addresses.alias()

**>>>** a2 = addresses.alias()

**>>>** s = select([users]).\

**...**  where(and\_(

**...**  users.c.id == a1.c.user\_id,

**...**  users.c.id == a2.c.user\_id,

**...**  a1.c.email\_address == ['jack@msn.com',](mailto:'jack@msn.com',)

**...**  a2.c.email\_address == ['jack@yahoo.com'](mailto:'jack@yahoo.com')

**...**  ))

**>>>** conn.execute(s).fetchall()

SELECT users.id, users.name, users.fullname

FROM users, addresses AS addresses\_1, addresses AS addresses\_2

WHERE users.id = addresses\_1.user\_id

AND users.id = addresses\_2.user\_id

AND addresses\_1.email\_address = ?

AND addresses\_2.email\_address = ?

('jack@msn.com', 'jack@yahoo.com')

[(1, u'jack', u'Jack Jones')]

Note that the [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) construct generated the names addresses\_1 and addresses\_2 in the final SQL result. The generation of these names is determined by the position of the construct within the statement. If we created a query using only the second a2 alias, the name would come out as addresses\_1. The generation of the names is also *deterministic*, meaning the same SQLAlchemy statement construct will produce the identical SQL string each time it is rendered for a particular dialect.

请注意，Alias构造在最终SQL结果中生成名称addresses\_1和addresses\_2。 这些名称的生成由语句中的构造的位置决定。 如果我们仅使用第二个a2别名创建了一个查询，则该名称将作为addresses\_1出现。 名称的生成也是确定性的，这意味着相同的SQLAlchemy语句构造将在每次为特定方言呈现时生成相同的SQL字符串。

Since on the outside, we refer to the alias using the [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) construct itself, we don't need to be concerned about the generated name. However, for the purposes of debugging, it can be specified by passing a string name to the [FromClause.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) method:

因为在外面，我们使用Alias构造本身引用别名，我们不需要关心生成的名称。 但是，为了进行调试，可以通过将字符串名称传递给FromClause.alias() 方法来指定：

**>>>** a1 = addresses.alias('a1')

Aliases can of course be used for anything which you can SELECT from, including SELECT statements themselves. We can self-join the users table back to the [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) we've created by making an alias of the entire statement. The correlate(None) directive is to avoid SQLAlchemy's attempt to "correlate" the inner users table with the outer one:

别名当然可以用于您可以从中选择的任何内容，包括SELECT语句本身。 我们可以通过创建整个语句的别名，将用户表自己加入到我们创建的select() 中。 相关（无）指令是避免SQLAlchemy尝试将内部用户表与外部表进行"关联"：

**>>>** a1 = s.correlate(None).alias()

**>>>** s = select([users.c.name]).where(users.c.id == a1.c.id)

**>>>** conn.execute(s).fetchall()

SELECT users.name

FROM users,

(SELECT users.id AS id, users.name AS name, users.fullname AS fullname

FROM users, addresses AS addresses\_1, addresses AS addresses\_2

WHERE users.id = addresses\_1.user\_id AND users.id = addresses\_2.user\_id

AND addresses\_1.email\_address = ?

AND addresses\_2.email\_address = ?) AS anon\_1

WHERE users.id = anon\_1.id

('jack@msn.com', 'jack@yahoo.com')

[(u'jack',)]

## 1.12 Using Joins

We're halfway along to being able to construct any SELECT expression. The next cornerstone of the SELECT is the JOIN expression. We've already been doing joins in our examples, by just placing two tables in either the columns clause or the where clause of the [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct. But if we want to make a real "JOIN" or "OUTERJOIN" construct, we use the [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) and [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) methods, most commonly accessed from the left table in the join:

我们中途可以构建任何SELECT表达式。 SELECT的下一个基石是JOIN表达式。 我们已经在我们的示例中进行了连接，只需将两个表放在SELECT() 结构的columns子句或where子句中即可。 但是，如果我们想要创建一个真正的"JOIN"或"OUTERJOIN"结构，我们使用join() 和outerjoin() 方法，最常见的是从连接的左侧表中访问：

**>>> print**(users.join(addresses))

users JOIN addresses ON users.id = addresses.user\_id

The alert reader will see more surprises; SQLAlchemy figured out how to JOIN the two tables ! The ON condition of the join, as it's called, was automatically generated based on the [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) object which we placed on the addresses table way at the beginning of this tutorial. Already the join() construct is looking like a much better way to join tables.

警报读者会看到更多的惊喜; SQLAlchemy想出如何加入两个表！ 根据本教程开头，我们在地址表上放置的ForeignKey对象自动生成连接的ON条件，因为它被称为。 已经是join() 结构看起来像是一个更好的连接表的方式。

Of course you can join on whatever expression you want, such as if we want to join on all users who use the same name in their email address as their username:

当然，你可以加入任何你想要的表达方式，例如我们想要加入他们的电子邮件地址中使用相同名称的所有用户的用户名：

**>>> print**(users.join(addresses,

**...**  addresses.c.email\_address.like(users.c.name + '%')

**...**  )

**...**  )users JOIN addresses ON addresses.email\_address LIKE (users.name || :name\_1)

When we create a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct, SQLAlchemy looks around at the tables we've mentioned and then places them in the FROM clause of the statement. When we use JOINs however, we know what FROM clause we want, so here we make use of the [select\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.select_from" \o "sqlalchemy.sql.expression.Select.select_from) method:

当我们创建一个select() 结构时，SQLAlchemy会看到我们提到的表，然后将它们放在语句的FROM子句中。 当我们使用JOIN时，我们知道我们想要什么FROM子句，所以这里我们使用select\_from() 方法：

**>>>** s = select([users.c.fullname]).select\_from(

**...**  users.join(addresses,

**...**  addresses.c.email\_address.like(users.c.name + '%'))

**...**  )

**>>>** conn.execute(s).fetchall()

SELECT users.fullname

FROM users JOIN addresses ON addresses.email\_address LIKE (users.name || ?)

('%',)

[(u'Jack Jones',), (u'Jack Jones',), (u'Wendy Williams',)]

The [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) method creates LEFT OUTER JOIN constructs, and is used in the same way as [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join):

**>>>** s = select([users.c.fullname]).select\_from(users.outerjoin(addresses))

**>>> print**(s)

SELECT users.fullname

FROM users

LEFT OUTER JOIN addresses ON users.id = addresses.user\_id

That's the output outerjoin() produces, unless, of course, you're stuck in a gig using Oracle prior to version 9, and you've set up your engine (which would be using OracleDialect) to use Oracle-specific SQL:

这就是输出outerjoin() 产生的，除非你在9版之前使用Oracle，而且你已经设置了引擎（它将使用OracleDialect）来使用Oracle特定的SQL：

**>>> from** **sqlalchemy.dialects.oracle** **import** dialect **as** OracleDialect

**>>> print**(s.compile(dialect=OracleDialect(use\_ansi=False)))

SELECT users.fullname

FROM users, addresses

WHERE users.id = addresses.user\_id(+)

If you don't know what that SQL means, don't worry ! The secret tribe of Oracle DBAs don't want their black magic being found out ;).

如果你不知道这是什么意思，不用担心！ Oracle DBA的秘密部落不希望发现他们的黑魔法;）。

**See also**

[expression.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join)

[expression.outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.outerjoin" \o "sqlalchemy.sql.expression.outerjoin)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

1.13 Everything Else

The concepts of creating SQL expressions have been introduced. What's left are more variants of the same themes. So now we'll catalog the rest of the important things we'll need to know.

已经介绍了创建SQL表达式的概念。 剩下的是相同主题的更多变体。 所以现在我们将列出我们需要知道的其他重要事项。

### 1.13.1 Bind Parameter Objects

Throughout all these examples, SQLAlchemy is busy creating bind parameters wherever literal expressions occur. You can also specify your own bind parameters with your own names, and use the same statement repeatedly. The [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) construct is used to produce a bound parameter with a given name. While SQLAlchemy always refers to bound parameters by name on the API side, the database dialect converts to the appropriate named or positional style at execution time, as here where it converts to positional for SQLite:

在所有这些示例中，SQLAlchemy正忙于在文字表达式发生的任何地方创建绑定参数。 您还可以使用自己的名称指定自己的绑定参数，并重复使用相同的语句。 bindparam() 构造用于产生具有给定名称的绑定参数。 虽然SQLAlchemy总是在API端指定绑定的参数，但数据库方言在执行时转换为适当的命名或位置样式，就像在SQLite中将其转换为位置一样：

**>>> from** **sqlalchemy.sql** **import** bindparam

**>>>** s = users.select(users.c.name == bindparam('username'))

**>>>** conn.execute(s, username='wendy').fetchall()

SELECT users.id, users.name, users.fullname

FROM users

WHERE users.name = ?

('wendy',)

[(2, u'wendy', u'Wendy Williams')]

Another important aspect of [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) is that it may be assigned a type. The type of the bind parameter will determine its behavior within expressions and also how the data bound to it is processed before being sent off to the database:

bindparam() 的另一个重要方面是它可以被分配一个类型。 绑定参数的类型将确定其在表达式中的行为，以及在发送到数据库之前如何处理绑定到它的数据：

**>>>** s = users.select(users.c.name.like(bindparam('username', type\_=String) + text("'%'")))

**>>>** conn.execute(s, username='wendy').fetchall()

SELECT users.id, users.name, users.fullname

FROM users

WHERE users.name LIKE (? || '%')

('wendy',)

[(2, u'wendy', u'Wendy Williams')]

[bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) constructs of the same name can also be used multiple times, where only a single named value is needed in the execute parameters:

相同名称的bindparam() 构造也可以多次使用，在execute参数中只需要一个命名值：

**>>>** s = select([users, addresses]).\

**...**  where(

**...**  or\_(

**...**  users.c.name.like(

**...**  bindparam('name', type\_=String) + text("'%'")),

**...**  addresses.c.email\_address.like(

**...**  bindparam('name', type\_=String) + text("'@%'"))

**...**  )

**...**  ).\

**...**  select\_from(users.outerjoin(addresses)).\

**...**  order\_by(addresses.c.id)

**>>>** conn.execute(s, name='jack').fetchall()

SELECT users.id, users.name, users.fullname, addresses.id,

addresses.user\_id, addresses.email\_address

FROM users LEFT OUTER JOIN addresses ON users.id = addresses.user\_id

WHERE users.name LIKE (? || '%') OR addresses.email\_address LIKE (? || '@%')

ORDER BY addresses.id

('jack', 'jack')

[(1, u'jack', u'Jack Jones', 1, 1, u'jack@yahoo.com'), (1, u'jack', u'Jack Jones', 2, 1, u'jack@msn.com')]

**See also**

[bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam)

### 1.13.2 Functions

SQL functions are created using the [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) keyword, which generates functions using attribute access:

使用func关键字创建SQL函数，该函数使用属性访问生成函数：

**>>> from** **sqlalchemy.sql** **import** func

**>>> print**(func.now())

now()

**>>> print**(func.concat('x', 'y'))

concat(:concat\_1, :concat\_2)

By "generates", we mean that ****any**** SQL function is created based on the word you choose:

通过“生成”，我们意味着任何SQL函数都是基于您选择的单词创建的：

**>>>** print(func.xyz\_my\_goofy\_function())

xyz\_my\_goofy\_function()

Certain function names are known by SQLAlchemy, allowing special behavioral rules to be applied. Some for example are "ANSI" functions, which mean they don't get the parenthesis added after them, such as CURRENT\_TIMESTAMP:

SQLAlchemy已知某些函数名称，允许应用特殊的行为规则。 一些例如是"ANSI"函数，这意味着它们不会在它们之后添加括号，例如CURRENT\_TIMESTAMP：

**>>> print**(func.current\_timestamp())

CURRENT\_TIMESTAMP

Functions are most typically used in the columns clause of a select statement, and can also be labeled as well as given a type. Labeling a function is recommended so that the result can be targeted in a result row based on a string name, and assigning it a type is required when you need result-set processing to occur, such as for Unicode conversion and date conversions. Below, we use the result function scalar() to just read the first column of the first row and then close the result; the label, even though present, is not important in this case:

函数最常用于select语句的columns子句，也可以给出类型。 建议使用标签功能，以便根据字符串名称将结果定位到结果行中，并且在需要执行结果集处理（例如Unicode转换和日期转换）时，需要分配一个类型。 下面我们用结果函数scalar() 来读取第一行的第一列，然后关闭结果; 标签即使是现在，在这种情况下也不重要：

**>>>** conn.execute(

**...**  select([

**...**  func.max(addresses.c.email\_address, type\_=String).

**...**  label('maxemail')

**...**  ])

**...**  ).scalar()

SELECT max(addresses.email\_address) AS maxemail

FROM addresses

()

u'www@www.org'

Databases such as PostgreSQL and Oracle which support functions that return whole result sets can be assembled into selectable units, which can be used in statements. Such as, a database function calculate() which takes the parameters x and y, and returns three columns which we'd like to name q, z and r, we can construct using "lexical" column objects as well as bind parameters:

支持返回整个结果集的函数的PostgreSQL和Oracle等数据库可以组合成可选择的单元，可以在语句中使用。 例如，一个数据库函数calculate() ，它接受参数x和y，并返回三个我们想命名为q，z和r的列，我们可以使用"lexical"列对象和绑定参数来构造：

**>>> from** **sqlalchemy.sql** **import** column

**>>>** calculate = select([column('q'), column('z'), column('r')]).\

**...**  select\_from(

**...**  func.calculate(

**...**  bindparam('x'),

**...**  bindparam('y')

**...**  )

**...**  )

**>>>** calc = calculate.alias()

**>>> print**(select([users]).where(users.c.id > calc.c.z))

SELECT users.id, users.name, users.fullname

FROM users, (

SELECT q, z, r

FROM calculate(:x, :y)

) AS anon\_1

WHERE users.id > anon\_1.z

If we wanted to use our calculate statement twice with different bind parameters, the [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) function will create copies for us, and mark the bind parameters as "unique" so that conflicting names are isolated. Note we also make two separate aliases of our selectable:

如果我们想使用不同绑定参数的两次计算语句，unique\_params() 函数将为我们创建副本，并将绑定参数标记为“唯一”，以便隔离冲突的名称。 请注意，我们还可以选择两个独立的别名：

**>>>** calc1 = calculate.alias('c1').unique\_params(x=17, y=45)

**>>>** calc2 = calculate.alias('c2').unique\_params(x=5, y=12)

**>>>** s = select([users]).\

**...**  where(users.c.id.between(calc1.c.z, calc2.c.z))

**>>> print**(s)SELECT users.id, users.name, users.fullname

FROM users,

(SELECT q, z, r FROM calculate(:x\_1, :y\_1)) AS c1,

(SELECT q, z, r FROM calculate(:x\_2, :y\_2)) AS c2

WHERE users.id BETWEEN c1.z AND c2.z

**>>>** s.compile().params

{u'x\_2': 5, u'y\_2': 12, u'y\_1': 45, u'x\_1': 17}

**See also**

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

### 1.13.3 Window Functions

Any [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement), including functions generated by [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func), can be turned into a "window function", that is an OVER clause, using the [FunctionElement.over()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.over" \o "sqlalchemy.sql.functions.FunctionElement.over) method:

任何FunctionElement，包括由func生成的函数，都可以使用FunctionElement.over() 方法转换成一个“窗口函数”，即一个OVER子句。

**>>>** s = select([

**...**  users.c.id,

**...**  func.row\_number().over(order\_by=users.c.name)

**...**  ])

**>>>** print(s)

SELECT users.id, row\_number()

OVER (ORDER BY users.name) AS anon\_1

FROM users

[FunctionElement.over()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.over" \o "sqlalchemy.sql.functions.FunctionElement.over) also supports range specification using either the [expression.over.rows](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over.params.rows" \o "sqlalchemy.sql.expression.over) or [expression.over.range](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over.params.range" \o "sqlalchemy.sql.expression.over) parameters:

Function Element.over() 也支持使用expression.over.rows或expression.over.range参数的范围规范：

**>>>** s = select([

**...**  users.c.id,

**...**  func.row\_number().over(

**...**  order\_by=users.c.name,

**...**  rows=(-2, **None**))

**...**  ])

**>>>** print(s)

SELECT users.id, row\_number()

OVER(ORDER BY users.name ROWS BETWEEN :param\_1 PRECEDING AND UNBOUNDED FOLLOWING)

AS anon\_1FROM users

[expression.over.rows](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over.params.rows" \o "sqlalchemy.sql.expression.over) and [expression.over.range](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over.params.range" \o "sqlalchemy.sql.expression.over) each accept a two-tuple which contains a combination of negative and positive integers for ranges, zero to indicate "CURRENT ROW" and None to indicate "UNBOUNDED". See the examples at [over()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over" \o "sqlalchemy.sql.expression.over) for more detail.

expression.over.rows和expression.over.range都接受一个两元组，它包含范围为负整数和正整数的组合，零表示"CURRENT ROW"，无表示"UNBOUNDED"。 有关更多详细信息，请参阅over() 的示例。

*New in version 1.1:*support for "rows" and "range" specification for window functions

版本1.1中的新功能：支持窗口功能的"行"和"范围"规范

**See also**

[over()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over" \o "sqlalchemy.sql.expression.over)

[FunctionElement.over()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.over" \o "sqlalchemy.sql.functions.FunctionElement.over)

### 1.13.4 Unions and Other Set Operations

Unions come in two flavors, UNION and UNION ALL, which are available via module level functions [union()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.union" \o "sqlalchemy.sql.expression.union) and [union\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.union_all" \o "sqlalchemy.sql.expression.union_all):

联盟有两种方式，UNION和UNION ALL，可通过模块级别的函数union() 和union\_all() 获得：

**>>> from** **sqlalchemy.sql** **import** union

**>>>** u = union(

**...**  addresses.select().

**...**  where(addresses.c.email\_address == ['foo@bar.com'),](mailto:'foo@bar.com'),)

**...**  addresses.select().

**...**  [where(addresses.c.email\_address.like('%@yahoo.com')),](mailto:where(addresses.c.email_address.like('%@yahoo.com')),)

**...** ).order\_by(addresses.c.email\_address)

**>>>** conn.execute(u).fetchall()

SELECT addresses.id, addresses.user\_id, addresses.email\_address

FROM addresses

WHERE addresses.email\_address = ?

UNION

SELECT addresses.id, addresses.user\_id, addresses.email\_address

FROM addresses

WHERE addresses.email\_address LIKE ? ORDER BY addresses.email\_address

('foo@bar.com', '%@yahoo.com')

[(1, 1, u'jack@yahoo.com')]

Also available, though not supported on all databases, are [intersect()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.intersect" \o "sqlalchemy.sql.expression.intersect), [intersect\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.intersect_all" \o "sqlalchemy.sql.expression.intersect_all), [except\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.except_" \o "sqlalchemy.sql.expression.except_), and [except\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.except_all" \o "sqlalchemy.sql.expression.except_all):

虽然在所有数据库中都不支持，但也可以使用intersect() ，intersect\_all() ，except\_() 和except\_all() ：

**>>> from** **sqlalchemy.sql** **import** except\_

**>>>** u = except\_(

**...**  addresses.select().

**...**  [where(addresses.c.email\_address.like('%@%.com')),](mailto:where(addresses.c.email_address.like('%@%.com')),)

**...**  addresses.select().

**...**  [where(addresses.c.email\_address.like('%@msn.com'))](mailto:where(addresses.c.email_address.like('%@msn.com')))

**...** )

**>>>** conn.execute(u).fetchall(

)[(1, 1, u'jack@yahoo.com'), (4, 2, u'wendy@aol.com')]

A common issue with so-called "compound" selectables arises due to the fact that they nest with parenthesis. SQLite in particular doesn't like a statement that starts with parenthesis. So when nesting a "compound" inside a "compound", it's often necessary to apply .alias().select() to the first element of the outermost compound, if that element is also a compound. For example, to nest a "union" and a "select" inside of "except\_", SQLite will want the "union" to be stated as a subquery:

所谓"复合"可选项的常见问题是由于它们以括号嵌套的事实。 SQLite特别不喜欢以括号开头的语句。 因此，当将"化合物"嵌套在"化合物"中时，通常需要将.alias() 。select() 应用于最外层化合物的第一个元素，如果该元素也是化合物。 例如，要在"except\_"内嵌入"union"和"select"，SQLite将要将"union"声明为子查询：

**>>>** u = except\_(

**...**  union(

**...**  addresses.select().

**...**  [where(addresses.c.email\_address.like('%@yahoo.com')),](mailto:where(addresses.c.email_address.like('%@yahoo.com')),)

**...**  addresses.select().

**...**  [where(addresses.c.email\_address.like('%@msn.com'))](mailto:where(addresses.c.email_address.like('%@msn.com')))

**...**  ).alias().select(), *# apply subquery here*

**...**  [addresses.select(addresses.c.email\_address.like('%@msn.com'))](mailto:addresses.select(addresses.c.email_address.like('%@msn.com')))

**...** )

**>>>** conn.execute(u).fetchall()

SELECT anon\_1.id, anon\_1.user\_id, anon\_1.email\_address

FROM (SELECT addresses.id AS id, addresses.user\_id AS user\_id,

addresses.email\_address AS email\_address

FROM addresses

WHERE addresses.email\_address LIKE ?

UNION

SELECT addresses.id AS id,

addresses.user\_id AS user\_id,

addresses.email\_address AS email\_address

FROM addresses

WHERE addresses.email\_address LIKE ?) AS anon\_1

EXCEPT

SELECT addresses.id, addresses.user\_id, addresses.email\_address

FROM addresses

WHERE addresses.email\_address LIKE ?

('%@yahoo.com', '%@msn.com', '%@msn.com')

[(1, 1, u'jack@yahoo.com')]

**See also**

[union()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.union" \o "sqlalchemy.sql.expression.union)

[union\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.union_all" \o "sqlalchemy.sql.expression.union_all)

[intersect()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.intersect" \o "sqlalchemy.sql.expression.intersect)

[intersect\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.intersect_all" \o "sqlalchemy.sql.expression.intersect_all)

[except\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.except_" \o "sqlalchemy.sql.expression.except_)

[except\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.except_all" \o "sqlalchemy.sql.expression.except_all)

### 1.13.5 Scalar Selects

A scalar select is a SELECT that returns exactly one row and one column. It can then be used as a column expression. A scalar select is often a [correlated subquery](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-correlated-subquery), which relies upon the enclosing SELECT statement in order to acquire at least one of its FROM clauses.

标量选择是一个SELECT，它只返回一行和一列。 然后可以将其用作列表达式。 标量选择通常是相关的子查询，它依赖于包含的SELECT语句，以获取其FROM子句中的至少一个。

The [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct can be modified to act as a column expression by calling either the [as\_scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.as_scalar" \o "sqlalchemy.sql.expression.SelectBase.as_scalar) or [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.label" \o "sqlalchemy.sql.expression.SelectBase.label) method:

可以通过调用as\_scalar() 或label() 方法来修改select() 结构作为列表达式：

**>>>** stmt = select([func.count(addresses.c.id)]).\

**...**  where(users.c.id == addresses.c.user\_id).\

**...**  as\_scalar()

The above construct is now a [ScalarSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.ScalarSelect" \o "sqlalchemy.sql.expression.ScalarSelect) object, and is no longer part of the [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) hierarchy; it instead is within the [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) family of expression constructs. We can place this construct the same as any other column within another [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select):

上述结构现在是ScalarSelect对象，不再是FromClause层次结构的一部分; 而是在ColumnElement系列的表达式构造之内。 我们可以将这个构造与另一个select() 中的任何其他列相同：

**>>>** conn.execute(select([users.c.name, stmt])).fetchall()

SELECT users.name, (SELECT count(addresses.id) AS count\_1

FROM addresses

WHERE users.id = addresses.user\_id) AS anon\_1

FROM users

()

[(u'jack', 2), (u'wendy', 2)]

To apply a non-anonymous column name to our scalar select, we create it using [SelectBase.label()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.label" \o "sqlalchemy.sql.expression.SelectBase.label) instead:

要将非匿名列名应用于我们的标量选择，我们使用[SelectBase.label()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.label" \o "sqlalchemy.sql.expression.SelectBase.label) 来创建它：

**>>>** stmt = select([func.count(addresses.c.id)]).\

**...**  where(users.c.id == addresses.c.user\_id).\

**...**  label("address\_count")

**>>>** conn.execute(select([users.c.name, stmt])).fetchall()

SELECT users.name, (SELECT count(addresses.id) AS count\_1

FROM addresses

WHERE users.id = addresses.user\_id) AS address\_count

FROM users

()

[(u'jack', 2), (u'wendy', 2)]

**See also**

[Select.as\_scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.as_scalar" \o "sqlalchemy.sql.expression.Select.as_scalar)

[Select.label()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.label" \o "sqlalchemy.sql.expression.Select.label)

### 1.13.6 Correlated Subqueries

Notice in the examples on [Scalar Selects](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "scalar-selects), the FROM clause of each embedded select did not contain the users table in its FROM clause. This is because SQLAlchemy automatically [correlates](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-correlates) embedded FROM objects to that of an enclosing query, if present, and if the inner SELECT statement would still have at least one FROM clause of its own. For example:

注意在Scalar Selects的例子中，每个嵌入式select的FROM子句在其FROM子句中都不包含users表。 这是因为SQLAlchemy自动将嵌入的FROM对象与封闭查询的INS对象（如果存在）相关联，如果内部SELECT语句仍然至少具有一个自己的FROM子句。 例如：

**>>>** stmt = select([addresses.c.user\_id]).\

**...**  where(addresses.c.user\_id == users.c.id).\

**...**  where(addresses.c.email\_address == ['jack@yahoo.com')](mailto:'jack@yahoo.com'))

**>>>** enclosing\_stmt = select([users.c.name]).where(users.c.id == stmt)

**>>>** conn.execute(enclosing\_stmt).fetchall()

SELECT users.name

FROM users

WHERE users.id = (SELECT addresses.user\_id

FROM addresses

WHERE addresses.user\_id = users.id

AND addresses.email\_address = ?)

('jack@yahoo.com',)

[(u'jack',)]

Auto-correlation will usually do what's expected, however it can also be controlled. For example, if we wanted a statement to correlate only to the addresses table but not the users table, even if both were present in the enclosing SELECT, we use the [correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate) method to specify those FROM clauses that may be correlated:

自动相关通常会做预期的，但也可以控制。 例如，如果我们想要一个语句仅与地址表相关联，而不与users表相关联，即使两者都存在于包含的SELECT中，我们使用correlate() 方法来指定可能相关的那些FROM子句：

**>>>** stmt = select([users.c.id]).\

**...**  where(users.c.id == addresses.c.user\_id).\

**...**  where(users.c.name == 'jack').\

**...**  correlate(addresses)

**>>>** enclosing\_stmt = select(

**...**  [users.c.name, addresses.c.email\_address]).\

**...**  select\_from(users.join(addresses)).\

**...**  where(users.c.id == stmt)

**>>>** conn.execute(enclosing\_stmt).fetchall()

SELECT users.name, addresses.email\_address

FROM users JOIN addresses ON users.id = addresses.user\_id

WHERE users.id = (SELECT users.id

FROM users

WHERE users.id = addresses.user\_id AND users.name = ?)

('jack',)

[(u'jack', u'jack@yahoo.com'), (u'jack', u'jack@msn.com')]

To entirely disable a statement from correlating, we can pass None as the argument:

要完全禁用相关的语句，我们可以传递None作为参数：

**>>>** stmt = select([users.c.id]).\

**...**  where(users.c.name == 'wendy').\

**...**  correlate(None)

**>>>** enclosing\_stmt = select([users.c.name]).\

**...**  where(users.c.id == stmt)

**>>>** conn.execute(enclosing\_stmt).fetchall()

SELECT users.name

FROM users

WHERE users.id = (SELECT users.id

FROM users

WHERE users.name = ?)

('wendy',)

[(u'wendy',)]

We can also control correlation via exclusion, using the [Select.correlate\_except()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate_except" \o "sqlalchemy.sql.expression.Select.correlate_except) method. Such as, we can write our SELECT for the users table by telling it to correlate all FROM clauses except for users:

我们也可以使用[Select.correlate\_except()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate_except" \o "sqlalchemy.sql.expression.Select.correlate_except) 方法通过排除来控制关联。 例如，我们可以通过告诉它关联除users之外的所有FROM子句来为users表写入我们的SELECT：

**>>>** stmt = select([users.c.id]).\

**...**  where(users.c.id == addresses.c.user\_id).\

**...**  where(users.c.name == 'jack').\

**...**  correlate\_except(users)

**>>>** enclosing\_stmt = select(

**...**  [users.c.name, addresses.c.email\_address]).\

**...**  select\_from(users.join(addresses)).\

**...**  where(users.c.id == stmt)

**>>>** conn.execute(enclosing\_stmt).fetchall()

SELECT users.name, addresses.email\_address

FROM users JOIN addresses ON users.id = addresses.user\_id

WHERE users.id = (SELECT users.id

FROM users

WHERE users.id = addresses.user\_id AND users.name = ?)

('jack',)

[(u'jack', u'jack@yahoo.com'), (u'jack', u'jack@msn.com')]

#### LATERAL correlation

LATERAL correlation is a special sub-category of SQL correlation which allows a selectable unit to refer to another selectable unit within a single FROM clause. This is an extremely special use case which, while part of the SQL standard, is only known to be supported by recent versions of PostgreSQL.

LATERAL相关性是SQL相关的特殊子类别，允许可选单元引用单个FROM子句中的另一个可选单元。 这是一个非常特殊的用例，尽管SQL标准的一部分，仅被PostgreSQL的最新版本所支持。

Normally, if a SELECT statement refers to table1 JOIN (some SELECT) AS subquery in its FROM clause, the subquery on the right side may not refer to the "table1" expression from the left side; correlation may only refer to a table that is part of another SELECT that entirely encloses this SELECT. The LATERAL keyword allows us to turn this behavior around, allowing an expression such as:

通常，如果SELECT语句引用其FROM子句中的table1 JOIN（某些SELECT）AS子查询，则右侧的子查询可能不会从左侧引用“table1”表达式; 相关性可能只是指完全包围此SELECT的另一个SELECT的一部分的表。 LATERAL关键字可以让我们围绕这个行为，允许一个表达式，如：

**SELECT** people.people\_id, people.age, people.name

**FROM** people **JOIN** **LATERAL** (**SELECT** books.book\_id **AS** book\_id

**FROM** books **WHERE** books.owner\_id = people.people\_id)

**AS** book\_subq **ON**

**true**

Where above, the right side of the JOIN contains a subquery that refers not just to the "books" table but also the "people" table, correlating to the left side of the JOIN. SQLAlchemy Core supports a statement like the above using the [Select.lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.lateral" \o "sqlalchemy.sql.expression.Select.lateral) method as follows:

在上面，JOIN的右侧包含一个子查询，它不仅指"书"表，还涉及"人"表，与JOIN的左侧相关。 SQLAlchemy Core支持如上所述的使用Select.lateral() 方法的语句如下：

**>>> from** **sqlalchemy** **import** table, column, select, true

**>>>** people = table('people', column('people\_id'), column('age'), column('name'))

**>>>** books = table('books', column('book\_id'), column('owner\_id'))

**>>>** subq = select([books.c.book\_id]).\

**...**  where(books.c.owner\_id == people.c.people\_id).lateral("book\_subq")

**>>>** print(select([people]).select\_from(people.join(subq, true())))

SELECT people.people\_id, people.age, people.name

FROM people JOIN LATERAL (SELECT books.book\_id AS book\_id

FROM books WHERE books.owner\_id = people.people\_id)

AS book\_subq ON true

Above, we can see that the [Select.lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.lateral" \o "sqlalchemy.sql.expression.Select.lateral) method acts a lot like the [Select.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.alias" \o "sqlalchemy.sql.expression.Select.alias) method, including that we can specify an optional name. However the construct is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct instead of an [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) which provides for the LATERAL keyword as well as special instructions to allow correlation from inside the FROM clause of the enclosing statement.

以上，我们可以看到Select.lateral() 方法的行为非常像Select.alias() 方法，包括我们可以指定一个可选的名称。 然而，构造是Lateral构造而不是Alias，它提供了LATERAL关键字以及特殊的指令，允许在封闭语句的FROM子句内部进行相关。

The [Select.lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.lateral" \o "sqlalchemy.sql.expression.Select.lateral) method interacts normally with the [Select.correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate) and [Select.correlate\_except()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate_except" \o "sqlalchemy.sql.expression.Select.correlate_except) methods, except that the correlation rules also apply to any other tables present in the enclosing statement's FROM clause. Correlation is "automatic" to these tables by default, is explicit if the table is specified to [Select.correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate), and is explicit to all tables except those specified to [Select.correlate\_except()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate_except" \o "sqlalchemy.sql.expression.Select.correlate_except).

[Select.lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.lateral" \o "sqlalchemy.sql.expression.Select.lateral)方法与[Select.correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate)和[Select.correlate\_except()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate_except" \o "sqlalchemy.sql.expression.Select.correlate_except)方法正常交互，除了相关规则也适用于封闭语句FROM子句中存在的任何其他表。 默认情况下，这些表相关是"自动的"，如果表被指定为[Select.correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate)，则是显式的，并且除了为[Select.correlate\_except()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate_except" \o "sqlalchemy.sql.expression.Select.correlate_except).指定的所有表之外，所有表都是显式的。

*New in version 1.1:*Support for the LATERAL keyword and lateral correlation.

**See also**

[Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral)

[Select.lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.lateral" \o "sqlalchemy.sql.expression.Select.lateral)

### 1.13.7 Ordering, Grouping, Limiting, Offset…ing…

Ordering is done by passing column expressions to the order\_by() method:

通过将列表达式传递给order\_by()方法来完成排序：

**>>>** stmt = select([users.c.name]).order\_by(users.c.name)

**>>>** conn.execute(stmt).fetchall()

SELECT users.name

FROM users ORDER BY users.name

()

[(u'jack',), (u'wendy',)]

Ascending or descending can be controlled using the [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.asc" \o "sqlalchemy.sql.expression.ColumnElement.asc) and [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.desc" \o "sqlalchemy.sql.expression.ColumnElement.desc) modifiers:

可以使用[asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.asc" \o "sqlalchemy.sql.expression.ColumnElement.asc)和[desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.desc" \o "sqlalchemy.sql.expression.ColumnElement.desc)修饰符来控制升序或降序：

**>>>** stmt = select([users.c.name]).order\_by(users.c.name.desc())

**>>>** conn.execute(stmt).fetchall()

SELECT users.name

FROM users ORDER BY users.name DESC

()

[(u'wendy',), (u'jack',)]

Grouping refers to the GROUP BY clause, and is usually used in conjunction with aggregate functions to establish groups of rows to be aggregated. This is provided via the group\_by() method:

分组是指GROUP BY子句，通常与聚合函数一起使用以建立要聚合的行组。 这是通过group\_by()方法提供的：

**>>>** stmt = select([users.c.name, func.count(addresses.c.id)]).\

**...**  select\_from(users.join(addresses)).\

**...**  group\_by(users.c.name)

**>>>** conn.execute(stmt).fetchall()

SELECT users.name, count(addresses.id) AS count\_1

FROM users JOIN addresses

ON users.id = addresses.user\_id

GROUP BY users.name

()

[(u'jack', 2), (u'wendy', 2)]

HAVING can be used to filter results on an aggregate value, after GROUP BY has been applied. It's available here via the [having()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.having" \o "sqlalchemy.sql.expression.Select.having) method:

在应用GROUP BY之后，可以使用HAVING过滤汇总值上的结果。 这里可以通过[having()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.having" \o "sqlalchemy.sql.expression.Select.having)方法：

**>>>** stmt = select([users.c.name, func.count(addresses.c.id)]).\

**...**  select\_from(users.join(addresses)).\

**...**  group\_by(users.c.name).\

**...**  having(func.length(users.c.name) > 4)

**>>>** conn.execute(stmt).fetchall()

SELECT users.name, count(addresses.id) AS count\_1

FROM users JOIN addresses

ON users.id = addresses.user\_id

GROUP BY users.name

HAVING length(users.name) > ?

(4,)

[(u'wendy', 2)]

A common system of dealing with duplicates in composed SELECT statements is the DISTINCT modifier. A simple DISTINCT clause can be added using the [Select.distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.distinct" \o "sqlalchemy.sql.expression.Select.distinct) method:

在组合的SELECT语句中处理复制的常见系统是DISTINCT修饰符。 可以使用[Select.distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.distinct" \o "sqlalchemy.sql.expression.Select.distinct)方法添加一个简单的DISTINCT子句：

**>>>** stmt = select([users.c.name]).\

**...**  where(addresses.c.email\_address

.**...**  contains(users.c.name)).\

**...**  distinct()

**>>>** conn.execute(stmt).fetchall()

SELECT DISTINCT users.name

FROM users, addresses

WHERE (addresses.email\_address LIKE '%%' || users.name || '%%')

()

[(u'jack',), (u'wendy',)]

Most database backends support a system of limiting how many rows are returned, and the majority also feature a means of starting to return rows after a given "offset". While common backends like PostgreSQL, MySQL and SQLite support LIMIT and OFFSET keywords, other backends need to refer to more esoteric features such as "window functions" and row ids to achieve the same effect. The [limit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.limit" \o "sqlalchemy.sql.expression.Select.limit) and [offset()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.offset" \o "sqlalchemy.sql.expression.Select.offset) methods provide an easy abstraction into the current backend's methodology:

大多数数据库后端支持限制返回多少行的系统，并且大多数还具有在给定"偏移量"之后开始返回行的方法。 虽然像PostgreSQL这样的常见后端，MySQL和SQLite支持LIMIT和OFFSET关键字，但其他后端需要引用更加深奥的功能，例如"窗口功能"和行ids来实现相同的效果。 [limit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.limit" \o "sqlalchemy.sql.expression.Select.limit)和[offset()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.offset" \o "sqlalchemy.sql.expression.Select.offset)方法为当前后端的方法提供了一个简单的抽象：

**>>>** stmt = select([users.c.name, addresses.c.email\_address]).\

**...**  select\_from(users.join(addresses)).\

**...**  limit(1).offset(1)

**>>>** conn.execute(stmt).fetchall()

SELECT users.name, addresses.email\_address

FROM users JOIN addresses ON users.id = addresses.user\_id

LIMIT ? OFFSET ?

(1, 1)

[(u'jack', u'jack@msn.com')]

### 1.14 Inserts, Updates and Deletes

We've seen [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.insert" \o "sqlalchemy.sql.expression.TableClause.insert) demonstrated earlier in this tutorial. Where [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.insert" \o "sqlalchemy.sql.expression.TableClause.insert) produces INSERT, the [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.update" \o "sqlalchemy.sql.expression.TableClause.update) method produces UPDATE. Both of these constructs feature a method called [values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.values" \o "sqlalchemy.sql.expression.ValuesBase.values) which specifies the VALUES or SET clause of the statement.

我们已经看到了本教程前面介绍的insert() 。 在insert() 生成INSERT的情况下，update() 方法生成UPDATE。 这两个构造都具有一个名为values() 的方法，它指定语句的VALUES或SET子句。

The [values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.values" \o "sqlalchemy.sql.expression.ValuesBase.values) method accommodates any column expression as a value:

values() 方法将任何列表达式适用于值：

**>>>** stmt = users.update().\

**...**  values(fullname="Fullname: " + users.c.name)

**>>>** conn.execute(stmt)

UPDATE users SET fullname=(? || users.name)

('Fullname: ',)

COMMIT

<sqlalchemy.engine.result.ResultProxy object at 0x...>

When using [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.insert" \o "sqlalchemy.sql.expression.TableClause.insert) or [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.update" \o "sqlalchemy.sql.expression.TableClause.update) in an "execute many" context, we may also want to specify named bound parameters which we can refer to in the argument list. The two constructs will automatically generate bound placeholders for any column names passed in the dictionaries sent to [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) at execution time. However, if we wish to use explicitly targeted named parameters with composed expressions, we need to use the [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) construct. When using [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) with[insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.insert" \o "sqlalchemy.sql.expression.TableClause.insert) or [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.update" \o "sqlalchemy.sql.expression.TableClause.update), the names of the table's columns themselves are reserved for the "automatic" generation of bind names. We can combine the usage of implicitly available bind names and explicitly named parameters as in the example below:

当在"执行许多"上下文中使用insert() 或update() 时，我们可能还需要指定参数列表中可以引用的命名绑定参数。 这两个结构将在执行时自动生成在发送到execute() 的字典中传递的任何列名的绑定占位符。 但是，如果我们希望使用明确的目标命名参数与组合表达式，我们需要使用bindparam() 构造。 当使用bindparam() insert() 或update() 时，表的列本身的名称将保留用于"自动"生成绑定名称。 我们可以结合使用隐式可用的绑定名称和明确命名的参数，如下例所示：

**>>>** stmt = users.insert().\

**...**  values(name=bindparam('\_name') + " .. name")

**>>>** conn.execute(stmt, [

**...**  {'id':4, '\_name':'name1'},

**...**  {'id':5, '\_name':'name2'},

**...**  {'id':6, '\_name':'name3'},

**...**  ])

INSERT INTO users (id, name) VALUES (?, (? || ?))

((4, 'name1', ' .. name'), (5, 'name2', ' .. name'), (6, 'name3', ' .. name'))

COMMIT

<sqlalchemy.engine.result.ResultProxy object at 0x...>

An UPDATE statement is emitted using the [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.update" \o "sqlalchemy.sql.expression.TableClause.update) construct. This works much like an INSERT, except there is an additional WHERE clause that can be specified:

使用update() 构造发出UPDATE语句。 这非常像INSERT，除了可以指定的另外一个WHERE子句：

**>>>** stmt = users.update().\

**...**  where(users.c.name == 'jack').\

**...**  values(name='ed')

**>>>** conn.execute(stmt)

UPDATE users SET name=? WHERE users.name = ?

('ed', 'jack')

COMMIT

<sqlalchemy.engine.result.ResultProxy object at 0x...>

When using [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.update" \o "sqlalchemy.sql.expression.TableClause.update) in an "executemany" context, we may wish to also use explicitly named bound parameters in the WHERE clause. Again, [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) is the construct used to achieve this:

当在"executemany"上下文中使用update() 时，我们也可能希望在WHERE子句中使用明确命名的bound参数。 再次，bindparam() 是用于实现这个的构造：

**>>>** stmt = users.update().\

**...**  where(users.c.name == bindparam('oldname')).\

**...**  values(name=bindparam('newname'))

**>>>** conn.execute(stmt, [

**...**  {'oldname':'jack', 'newname':'ed'},

**...**  {'oldname':'wendy', 'newname':'mary'},

**...**  {'oldname':'jim', 'newname':'jake'},

**...**  ])

UPDATE users SET name=? WHERE users.name = ?

(('ed', 'jack'), ('mary', 'wendy'), ('jake', 'jim'))

COMMIT

<sqlalchemy.engine.result.ResultProxy object at 0x...>

### 1.14.1 Correlated Updates

A correlated update lets you update a table using selection from another table, or the same table:

**>>>** stmt = select([addresses.c.email\_address]).\**...**  where(addresses.c.user\_id == users.c.id).\**...**  limit(1)

**>>>** conn.execute(users.update().values(fullname=stmt))

UPDATE users SET fullname=(SELECT addresses.email\_address

FROM addresses

WHERE addresses.user\_id = users.id

LIMIT ? OFFSET ?)

(1, 0)

COMMIT

<sqlalchemy.engine.result.ResultProxy object at 0x...>

### 1.14.2 Multiple Table Updates

*New in version 0.7.4.*

The PostgreSQL, Microsoft SQL Server, and MySQL backends all support UPDATE statements that refer to multiple tables. For PG and MSSQL, this is the "UPDATE FROM" syntax, which updates one table at a time, but can reference additional tables in an additional "FROM" clause that can then be referenced in the WHERE clause directly. On MySQL, multiple tables can be embedded into a single UPDATE statement separated by a comma. The SQLAlchemy [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) construct supports both of these modes implicitly, by specifying multiple tables in the WHERE clause:

PostgreSQL，Microsoft SQL Server和MySQL后端都支持引用多个表的UPDATE语句。 对于PG和MSSQL，这是"UPDATE FROM"语法，它一次更新一个表，但可以引用额外的"FROM"子句中的其他表，然后可以直接在WHERE子句中引用它们。 在MySQL上，可以将多个表嵌入到用逗号分隔的单个UPDATE语句中。 SQLAlchemy update() 构造通过在WHERE子句中指定多个表来隐含地支持这两种模式：

stmt = users.update().\

values(name='ed wood').\

where(users.c.id == addresses.c.id).\

where(addresses.c.email\_address.startswith('ed%'))

conn.execute(stmt)

The resulting SQL from the above statement would render as:

UPDATE users SET name=:name FROM addresses

WHERE users.id = addresses.id AND

addresses.email\_address LIKE :email\_address\_1 || '*%%*'

When using MySQL, columns from each table can be assigned to in the SET clause directly, using the dictionary form passed to [Update.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.values" \o "sqlalchemy.sql.expression.Update.values):

stmt = users.update().\

values({

users.c.name:'ed wood',

addresses.c.email\_address:'ed.wood@foo.com'

}).\

where(users.c.id == addresses.c.id).\

where(addresses.c.email\_address.startswith('ed%'))

The tables are referenced explicitly in the SET clause:

UPDATE users, addresses SET addresses.email\_address=%s,

users.name=%s WHERE users.id = addresses.id

AND addresses.email\_address LIKE concat(%s, '*%%*')

SQLAlchemy doesn't do anything special when these constructs are used on a non-supporting database. The UPDATE FROM syntax generates by default when multiple tables are present, and the statement will be rejected by the database if this syntax is not supported.

### 1.14.3 Parameter-Ordered Updates

The default behavior of the [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) construct when rendering the SET clauses is to render them using the column ordering given in the originating [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object. This is an important behavior, since it means that the rendering of a particular UPDATE statement with particular columns will be rendered the same each time, which has an impact on query caching systems that rely on the form of the statement, either client side or server side. Since the parameters themselves are passed to the [Update.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.values" \o "sqlalchemy.sql.expression.Update.values) method as Python dictionary keys, there is no other fixed ordering available.

在渲染SET子句时，update() 构造的默认行为是使用始发表对象中给定的列排序来呈现它们。 这是一个重要的行为，因为这意味着使用特定列的特定UPDATE语句的呈现将每次呈现相同，这对依赖语句形式的查询缓存系统（客户端或服务器）都有影响 侧。 由于参数本身作为Python字典键传递给Update.values() 方法，因此没有其他固定的排序可用。

However in some cases, the order of parameters rendered in the SET clause of an UPDATE statement can be significant. The main example of this is when using MySQL and providing updates to column values based on that of other column values. The end result of the following statement:

但是在某些情况下，在UPDATE语句的SET子句中呈现的参数的顺序可能很大。 其主要的例子是使用MySQL并根据其他列值的列值提供更新。 最后结果如下：

UPDATE some\_table SET x = y + 10, y = 20

Will have a different result than:

UPDATE some\_table SET y = 20, x = y + 10

This because on MySQL, the individual SET clauses are fully evaluated on a per-value basis, as opposed to on a per-row basis, and as each SET clause is evaluated, the values embedded in the row are changing.

To suit this specific use case, the [preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) flag may be used. When using this flag, we supply a ****Python list of 2-tuples**** as the argument to the [Update.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.values" \o "sqlalchemy.sql.expression.Update.values) method:

stmt = some\_table.update(preserve\_parameter\_order=**True**).\

values([(some\_table.c.y, 20), (some\_table.c.x, some\_table.c.y + 10)])

The list of 2-tuples is essentially the same structure as a Python dictionary except it is ordered. Using the above form, we are assured that the "y" column's SET clause will render first, then the "x" column's SET clause.

*New in version 1.0.10:*Added support for explicit ordering of UPDATE parameters using the [preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) flag.

### 1.14.4 Deletes

Finally, a delete. This is accomplished easily enough using the [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.delete" \o "sqlalchemy.sql.expression.TableClause.delete) construct:

最后是删除。 使用[delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.delete" \o "sqlalchemy.sql.expression.TableClause.delete)构造很容易实现：

**>>>** conn.execute(addresses.delete())

DELETE FROM addresses

()

COMMIT

<sqlalchemy.engine.result.ResultProxy object at 0x...>

**>>>** conn.execute(users.delete().where(users.c.name > 'm'))

DELETE FROM users WHERE users.name > ?

('m',)

COMMIT

<sqlalchemy.engine.result.ResultProxy object at 0x...>

### 1.14.5 Matched Row Counts

Both of [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.update" \o "sqlalchemy.sql.expression.TableClause.update) and [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.delete" \o "sqlalchemy.sql.expression.TableClause.delete) are associated with *matched row counts*. This is a number indicating the number of rows that were matched by the WHERE clause. Note that by "matched", this includes rows where no UPDATE actually took place. The value is available as [rowcount](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.rowcount" \o "sqlalchemy.engine.ResultProxy.rowcount):

[update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.update" \o "sqlalchemy.sql.expression.TableClause.update)和[delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.delete" \o "sqlalchemy.sql.expression.TableClause.delete)都与匹配的行数相关联。 这是一个数字，表示WHERE子句匹配的行数。 请注意，通过“匹配”，这包括没有更新实际发生的行。 该值可作为[rowcount](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.rowcount" \o "sqlalchemy.engine.ResultProxy.rowcount)使用：

**>>>** result = conn.execute(users.delete())

DELETE FROM users

()

COMMIT

**>>>** result.rowcount1

## 1.15 Further Reference

Expression Language Reference: [SQL Statements and Expressions API](http://docs.sqlalchemy.org/en/rel_1_1/core/expression_api.html)

Database Metadata Reference: [Describing Databases with MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html)

Engine Reference: [Engine Configuration](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html)

Connection Reference: [Working with Engines and Connections](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html)

Types Reference: [Column and Data Types](http://docs.sqlalchemy.org/en/rel_1_1/core/types.html)

窗体底端

# Chapter 2 SQL Statements and Expressions API

This section presents the API reference for the SQL Expression Language. For a full introduction to its usage, see [SQL Expression Language Tutorial](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html).

本节介绍SQL表达式语言的API参考。 有关其用法的全面介绍，请参阅SQL表达语言教程。

# **2.1 Column Elements and Expressions**

The expression API consists of a series of classes that each represent a specific lexical element within a SQL string. Composed together into a larger structure, they form a statement construct that may be *compiled* into a string representation that can be passed to a database. The classes are organized into a hierarchy that begins at the basemost ClauseElement class. Key subclasses include ColumnElement, which represents the role of any column-based expression in a SQL statement, such as in the columns clause, WHERE clause, and ORDER BY clause, and FromClause, which represents the role of a token that is placed in the FROM clause of a SELECT statement.

表达式API由一系列类组成，每个类表示SQL字符串中的特定词法元素。 它们组合成一个较大的结构，它们形成一个可以编译成可以传递给数据库的字符串表示形式的语句结构。 这些类被组织成一个层次结构，从一个基本的ClauseElement类开始。 关键子类包括ColumnElement，它表示SQL语句中任何基于列的表达式的作用，例如在columns子句WHERE子句和ORDER BY子句中，以及FromClause，它表示放在 SELECT语句的FROM子句。

sqlalchemy.sql.expression.**all\_**(*expr*)

Produce an ALL expression.

This may apply to an array type for some dialects (e.g. postgresql), or to a subquery for others (e.g. mysql). e.g.:

这可能适用于某些方言（例如postgresql）的阵列类型或其他（例如mysql）的子查询。 例如。：

*# postgresql '5 = ALL (somearray)'*

expr = 5 == all\_(mytable.c.somearray)

*# mysql '5 = ALL (SELECT value FROM table)'*

expr = 5 == all\_(select([table.c.value]))

*New in version 1.1.*

**See also**

[expression.any\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.any_" \o "sqlalchemy.sql.expression.any_)

sqlalchemy.sql.expression.**and\_**(*\*clauses*)

Produce a conjunction of expressions joined by AND.

E.g.:

**from** **sqlalchemy** **import** and\_

stmt = select([users\_table]).where(

and\_(

users\_table.c.name == 'wendy',

users\_table.c.enrolled == **True**

)

)

The [and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_) conjunction is also available using the Python & operator (though note that compound expressions need to be parenthesized in order to function with Python operator precedence behavior):

and\_() 连接也可以使用Python和运算符（虽然注意复合表达式需要括号，以便与Python运算符优先行为）

stmt = select([users\_table]).where(

(users\_table.c.name == 'wendy') &

(users\_table.c.enrolled == **True**)

)

The [and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_) operation is also implicit in some cases; the [Select.where()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.where" \o "sqlalchemy.sql.expression.Select.where) method for example can be invoked multiple times against a statement, which will have the effect of each clause being combined using [and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_):

在某些情况下，[and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_)操作也是隐含的; 可以针对一个语句多次调用[Select.where()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.where" \o "sqlalchemy.sql.expression.Select.where)方法，这将使用[and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_)来组合每个子句的效果：

stmt = select([users\_table]). where(users\_table.c.name == 'wendy'). where(users\_table.c.enrolled == **True**)

**See also**

[or\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.or_" \o "sqlalchemy.sql.expression.or_)

sqlalchemy.sql.expression.**any\_**(*expr*)

Produce an ANY expression.

产生ANY 表达式。

This may apply to an array type for some dialects (e.g. postgresql), or to a subquery for others (e.g. mysql). e.g.:

这可能适用于某些方言（例如postgresql）的阵列类型或其他（例如mysql）的子查询。 例如。：

*# postgresql '5 = ANY (somearray)'*expr = 5 == any\_(mytable.c.somearray)

*# mysql '5 = ANY (SELECT value FROM table)'*expr = 5 == any\_(select([table.c.value]))

*New in version 1.1.*

**See also**

[expression.all\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.all_" \o "sqlalchemy.sql.expression.all_)

sqlalchemy.sql.expression.**asc**(*column*)

Produce an ascending ORDER BY clause element.

e.g.:

**from** **sqlalchemy** **import** ascstmt = select([users\_table]).order\_by(asc(users\_table.c.name))

will produce SQL as:

SELECT id, name FROM user ORDER BY name ASC

The [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc) function is a standalone version of the [ColumnElement.asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.asc" \o "sqlalchemy.sql.expression.ColumnElement.asc) method available on all SQL expressions, e.g.:

stmt = select([users\_table]).order\_by(users\_table.c.name.asc())

|  |  |
| --- | --- |
| **Parameters:** | ****column**** – A [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) (e.g. scalar SQL expression) with which to apply the [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc) operation. |

**See also**

[desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc)

[nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullsfirst" \o "sqlalchemy.sql.expression.nullsfirst)

[nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullslast" \o "sqlalchemy.sql.expression.nullslast)

[Select.order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.order_by" \o "sqlalchemy.sql.expression.Select.order_by)

sqlalchemy.sql.expression.**between**(*expr*, *lower\_bound*, *upper\_bound*, *symmetric=False*)

Produce a BETWEEN predicate clause.

E.g.:

**from** **sqlalchemy** **import** between

stmt = select([users\_table]).where(between(users\_table.c.id, 5, 7))

Would produce SQL resembling:

SELECT id, name FROM user WHERE id BETWEEN :id\_1 AND :id\_2

The [between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.between" \o "sqlalchemy.sql.expression.between) function is a standalone version of the [ColumnElement.between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.between" \o "sqlalchemy.sql.expression.ColumnElement.between) method available on all SQL expressions, as in:

stmt = select([users\_table]).where(users\_table.c.id.between(5, 7))

All arguments passed to [between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.between" \o "sqlalchemy.sql.expression.between), including the left side column expression, are coerced from Python scalar values if a the value is not a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)subclass. For example, three fixed values can be compared as in:

传递给between() 的所有参数，包括左侧列表达式，如果值不是ColumnElementsubclass，则会从Python标量值强制执行。 例如，可以比较三个固定值，如：

print(between(5, 3, 7))

Which would produce:

:param\_1 BETWEEN :param\_2 AND :param\_3

|  |  |
| --- | --- |
| **Parameters:** | * ****expr**** – a column expression, typically a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) instance or alternatively a Python scalar expression to be coerced into a column expression, serving as the left side of the BETWEEN expression. * ****lower\_bound**** – a column or Python scalar expression serving as the lower bound of the right side of the BETWEEN expression. * ****upper\_bound**** – a column or Python scalar expression serving as the upper bound of the right side of the BETWEEN expression. * ****symmetric –****if True, will render " BETWEEN SYMMETRIC ". Note that not all databases support this syntax.   *New in version 0.9.5.* |

**See also**

[ColumnElement.between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.between" \o "sqlalchemy.sql.expression.ColumnElement.between)

sqlalchemy.sql.expression.**bindparam**(*key*, *value=symbol('NO\_ARG')*, *type\_=None*, *unique=False*, *required=symbol('NO\_ARG')*, *quote=None*, *callable\_=None*, *isoutparam=False*, *\_compared\_to\_operator=None*, *\_compared\_to\_type=None*)

Produce a "bound expression".

产生"bound expression"。

The return value is an instance of [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter); this is a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) subclass which represents a so-called "placeholder" value in a SQL expression, the value of which is supplied at the point at which the statement in executed against a database connection.

返回值是BindParameter的一个实例; 这是一个ColumnElement子类，它表示SQL表达式中所谓的"占位符"值，其值在根据数据库连接执行的语句点提供。

In SQLAlchemy, the [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) construct has the ability to carry along the actual value that will be ultimately used at expression time. In this way, it serves not just as a "placeholder" for eventual population, but also as a means of representing so-called "unsafe" values which should not be rendered directly in a SQL statement, but rather should be passed along to the [DBAPI](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-dbapi) as values which need to be correctly escaped and potentially handled for type-safety.

在SQLAlchemy中，bindparam() 结构具有携带在表达式最终将被使用的实际值的能力。 这样，它不仅可以作为最终人口的"占位符"，还可以作为一种表示所谓"不安全"值的方法，而不应该直接在SQL语句中呈现，而应该传递给 DBAPI作为需要正确转义并可能处理类型安全的值。

When using [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) explicitly, the use case is typically one of traditional deferment of parameters; the [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) construct accepts a name which can then be referred to at execution time:

当显式使用bindparam() 时，用例通常是传统延迟参数之一; bindparam() 构造接受一个可以在执行时被引用的名称：

**from** **sqlalchemy** **import** bindparam

stmt = select([users\_table]).\

where(users\_table.c.name == bindparam('username'))

The above statement, when rendered, will produce SQL similar to:

上述语句在渲染时将产生类似于以下内容的SQL：

SELECT id, name FROM user WHERE name = :username

In order to populate the value of :username above, the value would typically be applied at execution time to a method like [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute):

为了填充:username的值，通常会在执行时将该值应用于[Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) 之类的方法：

result = connection.execute(stmt, username='wendy')

Explicit use of [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) is also common when producing UPDATE or DELETE statements that are to be invoked multiple times, where the WHERE criterion of the statement is to change on each invocation, such as:

当生成要多次调用的UPDATE或DELETE语句时，显式使用bindparam() 也是常见的，其中语句的WHERE标准将在每次调用时更改，例如：

stmt = (users\_table.update().

where(user\_table.c.name == bindparam('username')).

values(fullname=bindparam('fullname'))

)

connection.execute(

stmt, [{"username": "wendy", "fullname": "Wendy Smith"},

{"username": "jack", "fullname": "Jack Jones"},

])

SQLAlchemy's Core expression system makes wide use of [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) in an implicit sense. It is typical that Python literal values passed to virtually all SQL expression functions are coerced into fixed [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) constructs. For example, given a comparison operation such as:

SQLAlchemy的核心表达系统在隐含的意义上广泛使用了bindparam() 。 典型地，传递给几乎所有SQL表达式函数的Python文字值被强制转换为固定的bindparam() 结构。 例如，给出比较操作，如：

expr = users\_table.c.name == 'Wendy'

The above expression will produce a [BinaryExpression](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BinaryExpression" \o "sqlalchemy.sql.expression.BinaryExpression) construct, where the left side is the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object representing the name column, and the right side is a [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) representing the literal value:

上述表达式将生成一个[BinaryExpression](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BinaryExpression" \o "sqlalchemy.sql.expression.BinaryExpression)构造，其中左侧是表示name列的[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)对象，右侧是表示文字值的[BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter)：

print(repr(expr.right))

BindParameter('%(4327771088 name)s', 'Wendy', type\_=String())

The expression above will render SQL such as:

user.name = :name\_1

Where the :name\_1 parameter name is an anonymous name. The actual string Wendy is not in the rendered string, but is carried along where it is later used within statement execution. If we invoke a statement like the following:

其中：name\_1参数名称是匿名名称。 实际的字符串Wendy不在渲染的字符串中，而是随后在语句执行中被使用。 如果我们调用如下的语句：

stmt = select([users\_table]).where(users\_table.c.name == 'Wendy')

result = connection.execute(stmt)

We would see SQL logging output as:

SELECT "user".id, "user".name FROM "user"

WHERE "user".name = %(name\_1)

s{'name\_1': 'Wendy'}

Above, we see that Wendy is passed as a parameter to the database, while the placeholder :name\_1 is rendered in the appropriate form for the target database, in this case the PostgreSQL database.

以上，我们看到Wendy作为一个参数传递给数据库，而占位符：name\_1以适当的形式呈现给目标数据库，在这种情况下是PostgreSQL数据库。

Similarly, [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) is invoked automatically when working with [CRUD](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-crud) statements as far as the "VALUES" portion is concerned. The [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.insert" \o "sqlalchemy.sql.expression.insert) construct produces an INSERT expression which will, at statement execution time, generate bound placeholders based on the arguments passed, as in:

类似地，在使用CRUD语句时，就会自动调用[bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) ，就"VALUES"部分而言。 [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.insert" \o "sqlalchemy.sql.expression.insert) 结构生成一个INSERT表达式，它将在语句执行时根据传递的参数生成绑定的占位符，如：

stmt = users\_table.insert()result = connection.execute(stmt, name='Wendy')

The above will produce SQL output as:

INSERT INTO "user" (name) VALUES (%(name)s){'name': 'Wendy'}

The [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) construct, at compilation/execution time, rendered a single [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) mirroring the column name name as a result of the single nameparameter we passed to the [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) method.

作为编译/执行时间的Insert构造，渲染了一个单一的bindparam() ，作为我们传递给Connection.execute() 方法的单个nameparameter结果的镜像列名称。

|  |  |
| --- | --- |
| **Parameters:** | * ****key**** – the key (e.g. the name) for this bind param. Will be used in the generated SQL statement for dialects that use named parameters. This value may be modified when part of a compilation operation, if other [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) objects exist with the same key, or if its length is too long and truncation is required.这个绑定参数的关键（例如名称）。 将在生成的SQL语句中用于使用命名参数的方言。 如果其他BindParameter对象存在相同的键，或者如果其长度太长并且需要截断，则可能会在编译操作的一部分时修改该值。 * ****value**** – Initial value for this bind param. Will be used at statement execution time as the value for this parameter passed to the DBAPI, if no other value is indicated to the statement execution method for this particular parameter name. Defaults to None.此绑定参数的初始值。 将在语句执行时使用该参数的值传递给DBAPI，如果该特定参数名称的语句执行方法中没有其他值。 默认为无。 * ****callable\_**** – A callable function that takes the place of "value". The function will be called at statement execution time to determine the ultimate value. Used for scenarios where the actual bind value cannot be determined at the point at which the clause construct is created, but embedded bind values are still desirable.代替"值"的可调用函数。 该函数将在语句执行时调用以确定最终值。 用于在创建子句构造时无法确定实际绑定值的情况，但仍然需要嵌入的绑定值。 * ****type\_ –****A [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) class or instance representing an optional datatype for this [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam). If not passed, a type may be determined automatically for the bind, based on the given value; for example, trivial Python types such as str, int, bool may result in the [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String), [Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer) or [Boolean](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Boolean" \o "sqlalchemy.types.Boolean) types being automatically selected.表示此bindparam() 的可选数据类型的TypeEngine类或实例。 如果没有通过，可以根据给定的值自动确定绑定的类型; 例如，琐碎的Python类型，如str，int，bool可能会导致String，Integer或Boolean类型被自动选择。   The type of a [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) is significant especially in that the type will apply pre-processing to the value before it is passed to the database. For example, a [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) which refers to a datetime value, and is specified as holding the [DateTime](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.DateTime" \o "sqlalchemy.types.DateTime) type, may apply conversion needed to the value (such as stringification on SQLite) before passing the value to the database.  bindparam() 的类型很重要，特别是在该类型将传递给数据库之前，该类型将对值应用预处理。 例如，引用datetime值并被指定为保留DateTime类型的bindparam() 可以在将值传递给数据库之前将该值（例如SQLite上的字符串化）所需的转换应用于应用程序。   * ****unique**** – if True, the key name of this [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) will be modified if another [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) of the same name already has been located within the containing expression. This flag is used generally by the internals when producing so-called "anonymous" bound expressions, it isn't generally applicable to explicitly-named [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) constructs.如果为True，则如果在包含表达式中已经找到另一个同名的BindParameter，则将修改此BindParameter的键名称。 当生成所谓的“匿名”绑定表达式时，这个标志一般由内部使用，它通常不适用于明确命名的bindparam（）构造。 * ****required –****If True, a value is required at execution time. If not passed, it defaults to True if neither [bindparam.value](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam.params.value" \o "sqlalchemy.sql.expression.bindparam) or [bindparam.callable](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam.params.callable" \o "sqlalchemy.sql.expression.bindparam) were passed. If either of these parameters are present, then [bindparam.required](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam.params.required" \o "sqlalchemy.sql.expression.bindparam) defaults to False.如果为True，则在执行时需要一个值。 如果没有通过，则默认为True，如果bindparam.value或bindparam.callable都没有通过。 如果这些参数中的任何一个都存在，那么bindparam.required默认为False。   *Changed in version 0.8:*If the required flag is not specified, it will be set automatically to True or False depending on whether or not the value or callableparameters were specified.   * ****quote**** – True if this parameter name requires quoting and is not currently known as a SQLAlchemy reserved word; this currently only applies to the Oracle backend, where bound names must sometimes be quoted.如果此参数名称需要引用，并且当前不被称为SQLAlchemy保留字，则为true; 这目前只适用于Oracle后端，有时必须引用绑定名称。 * ****isoutparam**** – if True, the parameter should be treated like a stored procedure "OUT" parameter. This applies to backends such as Oracle which support OUT parameters.如果为True，则该参数应该像存储过程“OUT”参数一样处理。 这适用于支持OUT参数的后端，如Oracle。 |

**See also**

[Bind Parameter Objects](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "coretutorial-bind-param)

[Insert Expressions](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "coretutorial-insert-expressions)

[outparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.outparam" \o "sqlalchemy.sql.expression.outparam)

sqlalchemy.sql.expression.**case**(*whens*, *value=None*, *else\_=None*)

Produce a CASE expression.

产生一个CASE表达式。

The CASE construct in SQL is a conditional object that acts somewhat analogously to an "if/then" construct in other languages. It returns an instance of [Case](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Case" \o "sqlalchemy.sql.expression.Case).

SQL中的CASE构造是一种条件对象，其类似于其他语言中的"if / then"结构。 它返回Case的一个实例。

[case()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case" \o "sqlalchemy.sql.expression.case) in its usual form is passed a list of "when" constructs, that is, a list of conditions and results as tuples:

其通常形式的case() 通过一个"when"结构的列表，即一个条件和结果列表作为元组：

**from** **sqlalchemy** **import** case

stmt = select([users\_table]).\

where(

case(

[

(users\_table.c.name == 'wendy', 'W'),

(users\_table.c.name == 'jack', 'J')

],

else\_='E'

)

)

The above statement will produce SQL resembling:

上面的语句会产生类似于以下的SQL：

SELECT id, name FROM user

WHERE CASE

WHEN (name = :name\_1) THEN :param\_1

WHEN (name = :name\_2) THEN :param\_2

ELSE :param\_3

END

When simple equality expressions of several values against a single parent column are needed, [case()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case" \o "sqlalchemy.sql.expression.case) also has a "shorthand" format used via the[case.value](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case.params.value" \o "sqlalchemy.sql.expression.case) parameter, which is passed a column expression to be compared. In this form, the [case.whens](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case.params.whens" \o "sqlalchemy.sql.expression.case) parameter is passed as a dictionary containing expressions to be compared against keyed to result expressions. The statement below is equivalent to the preceding statement:

当需要针对单个父列的几个值的简单等式表达式时，case() 也具有通过thecase.value参数使用的“速记”格式，该格式传递要比较的列表达式。 在这种形式中，case.whens参数作为字典传递，包含要与键控到结果表达式进行比较的表达式。 以下声明等同于上述声明：

stmt = select([users\_table]).\

where(

case(

{"wendy": "W", "jack": "J"},

value=users\_table.c.name,

else\_='E'

)

)

The values which are accepted as result values in [case.whens](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case.params.whens" \o "sqlalchemy.sql.expression.case) as well as with [case.else\_](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case.params.else_" \o "sqlalchemy.sql.expression.case) are coerced from Python literals into [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) constructs. SQL expressions, e.g. [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) constructs, are accepted as well. To coerce a literal string expression into a constant expression rendered inline, use the [literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column) construct, as in:

在case.when以及case.else\_中接受为结果值的值被强制从Python文字转换成bindparam() 结构。 SQL表达式，例如 ColumnElement构造也被接受。 要将文字字符串表达式强制转换为内联呈现的常量表达式，请使用literal\_column() 构造，如：

**from** **sqlalchemy** **import** case, literal\_column

case(

[

(

orderline.c.qty > 100,

literal\_column("'greaterthan100'")

),

(

orderline.c.qty > 10,

literal\_column("'greaterthan10'")

)

],

else\_=literal\_column("'lessthan10'"))

The above will render the given constants without using bound parameters for the result values (but still for the comparison values), as in:

CASE

WHEN (orderline.qty > :qty\_1) THEN 'greaterthan100'

WHEN (orderline.qty > :qty\_2) THEN 'greaterthan10'

ELSE 'lessthan10'END

|  |  |
| --- | --- |
| **Parameters:** | * ****whens –****The criteria to be compared against, [case.whens](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case.params.whens" \o "sqlalchemy.sql.expression.case) accepts two different forms, based on whether or not [case.value](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case.params.value" \o "sqlalchemy.sql.expression.case) is used.要比较的标准，case.when接受两种不同的形式，根据是否使用case.value。   In the first form, it accepts a list of 2-tuples; each 2-tuple consists of (<sql expression>, <value>), where the SQL expression is a boolean expression and "value" is a resulting value, e.g.:  case([  (users\_table.c.name == 'wendy', 'W'),  (users\_table.c.name == 'jack', 'J')])  In the second form, it accepts a Python dictionary of comparison values mapped to a resulting value; this form requires [case.value](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case.params.value" \o "sqlalchemy.sql.expression.case) to be present, and values will be compared using the == operator, e.g.:  case(  {"wendy": "W", "jack": "J"},  value=users\_table.c.name)   * ****value**** – An optional SQL expression which will be used as a fixed "comparison point" for candidate values within a dictionary passed to [case.whens](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case.params.whens" \o "sqlalchemy.sql.expression.case). * ****else\_**** – An optional SQL expression which will be the evaluated result of the CASE construct if all expressions within [case.whens](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case.params.whens" \o "sqlalchemy.sql.expression.case) evaluate to false. When omitted, most databases will produce a result of NULL if none of the "when" expressions evaluate to true. |

sqlalchemy.sql.expression.**cast**(*expression*, *type\_*)

Produce a CAST expression.

[cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) returns an instance of [Cast](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Cast" \o "sqlalchemy.sql.expression.Cast).

E.g.:

**from** **sqlalchemy** **import** cast, Numeric

stmt = select([

cast(product\_table.c.unit\_price, Numeric(10, 4))

])

The above statement will produce SQL resembling:

SELECT CAST(unit\_price AS NUMERIC(10, 4)) FROM product

The [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) function performs two distinct functions when used. The first is that it renders the CAST expression within the resulting SQL string. The second is that it associates the given type (e.g. [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) class or instance) with the column expression on the Python side, which means the expression will take on the expression operator behavior associated with that type, as well as the bound-value handling and result-row-handling behavior of the type.

使用时，cast() 函数执行两个不同的功能。 第一个是它在生成的SQL字符串中呈现CAST表达式。 第二个是它将给定类型（例如TypeEngine类或实例）与Python端的列表达式相关联，这意味着表达式将接受与该类型相关联的表达式运算符行为以及绑定值处理和 该类型的结果行处理行为。

*Changed in version 0.9.0:*[cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) now applies the given type to the expression such that it takes effect on the bound-value, e.g. the Python-to-database direction, in addition to the result handling, e.g. database-to-Python, direction.

在版本0.9.0中更改：cast() 现在将给定的类型应用于表达式，使其在绑定值上生效，例如。 除了结果处理之外，Python到数据库方向也是如此。 数据库到Python，方向。

An alternative to [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) is the [type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce) function. This function performs the second task of associating an expression with a specific type, but does not render the CAST expression in SQL.

cast() 的替代方法是type\_coerce() 函数。 此函数执行将表达式与特定类型相关联的第二个任务，但不会在SQL中呈现CAST表达式。

|  |  |
| --- | --- |
| **Parameters:** | * ****expression**** – A SQL expression, such as a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) expression or a Python string which will be coerced into a bound literal value. * ****type\_**** – A [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) class or instance indicating the type to which the CAST should apply. |

**See also**

[type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce) - Python-side type coercion without emitting CAST.

sqlalchemy.sql.expression.**column**(*text*, *type\_=None*, *is\_literal=False*, *\_selectable=None*)

Produce a [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause) object.

生成ColumnClause对象。

The [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause) is a lightweight analogue to the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) class. The [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) function can be invoked with just a name alone, as in:

ColumnClause是一个轻量级的类与Column类。 只能使用一个名称来调用column() 函数，如：

**from** **sqlalchemy** **import** column

id, name = column("id"), column("name")stmt = select([id, name]).select\_from("user")

The above statement would produce SQL like:

上面的语句会产生SQL，如：

SELECT id, name FROM user

Once constructed, [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) may be used like any other SQL expression element such as within [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs:

一旦构造，column() 可以像任何其他SQL表达式元素一样使用，例如在select() 结构中：

**from** **sqlalchemy.sql** **import** column

id, name = column("id"), column("name")

stmt = select([id, name]).select\_from("user")

The text handled by [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) is assumed to be handled like the name of a database column; if the string contains mixed case, special characters, or matches a known reserved word on the target backend, the column expression will render using the quoting behavior determined by the backend. To produce a textual SQL expression that is rendered exactly without any quoting, use [literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column) instead, or pass True as the value of [column.is\_literal](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.column.params.is_literal" \o "sqlalchemy.sql.expression.Select.column). Additionally, full SQL statements are best handled using the [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct.

由[column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column)处理的文本被假定为像数据库列的名称一样处理; 如果字符串包含混合大小写，特殊字符或匹配目标后端上的已知保留字，则列表达式将使用由后端确定的引用行为来呈现。 要产生完全没有引用的文本SQL表达式，请改用[literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column)，或者将True作为[column.is\_literal](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.column.params.is_literal" \o "sqlalchemy.sql.expression.Select.column)的值。 另外，最好使用[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text)构造处理完整的SQL语句。

[column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) can be used in a table-like fashion by combining it with the [table()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.table" \o "sqlalchemy.sql.expression.table) function (which is the lightweight analogue to [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)) to produce a working table construct with minimal boilerplate:

将column() 函数与table() 函数（它是与表的轻量级类似）结合使用，可以以table-like方式使用column() 来生成一个带有最小样板的工作表构造：

**from** **sqlalchemy** **import** table, column, select

user = table("user",

column("id"),

column("name"),

column("description"),)

stmt = select([user.c.description]).where(user.c.name == 'wendy')

A [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) / [table()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.table" \o "sqlalchemy.sql.expression.table) construct like that illustrated above can be created in an ad-hoc fashion and is not associated with any [schema.MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), DDL, or events, unlike its [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) counterpart.

可以以ad-hoc方式创建一个像上面所示的列() / table() 结构，并且与其对应的表不同，它不与任何schema.MetaData，DDL或事件相关联。

*Changed in version 1.0.0:*[expression.column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) can now be imported from the plain sqlalchemy namespace like any other SQL element.

|  |  |
| --- | --- |
| **Parameters:** | * ****text**** – the text of the element. * ****type**** – [types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) object which can associate this [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause) with a type. * ****is\_literal**** – if True, the [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause) is assumed to be an exact expression that will be delivered to the output with no quoting rules applied regardless of case sensitive settings. the [literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column) function essentially invokes [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) while passing is\_literal=True. * 如果为True，则ColumnClause被假定为将被传递到输出的精确表达式，不使用引号规则，而不管区分大小写设置。 literal\_column() 函数在传递is\_literal = True时基本上调用column() 。 |

**See also**

[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)

[literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column)

[table()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.table" \o "sqlalchemy.sql.expression.table)

[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text)

[Using More Specific Text with table(), literal\_column(), and column()](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "sqlexpression-literal-column)

sqlalchemy.sql.expression.**collate**(*expression*, *collation*)

Return the clause expression COLLATE collation.

e.g.:

collate(mycolumn, 'utf8\_bin')

produces:

mycolumn COLLATE utf8\_bin

sqlalchemy.sql.expression.**desc**(*column*)

Produce a descending ORDER BY clause element.

e.g.:

**from** **sqlalchemy** **import** desc

stmt = select([users\_table]).order\_by(desc(users\_table.c.name))

will produce SQL as:

SELECT id, name FROM user ORDER BY name DESC

The [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc) function is a standalone version of the [ColumnElement.desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.desc" \o "sqlalchemy.sql.expression.ColumnElement.desc) method available on all SQL expressions, e.g.:

desc() 函数是所有SQL表达式上可用的ColumnElement.desc() 方法的独立版本，例如：

stmt = select([users\_table]).order\_by(users\_table.c.name.desc())

|  |  |
| --- | --- |
| **Parameters:** | ****column**** – A [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) (e.g. scalar SQL expression) with which to apply the [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc) operation.  用于应用desc() 操作的ColumnElement（例如标量SQL表达式）。 |

**See also**

[asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc)

[nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullsfirst" \o "sqlalchemy.sql.expression.nullsfirst)

[nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullslast" \o "sqlalchemy.sql.expression.nullslast)

[Select.order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.order_by" \o "sqlalchemy.sql.expression.Select.order_by)

sqlalchemy.sql.expression.**distinct**(*expr*)

Produce an column-expression-level unary DISTINCT clause.

生成一个列表达式的一元DISTINCT子句。

This applies the DISTINCT keyword to an individual column expression, and is typically contained within an aggregate function, as in:

这将DISTINCT关键字应用于单个列表达式，通常包含在聚合函数中，如：

**from** **sqlalchemy** **import** distinct, func

stmt = select([func.count(distinct(users\_table.c.name))])

The above would produce an expression resembling:

以上将产生一个类似于：

SELECT COUNT(DISTINCT name) FROM user

The [distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.distinct" \o "sqlalchemy.sql.expression.distinct) function is also available as a column-level method, e.g. [ColumnElement.distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.distinct" \o "sqlalchemy.sql.expression.ColumnElement.distinct), as in:

distinct() 函数也可用作列级方法，例如。 ColumnElement.distinct() ，如：

stmt = select([func.count(users\_table.c.name.distinct())])

The [distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.distinct" \o "sqlalchemy.sql.expression.distinct) operator is different from the [Select.distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.distinct" \o "sqlalchemy.sql.expression.Select.distinct) method of [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select), which produces a SELECT statement with DISTINCT applied to the result set as a whole, e.g. a SELECT DISTINCT expression. See that method for further information.

distinct() 运算符与Select的Select.distinct() 方法不同，该方法产生一个SELECT语句，其中DISTINCT作为整体应用于结果集，例如。一个SELECT DISTINCT表达。 请参阅该方法获取更多信息。

**See also**

[ColumnElement.distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.distinct" \o "sqlalchemy.sql.expression.ColumnElement.distinct)

[Select.distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.distinct" \o "sqlalchemy.sql.expression.Select.distinct)

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

sqlalchemy.sql.expression.**extract**(*field*, *expr*, *\*\*kwargs*)

Return a [Extract](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Extract" \o "sqlalchemy.sql.expression.Extract) construct.

This is typically available as [extract()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.extract" \o "sqlalchemy.sql.expression.extract) as well as func.extract from the [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) namespace.

sqlalchemy.sql.expression.**false**()

Return a [False\_](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.False_" \o "sqlalchemy.sql.elements.False_) construct.

E.g.:

**>>> from** **sqlalchemy** **import** false

**>>>** print select([t.c.x]).where(false())SELECT x FROM t WHERE false

A backend which does not support true/false constants will render as an expression against 1 or 0:

不支持true / false常量的后端将呈现为1或0的表达式：

**>>>** print select([t.c.x]).where(false())SELECT x FROM t WHERE 0 = 1

The [true()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.true" \o "sqlalchemy.sql.expression.true) and [false()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.false" \o "sqlalchemy.sql.expression.false) constants also feature "short circuit" operation within an [and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_) or [or\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.or_" \o "sqlalchemy.sql.expression.or_) conjunction:

true() 和false() 常量也在and\_() 或or\_() 连接中具有“短路”操作：

**>>>** print select([t.c.x]).where(or\_(t.c.x > 5, true()))

SELECT x FROM t WHERE true

**>>>** print select([t.c.x]).where(and\_(t.c.x > 5, false()))

SELECT x FROM t WHERE false

*Changed in version 0.9:*[true()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.true" \o "sqlalchemy.sql.expression.true) and [false()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.false" \o "sqlalchemy.sql.expression.false) feature better integrated behavior within conjunctions and on dialects that don't support true/false constants.

**See also**

[true()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.true" \o "sqlalchemy.sql.expression.true)

sqlalchemy.sql.expression.**func***= <sqlalchemy.sql.functions.\_FunctionGenerator object>*

Generate SQL function expressions.

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) is a special object instance which generates SQL functions based on name-based attributes, e.g.:

**>>>** print(func.count(1))count(:param\_1)

The element is a column-oriented SQL element like any other, and is used in that way:

**>>>** print(select([func.count(table.c.id)]))

SELECT count(sometable.id) FROM sometable

Any name can be given to [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func). If the function name is unknown to SQLAlchemy, it will be rendered exactly as is. For common SQL functions which SQLAlchemy is aware of, the name may be interpreted as a *generic function* which will be compiled appropriately to the target database:

任何名字都可以发给func。 如果函数名称对于SQLAlchemy是未知的，则它将被完全呈现。 对于SQLAlchemy所知道的常见SQL函数，该名称可能会被解释为一个通用函数，它将被适当地编译到目标数据库中：

**>>>** print(func.current\_timestamp())

CURRENT\_TIMESTAMP

To call functions which are present in dot-separated packages, specify them in the same manner:

要调用以点分隔的包中存在的函数，请以相同的方式指定它们：

**>>>** print(func.stats.yield\_curve(5, 10))

stats.yield\_curve(:yield\_curve\_1, :yield\_curve\_2)

SQLAlchemy can be made aware of the return type of functions to enable type-specific lexical and result-based behavior. For example, to ensure that a string-based function returns a Unicode value and is similarly treated as a string in expressions, specify [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode) as the type:

可以使SQLAlchemy知道返回类型的函数，以启用类型特定的词法和基于结果的行为。 例如，为了确保基于字符串的函数返回Unicode值，并且在表达式中也被视为一个字符串，请指定Unicode作为类型：

**>>>** print(func.my\_string(u'hi', type\_=Unicode) + ' ' +**...**  func.my\_string(u'there', type\_=Unicode))my\_string(:my\_string\_1) || :my\_string\_2 || my\_string(:my\_string\_3)

The object returned by a [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) call is usually an instance of [Function](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.Function" \o "sqlalchemy.sql.functions.Function). This object meets the "column" interface, including comparison and labeling functions. The object can also be passed the [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable.execute" \o "sqlalchemy.engine.Connectable.execute) method of a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) or [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), where it will be wrapped inside of a SELECT statement first:

func调用返回的对象通常是Function的一个实例。 此对象符合“列”界面，包括比较和标注功能。 该对象也可以传递一个连接或引擎的execute() 方法，它将被首先包含在SELECT语句之内：

print(connection.execute(func.current\_timestamp()).scalar())

In a few exception cases, the [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) accessor will redirect a name to a built-in expression such as [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) or [extract()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.extract" \o "sqlalchemy.sql.expression.extract), as these names have well-known meaning but are not exactly the same as "functions" from a SQLAlchemy perspective.

在一些异常情况下，func访问器将将名称重定向到内置表达式，如cast() 或extract() ，因为这些名称具有众所周知的含义，但与SQLAlchemy的“函数”不完全相同 透视。

*New in version 0.8:*[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) can return non-function expression constructs for common quasi-functional names like [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) and [extract()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.extract" \o "sqlalchemy.sql.expression.extract).

Functions which are interpreted as "generic" functions know how to calculate their return type automatically. For a listing of known generic functions, see [SQL and Generic Functions](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "generic-functions).

被解释为“通用”功能的函数知道如何自动计算其返回类型。 有关已知通用函数的列表，请参阅SQL和泛函数。

**Note**

The [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) construct has only limited support for calling standalone "stored procedures", especially those with special parameterization concerns.

func构造对于调用独立的“存储过程”，特别是那些具有特殊参数化问题的调用来说只能得到有限的支持。

See the section [Calling Stored Procedures](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "stored-procedures) for details on how to use the DBAPI-level callproc() method for fully traditional stored procedures.

有关如何对完全传统的存储过程使用DBAPI级别的callproc() 方法的详细信息，请参阅调用存储过程一节。

sqlalchemy.sql.expression.**funcfilter**(*func*, *\*criterion*)

Produce a [FunctionFilter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.FunctionFilter" \o "sqlalchemy.sql.expression.FunctionFilter) object against a function.

针对函数生成一个FunctionFilter对象。

Used against aggregate and window functions, for database backends that support the "FILTER" clause.

用于聚合和窗口函数，用于支持“FILTER”子句的数据库后端。

E.g.:

**from** **sqlalchemy** **import** funcfilter

funcfilter(func.count(1), MyClass.name == 'some name')

Would produce "COUNT(1) FILTER (WHERE myclass.name = 'some name')".

This function is also available from the [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) construct itself via the [FunctionElement.filter()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.filter" \o "sqlalchemy.sql.functions.FunctionElement.filter) method.

会产生“COUNT（1）FILTER（WHERE myclass.name ='some name'）”。

该函数也可以通过FunctionElement.filter() 方法从func结构本身获得。

*New in version 1.0.0.*

**See also**

[FunctionElement.filter()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.filter" \o "sqlalchemy.sql.functions.FunctionElement.filter)

sqlalchemy.sql.expression.**label**(*name*, *element*, *type\_=None*)

Return a [Label](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Label" \o "sqlalchemy.sql.expression.Label) object for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement).

返回给定ColumnElement的Label对象。

A label changes the name of an element in the columns clause of a SELECT statement, typically via the AS SQL keyword.

标签通常通过AS SQL关键字更改SELECT语句的columns子句中的元素的名称。

This functionality is more conveniently available via the [ColumnElement.label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.label" \o "sqlalchemy.sql.expression.ColumnElement.label) method on [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement).

ColumnElement上的ColumnElement.label() 方法可以更方便地使用此功能。

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – label name * ****obj**** – a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement). |

sqlalchemy.sql.expression.**literal**(*value*, *type\_=None*)

Return a literal clause, bound to a bind parameter.

返回一个文字子句，绑定到一个绑定参数。

Literal clauses are created automatically when non- [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) objects (such as strings, ints, dates, etc.) are used in a comparison operation with a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) subclass, such as a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object. Use this function to force the generation of a literal clause, which will be created as a [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter)with a bound value.

当与ColumnElement子类（如Column对象）的比较操作中使用非ClauseElement对象（如字符串，int，日期等）时，会自动创建文字子句。 使用此函数强制生成一个文字子句，该子句将被创建为具有绑定值的BindParameter。

|  |  |
| --- | --- |
| **Parameters:** | * ****value**** – the value to be bound. Can be any Python object supported by the underlying DB-API, or is translatable via the given type argument. * ****type\_**** – an optional [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) which will provide bind-parameter translation for this literal. |

sqlalchemy.sql.expression.**literal\_column**(*text*, *type\_=None*)

Produce a [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause) object that has the [column.is\_literal](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.column.params.is_literal" \o "sqlalchemy.sql.expression.Select.column) flag set to True.

生成一个Column.is\_literal标志设置为True的ColumnClause对象。

[literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column) is similar to [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column), except that it is more often used as a "standalone" column expression that renders exactly as stated; while [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) stores a string name that will be assumed to be part of a table and may be quoted as such, [literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column) can be that, or any other arbitrary column-oriented expression.

literal\_column() 类似于column() ，除了它更常被用作一个“独立”列表达式，正如所陈述的一样; 而column() 存储将被假定为表的一部分的字符串名称，并且可以这样引用，literal\_column() 可以是或任何其他任意的面向列的表达式。

|  |  |
| --- | --- |
| **Parameters:** | * ****text**** – the text of the expression; can be any SQL expression. Quoting rules will not be applied. To specify a column-name expression which should be subject to quoting rules, use the [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) function. * ****type\_**** – an optional [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) object which will provide result-set translation and additional expression semantics for this column. If left as None the type will be NullType. |

**See also**

[column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column)

[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text)

[Using More Specific Text with table(), literal\_column(), and column()](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "sqlexpression-literal-column)

sqlalchemy.sql.expression.**not\_**(*clause*)

Return a negation of the given clause, i.e. NOT(clause).

The ~ operator is also overloaded on all [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) subclasses to produce the same result.

sqlalchemy.sql.expression.**null**()

Return a constant [Null](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.Null" \o "sqlalchemy.sql.elements.Null) construct.

sqlalchemy.sql.expression.**nullsfirst**(*column*)

Produce the NULLS FIRST modifier for an ORDER BY expression.

[nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullsfirst" \o "sqlalchemy.sql.expression.nullsfirst) is intended to modify the expression produced by [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc) or [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc), and indicates how NULL values should be handled when they are encountered during ordering:

**from** **sqlalchemy** **import** desc, nullsfirst

stmt = select([users\_table]). order\_by(nullsfirst(desc(users\_table.c.name)))

The SQL expression from the above would resemble:

SELECT id, name FROM user ORDER BY name DESC NULLS FIRST

Like [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc) and [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc), [nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullsfirst" \o "sqlalchemy.sql.expression.nullsfirst) is typically invoked from the column expression itself using [ColumnElement.nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.nullsfirst" \o "sqlalchemy.sql.expression.ColumnElement.nullsfirst), rather than as its standalone function version, as in:

stmt = (select([users\_table]).

order\_by(users\_table.c.name.desc().nullsfirst())

)

**See also**

[asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc)

[desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc)

[nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullslast" \o "sqlalchemy.sql.expression.nullslast)

[Select.order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.order_by" \o "sqlalchemy.sql.expression.Select.order_by)

sqlalchemy.sql.expression.**nullslast**(*column*)

Produce the NULLS LAST modifier for an ORDER BY expression.

为ORDER BY表达式生成NULLS LAST修饰符。

[nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullslast" \o "sqlalchemy.sql.expression.nullslast) is intended to modify the expression produced by [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc) or [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc), and indicates how NULL values should be handled when they are encountered during ordering:

nullslast() 旨在修改由asc() 或desc() 生成的表达式，并指示在排序期间遇到NULL值时应如何处理：

**from** **sqlalchemy** **import** desc, nullslast

stmt = select([users\_table]). order\_by(nullslast(desc(users\_table.c.name)))

The SQL expression from the above would resemble:

上面的SQL表达式将类似于：

SELECT id, name FROM user ORDER BY name DESC NULLS LAST

Like [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc) and [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc), [nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullslast" \o "sqlalchemy.sql.expression.nullslast) is typically invoked from the column expression itself using [ColumnElement.nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.nullslast" \o "sqlalchemy.sql.expression.ColumnElement.nullslast), rather than as its standalone function version, as in:

像asc() 和desc() 一样，nullslast() 通常使用ColumnElement.nullslast() 从列表达式本身调用，而不是作为其独立的函数版本，如：

stmt = select([users\_table]). order\_by(users\_table.c.name.desc().nullslast())

**See also**

[asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc)

[desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc)

[nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullsfirst" \o "sqlalchemy.sql.expression.nullsfirst)

[Select.order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.order_by" \o "sqlalchemy.sql.expression.Select.order_by)

sqlalchemy.sql.expression.**or\_**(*\*clauses*)

Produce a conjunction of expressions joined by OR.

E.g.:

**from** **sqlalchemy** **import** or\_

stmt = select([users\_table]).where(

or\_(

users\_table.c.name == 'wendy',

users\_table.c.name == 'jack'

)

)

The [or\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.or_" \o "sqlalchemy.sql.expression.or_) conjunction is also available using the Python | operator (though note that compound expressions need to be parenthesized in order to function with Python operator precedence behavior):

or\_() 连接也可以使用Python | 运算符（虽然注意复合表达式需要括起来才能使用Python运算符优先行为）：

stmt = select([users\_table]).where(

(users\_table.c.name == 'wendy') |

(users\_table.c.name == 'jack')

)

**See also**

[and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_)

sqlalchemy.sql.expression.**outparam**(*key*, *type\_=None*)

Create an 'OUT' parameter for usage in functions (stored procedures), for databases which support them.

创建一个“OUT”参数，用于函数（存储过程）中，用于支持它们的数据库。

The outparam can be used like a regular function parameter. The "output" value will be available from the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) object via its out\_parametersattribute, which returns a dictionary containing the values.

outparam可以像常规函数参数一样使用。 “输出”值将通过其out\_parametersattribute从ResultProxy对象中可用，该对象返回包含值的字典。

sqlalchemy.sql.expression.**over**(*element*, *partition\_by=None*, *order\_by=None*, *range\_=None*, *rows=None*)

Produce an [Over](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Over" \o "sqlalchemy.sql.expression.Over) object against a function.

针对一个函数产生一个Over对象。

Used against aggregate or so-called "window" functions, for database backends that support window functions.

[over()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over" \o "sqlalchemy.sql.expression.over) is usually called using the [FunctionElement.over()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.over" \o "sqlalchemy.sql.functions.FunctionElement.over) method, e.g.:

用于聚合或所谓的“窗口”功能，用于支持窗口功能的数据库后端。

over() 通常使用FunctionElement.over() 方法调用，例如：

func.row\_number().over(order\_by=mytable.c.some\_column)

Would produce:

ROW\_NUMBER() OVER(ORDER BY some\_column)

Ranges are also possible using the [expression.over.range\_](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over.params.range_" \o "sqlalchemy.sql.expression.over) and [expression.over.rows](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over.params.rows" \o "sqlalchemy.sql.expression.over) parameters. These mutually-exclusive parameters each accept a 2-tuple, which contains a combination of integers and None:

范围也可以使用expression.over.range\_和expression.over.rows参数。 这些相互排斥的参数都接受一个2元组，它包含整数和无数组合：

func.row\_number().over(order\_by=my\_table.c.some\_column, range\_=(**None**, 0))

The above would produce:

以上将产生：

ROW\_NUMBER() OVER(ORDER BY some\_column RANGE BETWEEN UNBOUNDED PRECEDING AND CURRENT ROW)

A value of None indicates "unbounded", a value of zero indicates "current row", and negative / positive integers indicate "preceding" and "following":

值“None”表示“无限制”，零值表示“当前行”，负/正整数表示“前”和“后”：

RANGE BETWEEN 5 PRECEDING AND 10 FOLLOWING:

func.row\_number().over(order\_by='x', range\_=(-5, 10))

ROWS BETWEEN UNBOUNDED PRECEDING AND CURRENT ROW:

func.row\_number().over(order\_by='x', rows=(**None**, 0))

RANGE BETWEEN 2 PRECEDING AND UNBOUNDED FOLLOWING:

func.row\_number().over(order\_by='x', range\_=(-2, **None**))

RANGE BETWEEN 1 FOLLOWING AND 3 FOLLOWING:

func.row\_number().over(order\_by='x', range\_=(1, 3))

*New in version 1.1:*support for RANGE / ROWS within a window

|  |  |
| --- | --- |
| **Parameters:** | * ****element**** – a [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement), [WithinGroup](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.WithinGroup" \o "sqlalchemy.sql.expression.WithinGroup), or other compatible construct.一个FunctionElement，WithinGroup或其他兼容的构造。 * ****partition\_by**** – a column element or string, or a list of such, that will be used as the PARTITION BY clause of the OVER construct.一个列元素或字符串，或这样的列表，将用作OVER构造的PARTITION BY子句。 * ****order\_by**** – a column element or string, or a list of such, that will be used as the ORDER BY clause of the OVER construct.列元素或字符串，或列表，将用作OVER构造的ORDER BY子句。 * ****range\_ –****optional range clause for the window. This is a tuple value which can contain integer values or None, and will render a RANGE BETWEEN PRECEDING / FOLLOWING clause窗口的可选范围子句。 这是一个可以包含整数值的元组值，也可以是无，并将在PRECEDING / FOLLOWING子句之前呈现RANGE   *New in version 1.1.*   * ****rows –****optional rows clause for the window. This is a tuple value which can contain integer values or None, and will render a ROWS BETWEEN PRECEDING / FOLLOWING clause.窗口的可选rows子句。 这是一个可以包含整数值的元组值，也可以是None，并将渲染一个ROWS BETWEEN PRECEDING / FOLLOWING子句。   *New in version 1.1.* |

This function is also available from the [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) construct itself via the [FunctionElement.over()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.over" \o "sqlalchemy.sql.functions.FunctionElement.over) method.

该函数也可以通过FunctionElement.over() 方法从func结构本身中获得。

**See also**

[expression.func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

[expression.within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.within_group" \o "sqlalchemy.sql.expression.within_group)

sqlalchemy.sql.expression.**text**(*text*, *bind=None*, *bindparams=None*, *typemap=None*, *autocommit=None*)

Construct a new [TextClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause" \o "sqlalchemy.sql.expression.TextClause) clause, representing a textual SQL string directly.

E.g.:

构造一个新的TextClause子句，直接表示文本SQL字符串。

例如。：

**from** **sqlalchemy** **import** text

t = text("SELECT \* FROM users")result = connection.execute(t)

The advantages [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) provides over a plain string are backend-neutral support for bind parameters, per-statement execution options, as well as bind parameter and result-column typing behavior, allowing SQLAlchemy type constructs to play a role when executing a statement that is specified literally. The construct can also be provided with a .c collection of column elements, allowing it to be embedded in other SQL expression constructs as a subquery.

text() 通过一个纯粹的字符串提供的优点是对绑定参数，每个语句执行选项以及绑定参数和结果列类型行为的后端中立支持，允许SQLAlchemy类型结构在执行语句时发挥作用 是字面上的。 该结构还可以提供一个列的元素的.c集合，允许它作为子查询嵌入其他SQL表达式构造。

Bind parameters are specified by name, using the format :name. E.g.:

绑定参数由名称指定，格式为：name。 例如。：

t = text("SELECT \* FROM users WHERE id=:user\_id")result = connection.execute(t, user\_id=12)

For SQL statements where a colon is required verbatim, as within an inline string, use a backslash to escape:

对于SQL语句，其中必须逐字进行冒号，如同内联字符串一样，请使用反斜杠进行转义：

t = text("SELECT \* FROM users WHERE name='\:username'")

The [TextClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause" \o "sqlalchemy.sql.expression.TextClause) construct includes methods which can provide information about the bound parameters as well as the column values which would be returned from the textual statement, assuming it's an executable SELECT type of statement. The [TextClause.bindparams()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.bindparams" \o "sqlalchemy.sql.expression.TextClause.bindparams) method is used to provide bound parameter detail, and [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method allows specification of return columns including names and types:

TextClause结构包括可以提供关于绑定参数的信息的方法以及从文本语句返回的列值，假设它是一个可执行的SELECT类型的语句。 TextClause.bindparams() 方法用于提供绑定的参数详细信息，TextClause.columns() 方法允许指定返回列，包括名称和类型：

t = text("SELECT \* FROM users WHERE id=:user\_id").\

bindparams(user\_id=7).\

columns(id=Integer, name=String)

**for** id, name **in** connection.execute(t):

print(id, name)

The [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct is used in cases when a literal string SQL fragment is specified as part of a larger query, such as for the WHERE clause of a SELECT statement:

当文本字符串SQL片段被指定为较大查询的一部分（例如SELECT语句的WHERE子句）时，将使用text() 结构：

s = select([users.c.id, users.c.name]).where(text("id=:user\_id"))result = connection.execute(s, user\_id=12)

[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) is also used for the construction of a full, standalone statement using plain text. As such, SQLAlchemy refers to it as an [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable) object, and it supports the [Executable.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) method. For example, a [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct that should be subject to "autocommit" can be set explicitly so using the [Connection.execution\_options.autocommit](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.autocommit" \o "sqlalchemy.engine.Connection.execution_options) option:

text() 也用于使用纯文本构建完整的独立语句。 因此，SQLAlchemy将其称为可执行对象，并支持Executable.execution\_options() 方法。 例如，可以使用Connection.execution\_options.autocommit选项显式设置一个应该“autocommit”的text() 结构，

t = text("EXEC my\_procedural\_thing()").\

execution\_options(autocommit=**True**)

Note that SQLAlchemy's usual "autocommit" behavior applies to [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) constructs implicitly - that is, statements which begin with a phrase such as INSERT, UPDATE, DELETE, or a variety of other phrases specific to certain backends, will be eligible for autocommit if no transaction is in progress.

请注意，SQLAlchemy通常的“自动提交”行为隐式应用于text() 结构 - 即以诸如INSERT，UPDATE，DELETE或某些后端特定的各种其他短语开头的语句将有资格自动提交 没有交易正在进行中。

|  |  |
| --- | --- |
| **Parameters:** | * ****text**** – the text of the SQL statement to be created. use :<param> to specify bind parameters; they will be compiled to their engine-specific format. * ****~~autocommit~~****~~– Deprecated. Use .execution\_options(autocommit=<True|False>) to set the autocommit option~~. * ****bind**** – an optional connection or engine to be used for this text query. * ****~~bindparams –~~****~~Deprecated. A list of [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) instances used to provide information about parameters embedded in the statement. This argument now invokes the [TextClause.bindparams()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.bindparams" \o "sqlalchemy.sql.expression.TextClause.bindparams) method on the construct before returning it. E.g.:~~   stmt = text("SELECT \* FROM table WHERE id=:id",  bindparams=[bindparam('id', value=5, type\_=Integer)])  Is equivalent to:  stmt = text("SELECT \* FROM table WHERE id=:id").\  bindparams(bindparam('id', value=5, type\_=Integer))  *Deprecated since version 0.9.0:*the [TextClause.bindparams()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.bindparams" \o "sqlalchemy.sql.expression.TextClause.bindparams) method supersedes the bindparams argument to [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text).   * ****typemap –****Deprecated. A dictionary mapping the names of columns represented in the columns clause of a SELECT statement to type objects, which will be used to perform post-processing on columns within the result set. This parameter now invokes the [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method, which returns a[TextAsFrom](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom" \o "sqlalchemy.sql.expression.TextAsFrom) construct that gains a .c collection and can be embedded in other expressions. E.g.:   stmt = text("SELECT \* FROM table",  typemap={'id': Integer, 'name': String},  )  Is equivalent to:  stmt = text("SELECT \* FROM table").columns(id=Integer,  name=String)  Or alternatively:  **from** **sqlalchemy.sql** **import** columnstmt = text("SELECT \* FROM table").columns(  column('id', Integer),  column('name', String)  )  *Deprecated since version 0.9.0:*the [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method supersedes the typemap argument to [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text). |

**See also**

[Using Textual SQL](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "sqlexpression-text) - in the Core tutorial

[Using Textual SQL](http://docs.sqlalchemy.org/en/rel_1_1/orm/tutorial.html" \l "orm-tutorial-literal-sql) - in the ORM tutorial

sqlalchemy.sql.expression.**true**()

Return a constant [True\_](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.True_" \o "sqlalchemy.sql.elements.True_) construct.

E.g.:

**>>> from** **sqlalchemy** **import** true

**>>>** print select([t.c.x]).where(true())SELECT x FROM t WHERE true

A backend which does not support true/false constants will render as an expression against 1 or 0:

不支持true / false常量的后端将呈现为1或0的表达式：

**>>>** print select([t.c.x]).where(true())SELECT x FROM t WHERE 1 = 1

The [true()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.true" \o "sqlalchemy.sql.expression.true) and [false()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.false" \o "sqlalchemy.sql.expression.false) constants also feature "short circuit" operation within an [and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_) or [or\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.or_" \o "sqlalchemy.sql.expression.or_) conjunction:

true() 和false() 常量也在and\_() 或or\_() 连接中具有“短路”操作：

**>>>** print select([t.c.x]).where(or\_(t.c.x > 5, true()))

SELECT x FROM t WHERE true

**>>>** print select([t.c.x]).where(and\_(t.c.x > 5, false()))

SELECT x FROM t WHERE false

*Changed in version 0.9:*[true()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.true" \o "sqlalchemy.sql.expression.true) and [false()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.false" \o "sqlalchemy.sql.expression.false) feature better integrated behavior within conjunctions and on dialects that don't support true/false constants.

在版本0.9中更改：true() 和false() 在连接中和不支持true / false常量的方言上具有更好的集成行为。

**See also**

[false()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.false" \o "sqlalchemy.sql.expression.false)

sqlalchemy.sql.expression.**tuple\_**(*\*clauses*, *\*\*kw*)

Return a [Tuple](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Tuple" \o "sqlalchemy.sql.expression.Tuple).

Main usage is to produce a composite IN construct:

主要用途是生成一个复合IN结构：

**from** **sqlalchemy** **import** tuple\_

tuple\_(table.c.col1, table.c.col2).in\_(

[(1, 2), (5, 12), (10, 19)])

**Warning**

The composite IN construct is not supported by all backends, and is currently known to work on PostgreSQL and MySQL, but not SQLite. Unsupported backends will raise a subclass of [DBAPIError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.DBAPIError" \o "sqlalchemy.exc.DBAPIError) when such an expression is invoked.

所有后端都不支持复合IN结构，目前已知它可以在PostgreSQL和MySQL上工作，而不是SQLite。 当调用这样的表达式时，不支持的后端将引发DBAPIError的子类。

sqlalchemy.sql.expression.**type\_coerce**(*expression*, *type\_*)

Associate a SQL expression with a particular type, without rendering CAST.

E.g.:

将SQL表达式与特定类型相关联，而无需呈现CAST。

例如。：

**from** **sqlalchemy** **import** type\_coerce

stmt = select([

type\_coerce(log\_table.date\_string, StringDateTime())])

The above construct will produce a [TypeCoerce](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TypeCoerce" \o "sqlalchemy.sql.expression.TypeCoerce) object, which renders SQL that labels the expression, but otherwise does not modify its value on the SQL side:

上述构造将生成一个TypeCoerce对象，该对象将呈现标记表达式的SQL，否则不会在SQL端修改其值：

SELECT date\_string AS anon\_1 FROM log

When result rows are fetched, the StringDateTime type will be applied to result rows on behalf of the date\_string column. The rationale for the "anon\_1" label is so that the type-coerced column remains separate in the list of result columns vs. other type-coerced or direct values of the target column. In order to provide a named label for the expression, use [ColumnElement.label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.label" \o "sqlalchemy.sql.expression.ColumnElement.label):

当获取结果行时，StringDateTime类型将代表date\_string列应用于结果行。 “anon\_1”标签的理由是，类型强制列在结果列列表中与目标列的其他类型强制或直接值保持分离。 为了提供表达式的命名标签，请使用ColumnElement.label() ：

stmt = select([

type\_coerce(

log\_table.date\_string, StringDateTime()).label('date')])

A type that features bound-value handling will also have that behavior take effect when literal values or [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) constructs are passed to [type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce) as targets. For example, if a type implements the [TypeEngine.bind\_expression()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.bind_expression" \o "sqlalchemy.types.TypeEngine.bind_expression) method or [TypeEngine.bind\_processor()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.bind_processor" \o "sqlalchemy.types.TypeEngine.bind_processor)method or equivalent, these functions will take effect at statement compilation/execution time when a literal value is passed, as in:

当将文字值或bindparam() 构造作为目标传递给type\_coerce() 时，具有绑定值处理功能的类型也将有效。 例如，如果一个类型实现了TypeEngine.bind\_expression() 方法或TypeEngine.bind\_processor() 方法或等效项，这些函数将在传递文字值时在语句编译/执行时生效，如下所示：

*# bound-value handling of MyStringType will be applied to the# literal value "some string"*

stmt = select([type\_coerce("some string", MyStringType)])

[type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce) is similar to the [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) function, except that it does not render the CAST expression in the resulting statement.

type\_coerce() 类似于cast() 函数，但它不会在生成的语句中呈现CAST表达式。

|  |  |
| --- | --- |
| **Parameters:** | * ****expression**** – A SQL expression, such as a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) expression or a Python string which will be coerced into a bound literal value.SQL表达式，例如ColumnElement表达式或将被强制转换为绑定文字值的Python字符串。 * ****type\_**** – A [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) class or instance indicating the type to which the expression is coerced.一个TypeEngine类或实例，指示表达式被胁迫的类型。 |

**See also**

[cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast)

sqlalchemy.sql.expression.**within\_group**(*element*, *\*order\_by*)

Produce a [WithinGroup](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.WithinGroup" \o "sqlalchemy.sql.expression.WithinGroup) object against a function.

针对函数生成WithinGroup对象。

Used against so-called "ordered set aggregate" and "hypothetical set aggregate" functions, including [percentile\_cont](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.percentile_cont" \o "sqlalchemy.sql.functions.percentile_cont), [rank](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.rank" \o "sqlalchemy.sql.functions.rank), [dense\_rank](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.dense_rank" \o "sqlalchemy.sql.functions.dense_rank), etc.

用于所谓的“有序集合”和“假设集合”功能，包括percentile\_cont，rank，dense\_rank等。

[within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.within_group" \o "sqlalchemy.sql.expression.within_group) is usually called using the [FunctionElement.within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.within_group" \o "sqlalchemy.sql.functions.FunctionElement.within_group) method, e.g.:

within\_group() 通常使用FunctionElement.within\_group() 方法调用，例如：

**from** **sqlalchemy** **import** within\_group

stmt = select([

department.c.id,

func.percentile\_cont(0.5).within\_group(

department.c.salary.desc()

)])

The above statement would produce SQL similar to SELECT department.id, percentile\_cont(0.5) WITHIN GROUP (ORDER BYdepartment.salary DESC).

上述语句将产生类似于SELECT department.id，percentile\_cont（0.5）WITHIN GROUP（ORDER BYDepartment.salary DESC）的SQL。

|  |  |
| --- | --- |
| **Parameters:** | * ****element**** – a [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement) construct, typically generated by [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func). * ****\*order\_by**** – one or more column elements that will be used as the ORDER BY clause of the WITHIN GROUP construct. |

*New in version 1.1.*

**See also**

[expression.func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

[expression.over()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over" \o "sqlalchemy.sql.expression.over)

*class*sqlalchemy.sql.expression.**BinaryExpression**(*left*, *right*, *operator*, *type\_=None*, *negate=None*, *modifiers=None*)

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent an expression that is LEFT <operator> RIGHT.

表示一个LEFT <operator> RIGHT的表达式。

A [BinaryExpression](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BinaryExpression" \o "sqlalchemy.sql.expression.BinaryExpression) is generated automatically whenever two column expressions are used in a Python binary expression:

当Python二进制表达式中使用两列表达式时，将自动生成BinaryExpression：

**>>> from** **sqlalchemy.sql** **import** column

**>>>** column('a') + column('b')

<sqlalchemy.sql.expression.BinaryExpression object at 0x101029dd0>

**>>>** print column('a') + column('b')

a + b

**compare**(*other*, *\*\*kw*)

Compare this [BinaryExpression](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BinaryExpression" \o "sqlalchemy.sql.expression.BinaryExpression) against the given [BinaryExpression](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BinaryExpression" \o "sqlalchemy.sql.expression.BinaryExpression).

*class*sqlalchemy.sql.expression.**BindParameter**(*key*, *value=symbol('NO\_ARG')*, *type\_=None*, *unique=False*, *required=symbol('NO\_ARG')*, *quote=None*, *callable\_=None*, *isoutparam=False*, *\_compared\_to\_operator=None*, *\_compared\_to\_type=None*)

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent a "bound expression".

表示“绑定表达式”。

[BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) is invoked explicitly using the [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) function, as in:

使用bindparam() 函数显式调用BindParameter，如：

**from** **sqlalchemy** **import** bindparam

stmt = select([users\_table]).\

where(users\_table.c.name == bindparam('username'))

Detailed discussion of how [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) is used is at [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam).

如何使用BindParameter的详细讨论是在bindparam() 。

**See also**

[bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam)

**\_\_init\_\_**(*key*, *value=symbol('NO\_ARG')*, *type\_=None*, *unique=False*, *required=symbol('NO\_ARG')*, *quote=None*, *callable\_=None*, *isoutparam=False*, *\_compared\_to\_operator=None*, *\_compared\_to\_type=None*)

Construct a new [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) object.

构造一个新的BindParameter对象。

This constructor is mirrored as a public API function; see [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) for a full usage and argument description.

该构造函数作为公共API函数进行镜像; 有关完整用法和参数描述，请参阅bindparam() 。

**compare**(*other*, *\*\*kw*)

Compare this [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) to the given clause.

**effective\_value**

Return the value of this bound parameter, taking into account if the callable parameter was set.

返回此绑定参数的值，同时考虑到是否设置了可调用参数。

The callable value will be evaluated and returned if present, else value.

可调用值将被评估并返回（如果存在），否则返回值。

*class*sqlalchemy.sql.expression.**Case**(*whens*, *value=None*, *else\_=None*)

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent a CASE expression.

[Case](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Case" \o "sqlalchemy.sql.expression.Case) is produced using the [case()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case" \o "sqlalchemy.sql.expression.case) factory function, as in:

**from** **sqlalchemy** **import** case

stmt = select([users\_table]). where(

case(

[

(users\_table.c.name == 'wendy', 'W'),

(users\_table.c.name == 'jack', 'J')

],

else\_='E'

)

)

Details on [Case](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Case" \o "sqlalchemy.sql.expression.Case) usage is at [case()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case" \o "sqlalchemy.sql.expression.case).

**See also**

[case()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case" \o "sqlalchemy.sql.expression.case)

**\_\_init\_\_**(*whens*, *value=None*, *else\_=None*)

Construct a new [Case](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Case" \o "sqlalchemy.sql.expression.Case) object.

构造一个新的Case对象。

This constructor is mirrored as a public API function; see [case()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.case" \o "sqlalchemy.sql.expression.case) for a full usage and argument description.

该构造函数作为公共API函数进行镜像; 请参阅case() 以获取完整的用法和参数描述。

*class*sqlalchemy.sql.expression.**Cast**(*expression*, *type\_*)

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent a CAST expression.

代表CAST表达式。

[Cast](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Cast" \o "sqlalchemy.sql.expression.Cast) is produced using the [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) factory function, as in:

Cast是使用cast() 工厂函数生成的，如：

**from** **sqlalchemy** **import** cast, Numeric

stmt = select([

cast(product\_table.c.unit\_price, Numeric(10, 4))

])

Details on [Cast](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Cast" \o "sqlalchemy.sql.expression.Cast) usage is at [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast).

**See also**

[cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast)

**\_\_init\_\_**(*expression*, *type\_*)

Construct a new [Cast](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Cast" \o "sqlalchemy.sql.expression.Cast) object.

构造一个新的Cast对象。

This constructor is mirrored as a public API function; see [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) for a full usage and argument description.

该构造函数作为公共API函数进行镜像; 请参阅cast() 以获取完整的用法和参数说明。

*class*sqlalchemy.sql.expression.**ClauseElement**

Bases: sqlalchemy.sql.visitors.Visitable

Base class for elements of a programmatically constructed SQL expression.

用于以编程方式构造的SQL表达式的元素的基类。

**compare**(*other*, *\*\*kw*)

Compare this ClauseElement to the given ClauseElement.

将此条款元素与给定的条款元素进行比较。

Subclasses should override the default behavior, which is a straight identity comparison.

子类应该覆盖默认行为，这是一个直接的身份比较。

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

\*\* kw是由subclass compare（）方法消耗的参数，可用于修改比较条件。（见ColumnElement）

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

Compile this SQL expression.

编译此SQL表达式。

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

返回值是一个编译对象。 对返回的值调用str（）或unicode（）将产生结果的字符串表示形式。 Compiled对象还可以使用params访问器返回绑定参数名称和值的字典。

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered. * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column. * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**get\_children**(*\*\*kwargs*)

Return immediate child elements of this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

This is used for visit traversal.

\*\*kwargs may contain flags that change the collection that is returned, for example to return a subset of items in order to cut down on larger traversals, or to return child items from a different context (such as schema-level collections instead of clause-level).

**params**(*\*optionaldict*, *\*\*kwargs*)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

**>>>** clause = column('x') + bindparam('foo')**>>>** print clause.compile().params{'foo':None}**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**self\_group**(*against=None*)

Apply a 'grouping' to this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

This method is overridden by subclasses to return a "grouping" construct, i.e. parenthesis. In particular it's used by "binary" expressions to provide a grouping around themselves when placed into a larger expression, as well as by [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs when placed into the FROM clause of another [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select). (Note that subqueries should be normally created using the [Select.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.alias" \o "sqlalchemy.sql.expression.Select.alias) method, as many platforms require nested SELECT statements to be named).

As expressions are composed together, the application of [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.self_group" \o "sqlalchemy.sql.expression.ClauseElement.self_group) is automatic - end-user code should never need to use this method directly. Note that SQLAlchemy's clause constructs take operator precedence into account - so parenthesis might not be needed, for example, in an expression like x OR (y AND z) - AND takes precedence over OR.

The base [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.self_group" \o "sqlalchemy.sql.expression.ClauseElement.self_group) method of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) just returns self.

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

*class*sqlalchemy.sql.expression.**ClauseList**(*\*clauses*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.expression.ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Describe a list of clauses, separated by an operator.

By default, is comma-separated, such as a column listing.

**compare**(*other*, *\*\*kw*)

Compare this [ClauseList](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseList" \o "sqlalchemy.sql.expression.ClauseList) to the given [ClauseList](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseList" \o "sqlalchemy.sql.expression.ClauseList), including a comparison of all the clause items.

*class*sqlalchemy.sql.expression.**ColumnClause**(*text*, *type\_=None*, *is\_literal=False*, *\_selectable=None*)

Bases: sqlalchemy.sql.expression.Immutable, [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represents a column expression from any textual string.

The [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause), a lightweight analogue to the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) class, is typically invoked using the [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) function, as in:

**from** **sqlalchemy** **import** column

id, name = column("id"), column("name")stmt = select([id, name]).select\_from("user")

The above statement would produce SQL like:

SELECT id, name FROM user

[ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause) is the immediate superclass of the schema-specific [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object. While the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) class has all the same capabilities as [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause), the [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause) class is usable by itself in those cases where behavioral requirements are limited to simple SQL expression generation. The object has none of the associations with schema-level metadata or with execution-time behavior that [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) does, so in that sense is a "lightweight" version of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

Full details on [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause) usage is at [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column).

**See also**

[column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column)

[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)

**\_\_init\_\_**(*text*, *type\_=None*, *is\_literal=False*, *\_selectable=None*)

Construct a new [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause) object.

This constructor is mirrored as a public API function; see [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) for a full usage and argument description.

*class*sqlalchemy.sql.expression.**ColumnCollection**(*\*columns*)

Bases: sqlalchemy.util.\_collections.OrderedProperties

An ordered dictionary that stores a list of ColumnElement instances.

Overrides the \_\_eq\_\_() method to produce SQL clauses between sets of correlated columns.

**add**(*column*)

Add a column to this collection.

The key attribute of the column will be used as the hash key for this dictionary.

**replace**(*column*)

add the given column to this collection, removing unaliased versions of this column as well as existing columns with the same key.

e.g.:

t = Table('sometable', metadata, Column('col1', Integer))t.columns.replace(Column('col1', Integer, key='columnone'))

will remove the original 'col1' from the collection, and add the new column under the name 'columnname'.

Used by schema.Column to override columns during table reflection.

*class*sqlalchemy.sql.expression.**ColumnElement**

Bases: [sqlalchemy.sql.operators.ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators), [sqlalchemy.sql.expression.ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Represent a column-oriented SQL expression suitable for usage in the "columns" clause, WHERE clause etc. of a statement.

While the most familiar kind of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object, [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) serves as the basis for any unit that may be present in a SQL expression, including the expressions themselves, SQL functions, bound parameters, literal expressions, keywords such as NULL, etc. [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is the ultimate base class for all such elements.

A wide variety of SQLAlchemy Core functions work at the SQL expression level, and are intended to accept instances of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) as arguments. These functions will typically document that they accept a "SQL expression" as an argument. What this means in terms of SQLAlchemy usually refers to an input which is either already in the form of a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object, or a value which can be ****coerced**** into one. The coercion rules followed by most, but not all, SQLAlchemy Core functions with regards to SQL expressions are as follows:

* a literal Python value, such as a string, integer or floating point value, boolean, datetime, Decimal object, or virtually any other Python object, will be coerced into a "literal bound value". This generally means that a [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) will be produced featuring the given value embedded into the construct; the resulting [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) object is an instance of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement). The Python value will ultimately be sent to the DBAPI at execution time as a parameterized argument to the execute() or executemany() methods, after SQLAlchemy type-specific converters (e.g. those provided by any associated [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) objects) are applied to the value.
* any special object value, typically ORM-level constructs, which feature a method called \_\_clause\_element\_\_(). The Core expression system looks for this method when an object of otherwise unknown type is passed to a function that is looking to coerce the argument into a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) expression. The \_\_clause\_element\_\_() method, if present, should return a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) instance. The primary use of \_\_clause\_element\_\_() within SQLAlchemy is that of class-bound attributes on ORM-mapped classes; a User class which contains a mapped attribute named .name will have a method User.name.\_\_clause\_element\_\_() which when invoked returns the[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) called name associated with the mapped table.
* The Python None value is typically interpreted as NULL, which in SQLAlchemy Core produces an instance of [null()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.null" \o "sqlalchemy.sql.expression.null).

A [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) provides the ability to generate new [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects using Python expressions. This means that Python operators such as ==, != and < are overloaded to mimic SQL operations, and allow the instantiation of further [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) instances which are composed from other, more fundamental [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects. For example, two [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause) objects can be added together with the addition operator + to produce a [BinaryExpression](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BinaryExpression" \o "sqlalchemy.sql.expression.BinaryExpression). Both [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause) and [BinaryExpression](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BinaryExpression" \o "sqlalchemy.sql.expression.BinaryExpression) are subclasses of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement):

**>>> from** **sqlalchemy.sql** **import** column**>>>** column('a') + column('b')<sqlalchemy.sql.expression.BinaryExpression object at 0x101029dd0>**>>>** print column('a') + column('b')a + b

**See also**

[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)

[expression.column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column)

**\_\_eq\_\_**(*other*)

*inherited from the* [\_\_eq\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__eq__" \o "sqlalchemy.sql.operators.ColumnOperators.__eq__) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the == operator.

In a column context, produces the clause a = b. If the target is None, produces a IS NULL.

**\_\_init\_\_**

*inherited from the* \_\_init\_\_ *attribute of* object

x.\_\_init\_\_(…) initializes x; see help(type(x)) for signature

**\_\_le\_\_**(*other*)

*inherited from the* [\_\_le\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__le__" \o "sqlalchemy.sql.operators.ColumnOperators.__le__) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the <= operator.

In a column context, produces the clause a <= b.

**\_\_lt\_\_**(*other*)

*inherited from the* [\_\_lt\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__lt__" \o "sqlalchemy.sql.operators.ColumnOperators.__lt__) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the < operator.

In a column context, produces the clause a < b.

**\_\_ne\_\_**(*other*)

*inherited from the* [\_\_ne\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__ne__" \o "sqlalchemy.sql.operators.ColumnOperators.__ne__) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the != operator.

In a column context, produces the clause a != b. If the target is None, produces a IS NOT NULL.

**all\_**()

*inherited from the* [all\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.all_" \o "sqlalchemy.sql.operators.ColumnOperators.all_) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [all\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.all_" \o "sqlalchemy.sql.expression.all_) clause against the parent object.

*New in version 1.1.*

**anon\_label**

provides a constant 'anonymous label' for this ColumnElement.

This is a label() expression which will be named at compile time. The same label() is returned each time anon\_label is called so that expressions can reference anon\_label multiple times, producing the same label name at compile time.

the compiler uses this function automatically at compile time for expressions that are known to be 'unnamed' like binary expressions and function calls.

**any\_**()

*inherited from the* [any\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.any_" \o "sqlalchemy.sql.operators.ColumnOperators.any_) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [any\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.any_" \o "sqlalchemy.sql.expression.any_) clause against the parent object.

*New in version 1.1.*

**asc**()

*inherited from the* [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.asc" \o "sqlalchemy.sql.operators.ColumnOperators.asc) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc) clause against the parent object.

**base\_columns**

**between**(*cleft*, *cright*, *symmetric=False*)

*inherited from the* [between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.between" \o "sqlalchemy.sql.operators.ColumnOperators.between) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.between" \o "sqlalchemy.sql.expression.between) clause against the parent object, given the lower and upper range.

**bind***= None*

**cast**(*type\_*)

Produce a type cast, i.e. CAST(<expression> AS <type>).

This is a shortcut to the [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) function.

*New in version 1.0.7.*

**collate**(*collation*)

*inherited from the* [collate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.collate" \o "sqlalchemy.sql.operators.ColumnOperators.collate) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [collate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.collate" \o "sqlalchemy.sql.expression.collate) clause against the parent object, given the collation string.

**comparator**

**compare**(*other*, *use\_proxies=False*, *equivalents=None*, *\*\*kw*)

Compare this ColumnElement to another.

Special arguments understood:

|  |  |
| --- | --- |
| **Parameters:** | * ****use\_proxies**** – when True, consider two columns that share a common base column as equivalent (i.e. shares\_lineage())当为True时，考虑两个共享同一基本列的列(即shares\_lineage()) * ****equivalents**** – a dictionary of columns as keys mapped to sets of columns. If the given "other" column is present in this dictionary, if any of the columns in the corresponding set() pass the comparison test, the result is True. This is used to expand the comparison to other columns that may be known to be equivalent to this one via foreign key or other criterion.作为映射到列集的键的列字典。 如果给定的“其他”列出现在这个字典中，如果对应的set()中的任何一列通过了比较测试，结果为真。 这被用来扩展比较到其他列可能被认为是相当于这个通过外键或其他标准。 |

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

编译这个SQL表达式。

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

返回值是一个编译对象。 在返回的值上调用str（）或unicode（）将产生结果的字符串表示形式。 编译对象也可以使用params访问器返回一个绑定参数名称和值的字典。

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从中获取编译的引擎或连接。 这个参数优先于这个ClauseElement的绑定引擎，如果有的话。 * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered.用于INSERT和UPDATE语句，在编译语句的VALUES子句中应该出现的列名列表。 如果None，则渲染目标表格对象中的所有列 * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从中获取Compiled 的Dialect 实例。 这个参数优先于绑定参数以及这个[ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)绑定的引擎（如果有的话）。 * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column.用于INSERT语句，对于不支持内联检索新生成的主键列的方言，将强制将用于创建新主键值的表达式内联呈现在INSERT语句的VALUES子句中。 这通常指的是序列执行，但也可能涉及任何与主键列相关联的服务器端默认生成函数。 * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:在所有“访问”方法中将传递给编译器的附加参数的可选字典。 例如，这允许将自定义标志传递给自定义编译结构。 它也用于传递literal\_binds标志的情况：   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**concat**(*other*)

*inherited from the* [concat()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.concat" \o "sqlalchemy.sql.operators.ColumnOperators.concat) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the 'concat' operator.

实现'concat'操作符。

In a column context, produces the clause a || b, or uses the concat() operator on MySQL.

在列上下文中，生成子句a || b，或者在MySQL上使用concat（）运算符。

**contains**(*other*, *\*\*kwargs*)

*inherited from the* [contains()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.contains" \o "sqlalchemy.sql.operators.ColumnOperators.contains) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the 'contains' operator.

In a column context, produces the clause LIKE '%<other>%'

**desc**()

*inherited from the* [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.desc" \o "sqlalchemy.sql.operators.ColumnOperators.desc) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc) clause against the parent object.

**description***= None*

**distinct**()

*inherited from the* [distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.distinct" \o "sqlalchemy.sql.operators.ColumnOperators.distinct) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.distinct" \o "sqlalchemy.sql.expression.distinct) clause against the parent object.

**endswith**(*other*, *\*\*kwargs*)

*inherited from the* [endswith()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.endswith" \o "sqlalchemy.sql.operators.ColumnOperators.endswith) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the 'endswith' operator.

In a column context, produces the clause LIKE '%<other>'

**expression**

Return a column expression.

Part of the inspection interface; returns self.

**foreign\_keys***= []*

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.get_children" \o "sqlalchemy.sql.expression.ClauseElement.get_children) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return immediate child elements of this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

返回此[ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)的直接子元素。

This is used for visit traversal.

这用于访问遍历。

\*\*kwargs may contain flags that change the collection that is returned, for example to return a subset of items in order to cut down on larger traversals, or to return child items from a different context (such as schema-level collections instead of clause-level).

\*\* kwargs可能包含标志，这些标志会改变返回的集合，例如为了减少较大的遍历而返回一个项目子集，或者从不同的上下文中返回子项目（比如模式级集合而不是子句 -水平）。

**ilike**(*other*, *escape=None*)

*inherited from the* [ilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.ilike" \o "sqlalchemy.sql.operators.ColumnOperators.ilike) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the ilike operator, e.g. case insensitive LIKE.

In a column context, produces an expression either of the form:

lower(a) LIKE lower(other)

Or on backends that support the ILIKE operator:

a ILIKE other

E.g.:

stmt = select([sometable]).\

where(sometable.c.column.ilike("*%f*oobar%"))

|  |  |
| --- | --- |
| **Parameters:** | * ****other –**** expression to be compared * ****escape –****optional escape character, renders the ESCAPE keyword, e.g.:   somecolumn.ilike("foo/%bar", escape="/") |

**See also**

[ColumnOperators.like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like)

**in\_**(*other*)

*inherited from the* [in\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.in_" \o "sqlalchemy.sql.operators.ColumnOperators.in_) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the in operator.

In a column context, produces the clause a IN other. "other" may be a tuple/list of column expressions, or a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct.

**is\_**(*other*)

*inherited from the* [is\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.is_" \o "sqlalchemy.sql.operators.ColumnOperators.is_) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the IS operator.

Normally, IS is generated automatically when comparing to a value of None, which resolves to NULL. However, explicit usage of IS may be desirable if comparing to boolean values on certain platforms.

*New in version 0.7.9.*

**See also**

[ColumnOperators.isnot()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.isnot" \o "sqlalchemy.sql.operators.ColumnOperators.isnot)

**is\_clause\_element***= True*

**is\_distinct\_from**(*other*)

*inherited from the* [is\_distinct\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.is_distinct_from" \o "sqlalchemy.sql.operators.ColumnOperators.is_distinct_from) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the IS DISTINCT FROM operator.

Renders "a IS DISTINCT FROM b" on most platforms; on some such as SQLite may render "a IS NOT b".

*New in version 1.1.*

**is\_selectable***= False*

**isnot**(*other*)

*inherited from the* [isnot()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.isnot" \o "sqlalchemy.sql.operators.ColumnOperators.isnot) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the IS NOT operator.

Normally, IS NOT is generated automatically when comparing to a value of None, which resolves to NULL. However, explicit usage of IS NOT may be desirable if comparing to boolean values on certain platforms.

*New in version 0.7.9.*

**See also**

[ColumnOperators.is\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.is_" \o "sqlalchemy.sql.operators.ColumnOperators.is_)

**isnot\_distinct\_from**(*other*)

*inherited from the* [isnot\_distinct\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.isnot_distinct_from" \o "sqlalchemy.sql.operators.ColumnOperators.isnot_distinct_from) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the IS NOT DISTINCT FROM operator.

Renders "a IS NOT DISTINCT FROM b" on most platforms; on some such as SQLite may render "a IS b".

*New in version 1.1.*

**key***= None*

the 'key' that in some circumstances refers to this object in a Python namespace.

This typically refers to the "key" of the column as present in the .c collection of a selectable, e.g. sometable.c["somekey"] would return a Column with a .key of "somekey".

**label**(*name*)

Produce a column label, i.e. <columnname> AS <name>.

This is a shortcut to the [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.label" \o "sqlalchemy.sql.expression.label) function.

if 'name' is None, an anonymous label name will be generated.

**like**(*other*, *escape=None*)

*inherited from the* [like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the like operator.

In a column context, produces the expression:

a LIKE other

E.g.:

stmt = select([sometable]).\

where(sometable.c.column.like("*%f*oobar%"))

|  |  |
| --- | --- |
| **Parameters:** | * ****other**** – expression to be compared * ****escape**** –   optional escape character, renders the ESCAPE keyword, e.g.:  somecolumn.like("foo/%bar", escape="/") |

**See also**

[ColumnOperators.ilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.ilike" \o "sqlalchemy.sql.operators.ColumnOperators.ilike)

**match**(*other*, *\*\*kwargs*)

*inherited from the* [match()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.match" \o "sqlalchemy.sql.operators.ColumnOperators.match) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implements a database-specific 'match' operator.

[match()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.match" \o "sqlalchemy.sql.operators.ColumnOperators.match) attempts to resolve to a MATCH-like function or operator provided by the backend. Examples include:

* PostgreSQL - renders x @@ to\_tsquery(y)
* MySQL - renders MATCH (x) AGAINST (y IN BOOLEAN MODE)
* Oracle - renders CONTAINS(x, y)
* other backends may provide special implementations.
* Backends without any special implementation will emit the operator as "MATCH". This is compatible with SQlite, for example.

**notilike**(*other*, *escape=None*)

*inherited from the* [notilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.notilike" \o "sqlalchemy.sql.operators.ColumnOperators.notilike) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

implement the NOT ILIKE operator.

This is equivalent to using negation with [ColumnOperators.ilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.ilike" \o "sqlalchemy.sql.operators.ColumnOperators.ilike), i.e. ~x.ilike(y).

*New in version 0.8.*

**See also**

[ColumnOperators.ilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.ilike" \o "sqlalchemy.sql.operators.ColumnOperators.ilike)

**notin\_**(*other*)

*inherited from the* [notin\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.notin_" \o "sqlalchemy.sql.operators.ColumnOperators.notin_) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

implement the NOT IN operator.

This is equivalent to using negation with [ColumnOperators.in\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.in_" \o "sqlalchemy.sql.operators.ColumnOperators.in_), i.e. ~x.in\_(y).

*New in version 0.8.*

**See also**

[ColumnOperators.in\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.in_" \o "sqlalchemy.sql.operators.ColumnOperators.in_)

**notlike**(*other*, *escape=None*)

*inherited from the* [notlike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.notlike" \o "sqlalchemy.sql.operators.ColumnOperators.notlike) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

implement the NOT LIKE operator.

This is equivalent to using negation with [ColumnOperators.like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like), i.e. ~x.like(y).

*New in version 0.8.*

**See also**

[ColumnOperators.like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like)

**nullsfirst**()

*inherited from the* [nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.nullsfirst" \o "sqlalchemy.sql.operators.ColumnOperators.nullsfirst) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullsfirst" \o "sqlalchemy.sql.expression.nullsfirst) clause against the parent object.

**nullslast**()

*inherited from the* [nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.nullslast" \o "sqlalchemy.sql.operators.ColumnOperators.nullslast) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullslast" \o "sqlalchemy.sql.expression.nullslast) clause against the parent object.

**op**(*opstring*, *precedence=0*, *is\_comparison=False*)

*inherited from the* [op()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.op" \o "sqlalchemy.sql.operators.Operators.op) *method of* [Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators" \o "sqlalchemy.sql.operators.Operators)

produce a generic operator function.

e.g.:

somecolumn.op("\*")(5)

produces:

somecolumn \* 5

This function can also be used to make bitwise operators explicit. For example:

somecolumn.op('&')(0xff)

is a bitwise AND of the value in somecolumn.

|  |  |
| --- | --- |
| **Parameters:** | * ****operator**** – a string which will be output as the infix operator between this element and the expression passed to the generated function. * ****precedence –****precedence to apply to the operator, when parenthesizing expressions. A lower number will cause the expression to be parenthesized when applied against another operator with higher precedence. The default value of 0 is lower than all operators except for the comma (,) and AS operators. A value of 100 will be higher or equal to all operators, and -100 will be lower than or equal to all operators.   *New in version 0.8:*- added the 'precedence' argument.   * ****is\_comparison –****if True, the operator will be considered as a "comparison" operator, that is which evaluates to a boolean true/false value, like ==, >, etc. This flag should be set so that ORM relationships can establish that the operator is a comparison operator when used in a custom join condition.   *New in version 0.9.2:*- added the [Operators.op.is\_comparison](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.op.params.is_comparison" \o "sqlalchemy.sql.operators.Operators.op) flag. |

**See also**

[Redefining and Creating New Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-operators)

[Using custom operators in join conditions](http://docs.sqlalchemy.org/en/rel_1_1/orm/join_conditions.html" \l "relationship-custom-operator)

**operate**(*op*, *\*other*, *\*\*kwargs*)

**params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.params" \o "sqlalchemy.sql.expression.ClauseElement.params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

**>>>** clause = column('x') + bindparam('foo')

**>>>** print clause.compile().params{'foo':None}

**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**primary\_key***= False*

**proxy\_set**

**reverse\_operate**(*op*, *other*, *\*\*kwargs*)

**self\_group**(*against=None*)

**shares\_lineage**(*othercolumn*)

Return True if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) has a common ancestor to this [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement).

**startswith**(*other*, *\*\*kwargs*)

*inherited from the* [startswith()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.startswith" \o "sqlalchemy.sql.operators.ColumnOperators.startswith) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the startwith operator.

In a column context, produces the clause LIKE '<other>%'

**supports\_execution***= False*

**timetuple***= None*

**type**

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

*class*sqlalchemy.sql.operators.**ColumnOperators**

Bases: [sqlalchemy.sql.operators.Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators" \o "sqlalchemy.sql.operators.Operators)

Defines boolean, comparison, and other operators for [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) expressions.

By default, all methods call down to [operate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.operate" \o "sqlalchemy.sql.operators.Operators.operate) or [reverse\_operate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.reverse_operate" \o "sqlalchemy.sql.expression.ColumnElement.reverse_operate), passing in the appropriate operator function from the Python builtin operatormodule or a SQLAlchemy-specific operator function from sqlalchemy.expression.operators. For example the \_\_eq\_\_ function:

**def** \_\_eq\_\_(self, other):

**return** self.operate(operators.eq, other)

Where operators.eq is essentially:

**def** eq(a, b):

**return** a == b

The core column expression unit [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) overrides [Operators.operate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.operate" \o "sqlalchemy.sql.operators.Operators.operate) and others to return further [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) constructs, so that the == operation above is replaced by a clause construct.

See also:

[Redefining and Creating New Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-operators)

[TypeEngine.comparator\_factory](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.comparator_factory" \o "sqlalchemy.types.TypeEngine.comparator_factory)

[ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

[PropComparator](http://docs.sqlalchemy.org/en/rel_1_1/orm/internals.html" \l "sqlalchemy.orm.interfaces.PropComparator" \o "sqlalchemy.orm.interfaces.PropComparator)

**\_\_add\_\_**(*other*)

Implement the + operator.

In a column context, produces the clause a + b if the parent object has non-string affinity. If the parent object has a string affinity, produces the concatenation operator, a || b - see [ColumnOperators.concat()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.concat" \o "sqlalchemy.sql.operators.ColumnOperators.concat).

**\_\_and\_\_**(*other*)

*inherited from the* [\_\_and\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.__and__" \o "sqlalchemy.sql.operators.Operators.__and__) *method of* [Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators" \o "sqlalchemy.sql.operators.Operators)

Implement the & operator.

When used with SQL expressions, results in an AND operation, equivalent to [and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_), that is:

a & b

is equivalent to:

**from** **sqlalchemy** **import** and\_and\_(a, b)

Care should be taken when using & regarding operator precedence; the & operator has the highest precedence. The operands should be enclosed in parenthesis if they contain further sub expressions:

(a == 2) & (b == 4)

**\_\_delattr\_\_**

*inherited from the* \_\_delattr\_\_ *attribute of* object

x.\_\_delattr\_\_('name') <==> del x.name

**\_\_div\_\_**(*other*)

Implement the / operator.

In a column context, produces the clause a / b.

**\_\_eq\_\_**(*other*)

Implement the == operator.

In a column context, produces the clause a = b. If the target is None, produces a IS NULL.

**\_\_format\_\_**()

*inherited from the* \_\_format\_\_() *method of* object

default object formatter

**\_\_ge\_\_**(*other*)

Implement the >= operator.

In a column context, produces the clause a >= b.

**\_\_getattribute\_\_**

*inherited from the* \_\_getattribute\_\_ *attribute of* object

x.\_\_getattribute\_\_('name') <==> x.name

**\_\_getitem\_\_**(*index*)

Implement the [] operator.

This can be used by some database-specific types such as PostgreSQL ARRAY and HSTORE.

**\_\_gt\_\_**(*other*)

Implement the > operator.

In a column context, produces the clause a > b.

**\_\_hash\_\_**

**\_\_init\_\_**

*inherited from the* \_\_init\_\_ *attribute of* object

x.\_\_init\_\_(…) initializes x; see help(type(x)) for signature

**\_\_invert\_\_**()

*inherited from the* [\_\_invert\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.__invert__" \o "sqlalchemy.sql.operators.Operators.__invert__) *method of* [Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators" \o "sqlalchemy.sql.operators.Operators)

Implement the ~ operator.

When used with SQL expressions, results in a NOT operation, equivalent to [not\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.not_" \o "sqlalchemy.sql.expression.not_), that is:

~a

is equivalent to:

**from** **sqlalchemy** **import** not\_

not\_(a)

**\_\_le\_\_**(*other*)

Implement the <= operator.

In a column context, produces the clause a <= b.

**\_\_lshift\_\_**(*other*)

implement the << operator.

Not used by SQLAlchemy core, this is provided for custom operator systems which want to use << as an extension point.

**\_\_lt\_\_**(*other*)

Implement the < operator.

In a column context, produces the clause a < b.

**\_\_mod\_\_**(*other*)

Implement the % operator.

In a column context, produces the clause a % b.

**\_\_mul\_\_**(*other*)

Implement the \* operator.

In a column context, produces the clause a \* b.

**\_\_ne\_\_**(*other*)

Implement the != operator.

In a column context, produces the clause a != b. If the target is None, produces a IS NOT NULL.

**\_\_neg\_\_**()

Implement the - operator.

In a column context, produces the clause -a.

**\_\_new\_\_**(*S*, *...*) → a new object with type S, a subtype of T

*inherited from the* \_\_new\_\_() *method of* object

**\_\_or\_\_**(*other*)

*inherited from the* [\_\_or\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.__or__" \o "sqlalchemy.sql.operators.Operators.__or__) *method of* [Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators" \o "sqlalchemy.sql.operators.Operators)

Implement the | operator.

When used with SQL expressions, results in an OR operation, equivalent to [or\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.or_" \o "sqlalchemy.sql.expression.or_), that is:

a | b

is equivalent to:

**from** **sqlalchemy** **import** or\_

or\_(a, b)

Care should be taken when using | regarding operator precedence; the | operator has the highest precedence. The operands should be enclosed in parenthesis if they contain further sub expressions:

(a == 2) | (b == 4)

**\_\_radd\_\_**(*other*)

Implement the + operator in reverse.

See [ColumnOperators.\_\_add\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__add__" \o "sqlalchemy.sql.operators.ColumnOperators.__add__).

**\_\_rdiv\_\_**(*other*)

Implement the / operator in reverse.

See [ColumnOperators.\_\_div\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__div__" \o "sqlalchemy.sql.operators.ColumnOperators.__div__).

**\_\_reduce\_\_**()

*inherited from the* \_\_reduce\_\_() *method of* object

helper for pickle

**\_\_reduce\_ex\_\_**()

*inherited from the* \_\_reduce\_ex\_\_() *method of* object

helper for pickle

**\_\_repr\_\_**

*inherited from the* \_\_repr\_\_ *attribute of* object

**\_\_rmod\_\_**(*other*)

Implement the % operator in reverse.

See [ColumnOperators.\_\_mod\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__mod__" \o "sqlalchemy.sql.operators.ColumnOperators.__mod__).

**\_\_rmul\_\_**(*other*)

Implement the \* operator in reverse.

See [ColumnOperators.\_\_mul\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__mul__" \o "sqlalchemy.sql.operators.ColumnOperators.__mul__).

**\_\_rshift\_\_**(*other*)

implement the >> operator.

Not used by SQLAlchemy core, this is provided for custom operator systems which want to use >> as an extension point.

**\_\_rsub\_\_**(*other*)

Implement the - operator in reverse.

See [ColumnOperators.\_\_sub\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__sub__" \o "sqlalchemy.sql.operators.ColumnOperators.__sub__).

**\_\_rtruediv\_\_**(*other*)

Implement the // operator in reverse.

See [ColumnOperators.\_\_truediv\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__truediv__" \o "sqlalchemy.sql.operators.ColumnOperators.__truediv__).

**\_\_setattr\_\_**

*inherited from the* \_\_setattr\_\_ *attribute of* object

x.\_\_setattr\_\_('name', value) <==> x.name = value

**\_\_sizeof\_\_**() → int

*inherited from the* \_\_sizeof\_\_() *method of* object

size of object in memory, in bytes

**\_\_str\_\_**

*inherited from the* \_\_str\_\_ *attribute of* object

**\_\_sub\_\_**(*other*)

Implement the - operator.

In a column context, produces the clause a - b.

**\_\_subclasshook\_\_**()

*inherited from the* \_\_subclasshook\_\_() *method of* object

Abstract classes can override this to customize issubclass().

This is invoked early on by abc.ABCMeta.\_\_subclasscheck\_\_(). It should return True, False or NotImplemented. If it returns NotImplemented, the normal algorithm is used. Otherwise, it overrides the normal algorithm (and the outcome is cached).

**\_\_truediv\_\_**(*other*)

Implement the // operator.

In a column context, produces the clause a / b.

**all\_**()

Produce a [all\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.all_" \o "sqlalchemy.sql.expression.all_) clause against the parent object.

*New in version 1.1.*

**any\_**()

Produce a [any\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.any_" \o "sqlalchemy.sql.expression.any_) clause against the parent object.

*New in version 1.1.*

**asc**()

Produce a [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc) clause against the parent object.

**between**(*cleft*, *cright*, *symmetric=False*)

Produce a [between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.between" \o "sqlalchemy.sql.expression.between) clause against the parent object, given the lower and upper range.

**collate**(*collation*)

Produce a [collate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.collate" \o "sqlalchemy.sql.expression.collate) clause against the parent object, given the collation string.

**concat**(*other*)

Implement the 'concat' operator.

In a column context, produces the clause a || b, or uses the concat() operator on MySQL.

**contains**(*other*, *\*\*kwargs*)

Implement the 'contains' operator.

In a column context, produces the clause LIKE '%<other>%'

**desc**()

Produce a [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc) clause against the parent object.

**distinct**()

Produce a [distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.distinct" \o "sqlalchemy.sql.expression.distinct) clause against the parent object.

**endswith**(*other*, *\*\*kwargs*)

Implement the 'endswith' operator.

In a column context, produces the clause LIKE '%<other>'

**ilike**(*other*, *escape=None*)

Implement the ilike operator, e.g. case insensitive LIKE.

In a column context, produces an expression either of the form:

lower(a) LIKE lower(other)

Or on backends that support the ILIKE operator:

a ILIKE other

E.g.:

stmt = select([sometable]).\

where(sometable.c.column.ilike("*%f*oobar%"))

|  |  |
| --- | --- |
| **Parameters:** | * ****other**** – expression to be compared * ****escape –****optional escape character, renders the ESCAPE keyword, e.g.:   somecolumn.ilike("foo/%bar", escape="/") |

**See also**

[ColumnOperators.like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like)

**in\_**(*other*)

Implement the in operator.

实现in运算符。

In a column context, produces the clause a IN other. "other" may be a tuple/list of column expressions, or a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct.

在列上下文中生成子句a IN其他。 “其他”可能是列表达式或select() 构造的元组/列表。

**is\_**(*other*)

Implement the IS operator.

实现IS运算符。

Normally, IS is generated automatically when comparing to a value of None, which resolves to NULL. However, explicit usage of IS may be desirable if comparing to boolean values on certain platforms.

通常情况下，与无效的值进行比较时会自动生成IS，这个值解析为NULL。 然而，如果与某些平台上的布尔值进行比较，则可能需要明确使用IS。

*New in version 0.7.9.*

**See also**

[ColumnOperators.isnot()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.isnot" \o "sqlalchemy.sql.operators.ColumnOperators.isnot)

**is\_distinct\_from**(*other*)

Implement the IS DISTINCT FROM operator.

Renders "a IS DISTINCT FROM b" on most platforms; on some such as SQLite may render "a IS NOT b".

实现IS DISTINCT FROM运算符。

在大多数平台上渲染“一个不同于B” 在一些如SQLite可能会渲染“a不是b”。

*New in version 1.1.*

**isnot**(*other*)

Implement the IS NOT operator.

Normally, IS NOT is generated automatically when comparing to a value of None, which resolves to NULL. However, explicit usage of IS NOT may be desirable if comparing to boolean values on certain platforms.

*New in version 0.7.9.*

**See also**

[ColumnOperators.is\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.is_" \o "sqlalchemy.sql.operators.ColumnOperators.is_)

**isnot\_distinct\_from**(*other*)

Implement the IS NOT DISTINCT FROM operator.

Renders "a IS NOT DISTINCT FROM b" on most platforms; on some such as SQLite may render "a IS b".

*New in version 1.1.*

**like**(*other*, *escape=None*)

Implement the like operator.

In a column context, produces the expression:

a LIKE other

E.g.:

stmt = select([sometable]).\

where(sometable.c.column.like("*%f*oobar%"))

|  |  |
| --- | --- |
| **Parameters:** | * ****other**** – expression to be compared * ****escape**** –   optional escape character, renders the ESCAPE keyword, e.g.:  somecolumn.like("foo/%bar", escape="/") |

**See also**

[ColumnOperators.ilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.ilike" \o "sqlalchemy.sql.operators.ColumnOperators.ilike)

**match**(*other*, *\*\*kwargs*)

Implements a database-specific 'match' operator.

[match()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.match" \o "sqlalchemy.sql.operators.ColumnOperators.match) attempts to resolve to a MATCH-like function or operator provided by the backend. Examples include:

* PostgreSQL - renders x @@ to\_tsquery(y)
* MySQL - renders MATCH (x) AGAINST (y IN BOOLEAN MODE)
* Oracle - renders CONTAINS(x, y)
* other backends may provide special implementations.
* Backends without any special implementation will emit the operator as "MATCH". This is compatible with SQlite, for example.

**notilike**(*other*, *escape=None*)

implement the NOT ILIKE operator.

This is equivalent to using negation with [ColumnOperators.ilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.ilike" \o "sqlalchemy.sql.operators.ColumnOperators.ilike), i.e. ~x.ilike(y).

*New in version 0.8.*

**See also**

[ColumnOperators.ilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.ilike" \o "sqlalchemy.sql.operators.ColumnOperators.ilike)

**notin\_**(*other*)

implement the NOT IN operator.

This is equivalent to using negation with [ColumnOperators.in\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.in_" \o "sqlalchemy.sql.operators.ColumnOperators.in_), i.e. ~x.in\_(y).

*New in version 0.8.*

**See also**

[ColumnOperators.in\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.in_" \o "sqlalchemy.sql.operators.ColumnOperators.in_)

**notlike**(*other*, *escape=None*)

implement the NOT LIKE operator.

This is equivalent to using negation with [ColumnOperators.like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like), i.e. ~x.like(y).

*New in version 0.8.*

**See also**

[ColumnOperators.like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like)

**nullsfirst**()

Produce a [nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullsfirst" \o "sqlalchemy.sql.expression.nullsfirst) clause against the parent object.

**nullslast**()

Produce a [nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullslast" \o "sqlalchemy.sql.expression.nullslast) clause against the parent object.

**op**(*opstring*, *precedence=0*, *is\_comparison=False*)

*inherited from the* [op()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.op" \o "sqlalchemy.sql.operators.Operators.op) *method of* [Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators" \o "sqlalchemy.sql.operators.Operators)

produce a generic operator function.

e.g.:

somecolumn.op("\*")(5)

produces:

somecolumn \* 5

This function can also be used to make bitwise operators explicit. For example:

somecolumn.op('&')(0xff)

is a bitwise AND of the value in somecolumn.

|  |  |
| --- | --- |
| **Parameters:** | * ****operator**** – a string which will be output as the infix operator between this element and the expression passed to the generated function. * ****precedence**** –   precedence to apply to the operator, when parenthesizing expressions. A lower number will cause the expression to be parenthesized when applied against another operator with higher precedence. The default value of 0 is lower than all operators except for the comma (,) and AS operators. A value of 100 will be higher or equal to all operators, and -100 will be lower than or equal to all operators.  *New in version 0.8:*- added the 'precedence' argument.   * ****is\_comparison**** –   if True, the operator will be considered as a "comparison" operator, that is which evaluates to a boolean true/false value, like ==, >, etc. This flag should be set so that ORM relationships can establish that the operator is a comparison operator when used in a custom join condition.  *New in version 0.9.2:*- added the [Operators.op.is\_comparison](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.op.params.is_comparison" \o "sqlalchemy.sql.operators.Operators.op) flag. |

**See also**

[Redefining and Creating New Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-operators)

[Using custom operators in join conditions](http://docs.sqlalchemy.org/en/rel_1_1/orm/join_conditions.html" \l "relationship-custom-operator)

**operate**(*op*, *\*other*, *\*\*kwargs*)

*inherited from the* [operate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.operate" \o "sqlalchemy.sql.operators.Operators.operate) *method of* [Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators" \o "sqlalchemy.sql.operators.Operators)

Operate on an argument.

This is the lowest level of operation, raises NotImplementedError by default.

Overriding this on a subclass can allow common behavior to be applied to all operations. For example, overriding [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators) to apply func.lower() to the left and right side:

**class** **MyComparator**(ColumnOperators):

**def** operate(self, op, other):

**return** op(func.lower(self), func.lower(other))

|  |  |
| --- | --- |
| **Parameters:** | * ****op**** – Operator callable. * ****\*other**** – the 'other' side of the operation. Will be a single scalar for most operations. * ****\*\*kwargs**** – modifiers. These may be passed by special operators such as ColumnOperators.contains(). |

**reverse\_operate**(*op*, *other*, *\*\*kwargs*)

*inherited from the* [reverse\_operate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.reverse_operate" \o "sqlalchemy.sql.operators.Operators.reverse_operate) *method of* [Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators" \o "sqlalchemy.sql.operators.Operators)

Reverse operate on an argument.

Usage is the same as operate().

**startswith**(*other*, *\*\*kwargs*)

Implement the startwith operator.

In a column context, produces the clause LIKE '<other>%'

**timetuple***= None*

Hack, allows datetime objects to be compared on the LHS.

*class*sqlalchemy.sql.base.**DialectKWArgs**

Establish the ability for a class to have dialect-specific arguments with defaults and constructor validation.

The [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs) interacts with the [DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) present on a dialect.

**See also**

[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments)

*classmethod***argument\_for**(*dialect\_name*, *argument\_name*, *default*)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary. * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**dialect\_kwargs**

A collection of keyword arguments specified as dialect-specific options to this construct.

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

A collection of keyword arguments specified as dialect-specific options to this construct.

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**kwargs**

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

*class*sqlalchemy.sql.expression.**Extract**(*field*, *expr*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent a SQL EXTRACT clause, extract(field FROM expr).

**\_\_init\_\_**(*field*, *expr*, *\*\*kwargs*)

Construct a new [Extract](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Extract" \o "sqlalchemy.sql.expression.Extract) object.

This constructor is mirrored as a public API function; see [extract()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.extract" \o "sqlalchemy.sql.expression.extract) for a full usage and argument description.

*class*sqlalchemy.sql.elements.**False\_**

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent the false keyword, or equivalent, in a SQL statement.

[False\_](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.False_" \o "sqlalchemy.sql.elements.False_) is accessed as a constant via the [false()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.false" \o "sqlalchemy.sql.expression.false) function.

*class*sqlalchemy.sql.expression.**FunctionFilter**(*func*, *\*criterion*)

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent a function FILTER clause.

This is a special operator against aggregate and window functions, which controls which rows are passed to it. It's supported only by certain database backends.

Invocation of [FunctionFilter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.FunctionFilter" \o "sqlalchemy.sql.expression.FunctionFilter) is via [FunctionElement.filter()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.filter" \o "sqlalchemy.sql.functions.FunctionElement.filter):

func.count(1).filter(**True**)

*New in version 1.0.0.*

**See also**

[FunctionElement.filter()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.filter" \o "sqlalchemy.sql.functions.FunctionElement.filter)

**\_\_init\_\_**(*func*, *\*criterion*)

Construct a new [FunctionFilter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.FunctionFilter" \o "sqlalchemy.sql.expression.FunctionFilter) object.

This constructor is mirrored as a public API function; see [funcfilter()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.funcfilter" \o "sqlalchemy.sql.expression.funcfilter) for a full usage and argument description.

**filter**(*\*criterion*)

Produce an additional FILTER against the function.

This method adds additional criteria to the initial criteria set up by [FunctionElement.filter()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.filter" \o "sqlalchemy.sql.functions.FunctionElement.filter).

Multiple criteria are joined together at SQL render time via AND.

**over**(*partition\_by=None*, *order\_by=None*)

Produce an OVER clause against this filtered function.

Used against aggregate or so-called "window" functions, for database backends that support window functions.

The expression:

func.rank().filter(MyClass.y > 5).over(order\_by='x')

is shorthand for:

**from** **sqlalchemy** **import** over, funcfilterover(funcfilter(func.rank(), MyClass.y > 5), order\_by='x')

See [over()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over" \o "sqlalchemy.sql.expression.over) for a full description.

*class*sqlalchemy.sql.expression.**Label**(*name*, *element*, *type\_=None*)

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represents a column label (AS).

Represent a label, as typically applied to any column-level element using the AS sql keyword.

**\_\_init\_\_**(*name*, *element*, *type\_=None*)

Construct a new [Label](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Label" \o "sqlalchemy.sql.expression.Label) object.

This constructor is mirrored as a public API function; see [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.label" \o "sqlalchemy.sql.expression.label) for a full usage and argument description.

*class*sqlalchemy.sql.elements.**Null**

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent the NULL keyword in a SQL statement.

[Null](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.Null" \o "sqlalchemy.sql.elements.Null) is accessed as a constant via the [null()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.null" \o "sqlalchemy.sql.expression.null) function.

*class*sqlalchemy.sql.expression.**Over**(*element*, *partition\_by=None*, *order\_by=None*, *range\_=None*, *rows=None*)

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent an OVER clause.

This is a special operator against a so-called "window" function, as well as any aggregate function, which produces results relative to the result set itself. It's supported only by certain database backends.

**\_\_init\_\_**(*element*, *partition\_by=None*, *order\_by=None*, *range\_=None*, *rows=None*)

Construct a new [Over](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Over" \o "sqlalchemy.sql.expression.Over) object.

This constructor is mirrored as a public API function; see [over()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over" \o "sqlalchemy.sql.expression.over) for a full usage and argument description.

**func**

the element referred to by this [Over](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Over" \o "sqlalchemy.sql.expression.Over) clause.

*Deprecated since version 1.1:*the func element has been renamed to .element. The two attributes are synonymous though .func is read-only.

*class*sqlalchemy.sql.expression.**TextClause**(*text*, *bind=None*)

Bases: [sqlalchemy.sql.expression.Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), [sqlalchemy.sql.expression.ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Represent a literal SQL text fragment.

E.g.:

**from** **sqlalchemy** **import** text

t = text("SELECT \* FROM users")

result = connection.execute(t)

The [Text](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Text" \o "sqlalchemy.types.Text) construct is produced using the [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) function; see that function for full documentation.

**See also**

[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text)

**bindparams**(*\*binds*, *\*\*names\_to\_values*)

Establish the values and/or types of bound parameters within this [TextClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause" \o "sqlalchemy.sql.expression.TextClause) construct.

Given a text construct such as:

**from** **sqlalchemy** **import** textstmt = text("SELECT id, name FROM user WHERE name=:name "

"AND timestamp=:timestamp")

the [TextClause.bindparams()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.bindparams" \o "sqlalchemy.sql.expression.TextClause.bindparams) method can be used to establish the initial value of :name and :timestamp, using simple keyword arguments:

stmt = stmt.bindparams(name='jack',

timestamp=datetime.datetime(2012, 10, 8, 15, 12, 5))

Where above, new [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) objects will be generated with the names name and timestamp, and values of jack and datetime.datetime(2012, 10, 8, 15, 12, 5), respectively. The types will be inferred from the values given, in this case [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) and[DateTime](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.DateTime" \o "sqlalchemy.types.DateTime).

When specific typing behavior is needed, the positional \*binds argument can be used in which to specify [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) constructs directly. These constructs must include at least the key argument, then an optional value and type:

**from** **sqlalchemy** **import** bindparamstmt = stmt.bindparams(

bindparam('name', value='jack', type\_=String),

bindparam('timestamp', type\_=DateTime)

)

Above, we specified the type of [DateTime](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.DateTime" \o "sqlalchemy.types.DateTime) for the timestamp bind, and the type of [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) for the name bind. In the case of name we also set the default value of "jack".

Additional bound parameters can be supplied at statement execution time, e.g.:

result = connection.execute(stmt,

timestamp=datetime.datetime(2012, 10, 8, 15, 12, 5))

The [TextClause.bindparams()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.bindparams" \o "sqlalchemy.sql.expression.TextClause.bindparams) method can be called repeatedly, where it will re-use existing [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) objects to add new information. For example, we can call [TextClause.bindparams()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.bindparams" \o "sqlalchemy.sql.expression.TextClause.bindparams) first with typing information, and a second time with value information, and it will be combined:

stmt = text("SELECT id, name FROM user WHERE name=:name "

"AND timestamp=:timestamp")stmt = stmt.bindparams(

bindparam('name', type\_=String),

bindparam('timestamp', type\_=DateTime))stmt = stmt.bindparams(

name='jack',

timestamp=datetime.datetime(2012, 10, 8, 15, 12, 5))

*New in version 0.9.0:*The [TextClause.bindparams()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.bindparams" \o "sqlalchemy.sql.expression.TextClause.bindparams) method supersedes the argument bindparams passed to [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text).

**columns**(*\*cols*, *\*\*types*)

Turn this [TextClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause" \o "sqlalchemy.sql.expression.TextClause) object into a [TextAsFrom](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom" \o "sqlalchemy.sql.expression.TextAsFrom) object that can be embedded into another statement.

This function essentially bridges the gap between an entirely textual SELECT statement and the SQL expression language concept of a "selectable":

**from** **sqlalchemy.sql** **import** column, text

stmt = text("SELECT id, name FROM some\_table")stmt = stmt.columns(column('id'), column('name')).alias('st')

stmt = select([mytable]). select\_from(

mytable.join(stmt, mytable.c.name == stmt.c.name)

).where(stmt.c.id > 5)

Above, we pass a series of [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) elements to the [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method positionally. These [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) elements now become first class elements upon the [TextAsFrom.c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom.c" \o "sqlalchemy.sql.expression.TextAsFrom.c) column collection, just like any other selectable.

以上，我们将一系列的column() 元素定位到TextClause.columns() 方法。 这些column() 元素现在成为TextAsFrom.c列集合的第一类元素，就像任何其他可选择的。

The column expressions we pass to [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) may also be typed; when we do so, these [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) objects become the effective return type of the column, so that SQLAlchemy's result-set-processing systems may be used on the return values. This is often needed for types such as date or boolean types, as well as for unicode processing on some dialect configurations:

我们传递给TextClause.columns() 的列表达式也可以键入; 当我们这样做时，这些TypeEngine对象成为列的有效返回类型，因此可以在返回值上使用SQLAlchemy的结果集处理系统。 对于诸如日期或布尔类型的类型，以及对某些方言配置的Unicode编码处理，通常需要这样做：

stmt = text("SELECT id, name, timestamp FROM some\_table")stmt = stmt.columns(

column('id', Integer),

column('name', Unicode),

column('timestamp', DateTime)

)

**for** id, name, timestamp **in** connection.execute(stmt):

print(id, name, timestamp)

As a shortcut to the above syntax, keyword arguments referring to types alone may be used, if only type conversion is needed:

作为上述语法的捷径，可以使用仅引用类型转换的关键字参数，

stmt = text("SELECT id, name, timestamp FROM some\_table")stmt = stmt.columns(

id=Integer,

name=Unicode,

timestamp=DateTime

)

**for** id, name, timestamp **in** connection.execute(stmt):

print(id, name, timestamp)

The positional form of [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) also provides the unique feature of ****positional column targeting****, which is particularly useful when using the ORM with complex textual queries. If we specify the columns from our model to [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns), the result set will match to those columns positionally, meaning the name or origin of the column in the textual SQL doesn't matter:

[TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) 的位置形式还提供了定位列定位的独特功能，这在使用复杂的文本查询的ORM时特别有用。 如果我们将模型中的列指定为[TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) ，则结果集将以这些位置的方式匹配，这意味着文本SQL中列的名称或原点并不重要：

stmt = text("SELECT users.id, addresses.id, users.id, "

"users.name, addresses.email\_address AS email "

"FROM users JOIN addresses ON users.id=addresses.user\_id "

"WHERE users.id = 1").columns(

User.id,

Address.id,

Address.user\_id,

User.name,

Address.email\_address

)

query = session.query(User).from\_statement(stmt).options(

contains\_eager(User.addresses))

*New in version 1.1:*the [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method now offers positional column targeting in the result set when the column expressions are passed purely positionally.

版本1.1中的新功能：当列表达式纯粹通过位置传递时，TextClause.columns() 方法现在会在结果集中提供位置列定位。

The [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method provides a direct route to calling [FromClause.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) as well as [SelectBase.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.cte" \o "sqlalchemy.sql.expression.SelectBase.cte) against a textual SELECT statement:

[TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) 方法提供了一种直接路由来调用[FromClause.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) 以及[SelectBase.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.cte" \o "sqlalchemy.sql.expression.SelectBase.cte) 对文本的SELECT语句：

stmt = stmt.columns(id=Integer, name=String).cte('st')

stmt = select([sometable]).where(sometable.c.id == stmt.c.id)

*New in version 0.9.0:*[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) can now be converted into a fully featured "selectable" construct using the [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method. This method supersedes the typemap argument to [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text).

0.9.0版本中的新功能现在可以使用[TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) 方法将[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) 转换为功能齐全的“可选”结构。 此方法取代了[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) 的typemap参数。

*class*sqlalchemy.sql.expression.**Tuple**(*\*clauses*, *\*\*kw*)

Bases: [sqlalchemy.sql.expression.ClauseList](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseList" \o "sqlalchemy.sql.expression.ClauseList), [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent a SQL tuple.

代表SQL元组。

**\_\_init\_\_**(*\*clauses*, *\*\*kw*)

Construct a new [Tuple](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.Tuple" \o "sqlalchemy.sql.expression.Tuple) object.

This constructor is mirrored as a public API function; see [tuple\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.tuple_" \o "sqlalchemy.sql.expression.tuple_) for a full usage and argument description.

该构造函数作为公共API函数进行镜像; 请参阅tuple\_() 以获取完整的用法和参数说明。

*class*sqlalchemy.sql.expression.**WithinGroup**(*element*, *\*order\_by*)

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent a WITHIN GROUP (ORDER BY) clause.

代表一个WITHIN GROUP（ORDER BY）子句。

This is a special operator against so-called so-called "ordered set aggregate" and "hypothetical set aggregate" functions, including percentile\_cont(),rank(), dense\_rank(), etc.

这是一个特殊的操作符，可以使用所谓的“有序集合”和“假设集合”函数，包括percentile\_cont() ，rank() ，dense\_rank() 等）。

It's supported only by certain database backends, such as PostgreSQL, Oracle and MS SQL Server.

它仅由某些数据库后端支持，如PostgreSQL，Oracle和MS SQL Server。

The [WithinGroup](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.WithinGroup" \o "sqlalchemy.sql.expression.WithinGroup) construct extracts its type from the method [FunctionElement.within\_group\_type()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.within_group_type" \o "sqlalchemy.sql.functions.FunctionElement.within_group_type). If this returns None, the function's .typeis used.

WithinGroup构造从FunctionElement.within\_group\_type() 方法中提取其类型。 如果这返回None，则使用该函数的.typeis。

**\_\_init\_\_**(*element*, *\*order\_by*)

Construct a new [WithinGroup](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.WithinGroup" \o "sqlalchemy.sql.expression.WithinGroup) object.

This constructor is mirrored as a public API function; see [within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.within_group" \o "sqlalchemy.sql.expression.within_group) for a full usage and argument description.

该构造函数作为公共API函数进行镜像; 有关完整的用法和参数描述，请参阅within\_group() 。

**over**(*partition\_by=None*, *order\_by=None*)

Produce an OVER clause against this [WithinGroup](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.WithinGroup" \o "sqlalchemy.sql.expression.WithinGroup) construct.

This function has the same signature as that of [FunctionElement.over()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.over" \o "sqlalchemy.sql.functions.FunctionElement.over).

针对此WithinGroup结构生成OVER子句。

该函数具有与FunctionElement.over() 相同的签名。

*class*sqlalchemy.sql.elements.**True\_**

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent the true keyword, or equivalent, in a SQL statement.

在SQL语句中表示true关键字或等效项。

[True\_](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.True_" \o "sqlalchemy.sql.elements.True_) is accessed as a constant via the [true()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.true" \o "sqlalchemy.sql.expression.true) function.

True通过true() 函数作为常量访问。

*class*sqlalchemy.sql.expression.**TypeCoerce**(*expression*, *type\_*)

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Represent a Python-side type-coercion wrapper.

代表一个Python侧的强制包装。

[TypeCoerce](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TypeCoerce" \o "sqlalchemy.sql.expression.TypeCoerce) supplies the [expression.type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce) function; see that function for usage details.

TypeCoerce提供expression.type\_coerce() 函数; 请参阅该功能的使用细节。

*Changed in version 1.1:*The [type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce) function now produces a persistent [TypeCoerce](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TypeCoerce" \o "sqlalchemy.sql.expression.TypeCoerce) wrapper object rather than translating the given object in place.

在版本1.1中更改：type\_coerce() 函数现在生成一个持久的TypeCoerce包装器对象，而不是将给定对象翻译到位。

**See also**

[expression.type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce)

**\_\_init\_\_**(*expression*, *type\_*)

Construct a new [TypeCoerce](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TypeCoerce" \o "sqlalchemy.sql.expression.TypeCoerce) object.

This constructor is mirrored as a public API function; see [type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce) for a full usage and argument description.

该构造函数作为公共API函数进行镜像; 有关完整的用法和参数描述，请参阅type\_coerce() 。

*class*sqlalchemy.sql.operators.**custom\_op**(*opstring*, *precedence=0*, *is\_comparison=False*, *natural\_self\_precedent=False*, *eager\_grouping=False*)

Represent a 'custom' operator.

表示“自定义”运算符。

[custom\_op](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.custom_op" \o "sqlalchemy.sql.operators.custom_op) is normally instantitated when the [ColumnOperators.op()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.op" \o "sqlalchemy.sql.operators.ColumnOperators.op) method is used to create a custom operator callable. The class can also be used directly when programmatically constructing expressions. E.g. to represent the "factorial" operation:

当使用ColumnOperators.op() 方法创建自定义操作符callable时，custom\_op通常被实例化。 该类也可以直接使用编程方式构造表达式。 例如。 代表“阶乘”操作：

**from** **sqlalchemy.sql** **import** UnaryExpression

**from** **sqlalchemy.sql** **import** operators

**from** **sqlalchemy** **import** Numeric

unary = UnaryExpression(table.c.somecolumn,

modifier=operators.custom\_op("!"),

type\_=Numeric)

*class*sqlalchemy.sql.operators.**Operators**

Base of comparison and logical operators.

比较基础和逻辑运算符。

Implements base methods [operate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.operate" \o "sqlalchemy.sql.operators.Operators.operate) and [reverse\_operate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.reverse_operate" \o "sqlalchemy.sql.operators.Operators.reverse_operate), as well as [\_\_and\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.__and__" \o "sqlalchemy.sql.operators.Operators.__and__), [\_\_or\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.__or__" \o "sqlalchemy.sql.operators.Operators.__or__), [\_\_invert\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.__invert__" \o "sqlalchemy.sql.operators.Operators.__invert__).

实现基本方法operate() 和reverse\_operate() ，以及\_\_and \_\_() ，\_\_or \_\_() ，\_\_invert \_\_() 。

Usually is used via its most common subclass [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators).

通常通过其最常见的子类ColumnOperators使用。

**\_\_and\_\_**(*other*)

Implement the & operator.

When used with SQL expressions, results in an AND operation, equivalent to [and\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.and_" \o "sqlalchemy.sql.expression.and_), that is:

当与SQL表达式一起使用时，会导致AND操作，等效于and\_() ，即：

a & b

is equivalent to:

**from** **sqlalchemy** **import** and\_and\_(a, b)

Care should be taken when using & regarding operator precedence; the & operator has the highest precedence. The operands should be enclosed in parenthesis if they contain further sub expressions:

使用＆关于运算符优先时应注意; ＆运算符具有最高优先级。 操作数应包含在括号中，如果它们包含进一步的子表达式：

(a == 2) & (b == 4)

**\_\_invert\_\_**()

Implement the ~ operator.

实现〜运算符。

When used with SQL expressions, results in a NOT operation, equivalent to [not\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.not_" \o "sqlalchemy.sql.expression.not_), that is:

当与SQL表达式一起使用时，会导致NOT操作，相当于not\_() ，即：

~a

is equivalent to:

**from** **sqlalchemy** **import** not\_not\_(a)

**\_\_or\_\_**(*other*)

Implement the | operator.

实施|运营商。

When used with SQL expressions, results in an OR operation, equivalent to [or\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.or_" \o "sqlalchemy.sql.expression.or_), that is:

当与SQL表达式一起使用时，会导致OR操作，等效于or\_() ，即：

a | b

is equivalent to:

**from** **sqlalchemy** **import** or\_or\_(a, b)

Care should be taken when using | regarding operator precedence; the | operator has the highest precedence. The operands should be enclosed in parenthesis if they contain further sub expressions:

使用|时请注意 关于运营商优先;该| 运营商具有最高优先级。 操作数应包含在括号中，如果它们包含进一步的子表达式：

(a == 2) | (b == 4)

**op**(*opstring*, *precedence=0*, *is\_comparison=False*)

produce a generic operator function.

产生通用的运算符函数。

e.g.:

somecolumn.op("\*")(5)

produces:

somecolumn \* 5

This function can also be used to make bitwise operators explicit. For example:

此功能也可用于使按位运算符显式。 例如：

somecolumn.op('&')(0xff)

is a bitwise AND of the value in somecolumn.

|  |  |
| --- | --- |
| **Parameters:** | * ****operator**** – a string which will be output as the infix operator between this element and the expression passed to the generated function.该字符串将作为该元素和传递给生成函数的表达式之间的中缀运算符输出。 * ****precedence –****precedence to apply to the operator, when parenthesizing expressions. A lower number will cause the expression to be parenthesized when applied against another operator with higher precedence. The default value of 0 is lower than all operators except for the comma (,) and AS operators. A value of 100 will be higher or equal to all operators, and -100 will be lower than or equal to all operators.优先级应用于运算符，括号中表达式。 较低的数字会导致表达式被对应于较高优先级的另一个运算符时被括号。 默认值为0，除逗号（，）和AS运算符之外的所有运算符都低。 值100将高于或等于所有运算符，-100将低于或等于所有运算符。   *New in version 0.8:*- added the 'precedence' argument.   * ****is\_comparison –****if True, the operator will be considered as a "comparison" operator, that is which evaluates to a boolean true/false value, like ==, >, etc. This flag should be set so that ORM relationships can establish that the operator is a comparison operator when used in a custom join condition.如果为True，则运算符将被视为“比较”运算符，即运算符的值为布尔值true / false，如==，>等。此标志应设置为使ORM关系可以确定运算符 一个比较运算符，用于自定义连接条件。   *New in version 0.9.2:*- added the [Operators.op.is\_comparison](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.op.params.is_comparison" \o "sqlalchemy.sql.operators.Operators.op) flag. |

**See also**

[Redefining and Creating New Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-operators)

[Using custom operators in join conditions](http://docs.sqlalchemy.org/en/rel_1_1/orm/join_conditions.html" \l "relationship-custom-operator)

**operate**(*op*, *\*other*, *\*\*kwargs*)

Operate on an argument.

操作参数。

This is the lowest level of operation, raises NotImplementedError by default.

这是最低级别的操作，默认情况下会引发NotImplementedError。

Overriding this on a subclass can allow common behavior to be applied to all operations. For example, overriding [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators) to apply func.lower() to the left and right side:

在子类上覆盖它可以允许将常见行为应用于所有操作。 例如，覆盖ColumnOperators以将func.lower() 应用于左侧和右侧：

**class** **MyComparator**(ColumnOperators):

**def** operate(self, op, other):

**return** op(func.lower(self), func.lower(other))

|  |  |
| --- | --- |
| **Parameters:** | * ****op**** – Operator callable. * ****\*other**** – the 'other' side of the operation. Will be a single scalar for most operations. * ****\*\*kwargs**** – modifiers. These may be passed by special operators such as ColumnOperators.contains(). |

**reverse\_operate**(*op*, *other*, *\*\*kwargs*)

Reverse operate on an argument.

Usage is the same as operate().

*class*sqlalchemy.sql.elements.**quoted\_name**

Bases: sqlalchemy.util.langhelpers.MemoizedSlots, \_\_builtin\_\_.unicode

Represent a SQL identifier combined with quoting preferences.

表示SQL标识符和引用偏好设置。

[quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name) is a Python unicode/str subclass which represents a particular identifier name along with a quote flag. This quote flag, when set to True or False, overrides automatic quoting behavior for this identifier in order to either unconditionally quote or to not quote the name. If left at its default of None, quoting behavior is applied to the identifier on a per-backend basis based on an examination of the token itself.

quoted\_name是一个Python unicode / str子类，它表示一个特定的标识符名称以及一个引号标志。此引号标志设置为True或False时，会覆盖此标识符的自动引用行为，以便无条件引用或不引用该名称。如果默认为“否”，则基于令牌本身的检查，每个后端将引用行为应用于该标识符。

A [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name) object with quote=True is also prevented from being modified in the case of a so-called "name normalize" option. Certain database backends, such as Oracle, Firebird, and DB2 "normalize" case-insensitive names as uppercase. The SQLAlchemy dialects for these backends convert from SQLAlchemy's lower-case-means-insensitive convention to the upper-case-means-insensitive conventions of those backends. The quote=True flag here will prevent this conversion from occurring to support an identifier that's quoted as all lower case against such a backend.

在所谓的“名称规范化”选项的情况下，也可以防止在引号= True的quoted\_name对象被修改。某些数据库后端（如Oracle，Firebird和DB2）将大小写不区分大小写的名称“归一化”。这些后端的SQLAlchemy方言将从SQLAlchemy的小写意义不敏感的约定转换为这些后端的大写无关的约定。这里的quote = True标志将阻止这种转换发生，以支持引用为所有小写的标识符对此后台。

The [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name) object is normally created automatically when specifying the name for key schema constructs such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), and others. The class can also be passed explicitly as the name to any function that receives a name which can be quoted. Such as to use the [Engine.has\_table()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.has_table" \o "sqlalchemy.engine.Engine.has_table) method with an unconditionally quoted name:

在指定关键模式构造的名称（如表，列等）时，通常会自动创建quoted\_name对象。该类也可以作为名称显式地传递给接收可引用的名称的任何函数。例如使用Engine.has\_table() 方法和无条件引用的名称：

**from** **sqlaclchemy** **import** create\_engine

**from** **sqlalchemy.sql.elements** **import** quoted\_name

engine = create\_engine("oracle+cx\_oracle://some\_dsn")

engine.has\_table(quoted\_name("some\_table", **True**))

The above logic will run the "has table" logic against the Oracle backend, passing the name exactly as "some\_table" without converting to upper case.

上述逻辑将对Oracle后端运行“has table”逻辑，将名称完全按“some\_table”传递，而不转换为大写。

*New in version 0.9.0.*

*class*sqlalchemy.sql.expression.**UnaryExpression**(*element*, *operator=None*, *modifier=None*, *type\_=None*, *negate=None*, *wraps\_column\_expression=False*)

Bases: [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Define a 'unary' expression.

定义“一元”表达。

A unary expression has a single column expression and an operator. The operator can be placed on the left (where it is called the 'operator') or right (where it is called the 'modifier') of the column expression.

一元表达式具有单列表达式和运算符。 操作符可以放置在列表达式的左侧（称为“操作符”）或右侧（称为“修饰符”））。

[UnaryExpression](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.UnaryExpression" \o "sqlalchemy.sql.expression.UnaryExpression) is the basis for several unary operators including those used by [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc), [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc), [distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.distinct" \o "sqlalchemy.sql.expression.distinct), [nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullsfirst" \o "sqlalchemy.sql.expression.nullsfirst) and [nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullslast" \o "sqlalchemy.sql.expression.nullslast).

UnaryExpression是几个一元运算符的基础，包括desc() ，asc() ，distinct() ，nullsfirst() 和nullslast() 所使用的运算符。

**compare**(*other*, *\*\*kw*)

Compare this [UnaryExpression](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.UnaryExpression" \o "sqlalchemy.sql.expression.UnaryExpression) against the given [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

将此UnaryExpression与给定的ClauseElement进行比较。

## 2.2 Selectables, Tables, FROM objects

The term "selectable" refers to any object that rows can be selected from; in SQLAlchemy, these objects descend from [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) and their distinguishing feature is their [FromClause.c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) attribute, which is a namespace of all the columns contained within the FROM clause (these elements are themselves [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)subclasses).

术语“可选择”是指可以选择行的任何对象; 在SQLAlchemy中，这些对象来自FromClause，它们的区别特征是它们的FromClause.c属性，它是FROM子句中包含的所有列的名称空间（这些元素本身是ColumnElement子类）。

sqlalchemy.sql.expression.**alias**(*selectable*, *name=None*, *flat=False*)

Return an [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) object.

返回Alias对象。

An [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) represents any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) with an alternate name assigned within SQL, typically using the AS clause when generated, e.g. SELECT \* FROMtable AS aliasname.

别名代表任何FromClause，并在SQL中分配一个备用名称，通常在生成时使用AS子句，例如。SELECT \* FROMtable AS aliasname的。

Similar functionality is available via the [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) method available on all [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) subclasses.

所有FromClause子类都可以使用alias() 方法提供类似的功能。

When an [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) is created from a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, this has the effect of the table being rendered as tablename AS aliasname in a SELECT statement.

当从一个表对象创建一个别名时，这样做会在SELECT语句中将该表的形式呈现为tablename AS aliasname。

For [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) objects, the effect is that of creating a named subquery, i.e. (select ...) AS aliasname.

对于select() 对象，效果是创建一个命名的子查询，即（选择...）AS别名。

The name parameter is optional, and provides the name to use in the rendered SQL. If blank, an "anonymous" name will be deterministically generated at compile time. Deterministic means the name is guaranteed to be unique against other constructs used in the same statement, and will also be the same name for each successive compilation of the same statement object.

name参数是可选的，并提供了在呈现的SQL中使用的名称。 如果为空，则在编译时将确定性地生成“匿名”名称。 确定性意味着该名称保证对于同一语句中使用的其他结构是唯一的，并且对于相同语句对象的每个连续编译也将是相同的名称。

|  |  |
| --- | --- |
| **Parameters:** | * ****selectable**** – any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) subclass, such as a table, select statement, etc. * ****name**** – string name to be assigned as the alias. If None, a name will be deterministically generated at compile time. * ****flat –****Will be passed through to if the given selectable is an instance of [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - see [Join.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join.alias" \o "sqlalchemy.sql.expression.Join.alias) for details.   *New in version 0.9.0.* |

sqlalchemy.sql.expression.**except\_**(*\*selects*, *\*\*kwargs*)

Return an EXCEPT of multiple selectables.

返回一个EXCEPT的多个可选项。

The returned object is an instance of [CompoundSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect" \o "sqlalchemy.sql.expression.CompoundSelect).

返回的对象是CompoundSelect的一个实例。

\*selects

a list of [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) instances.

\*\*kwargs

available keyword arguments are the same as those of [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select).

sqlalchemy.sql.expression.**except\_all**(*\*selects*, *\*\*kwargs*)

Return an EXCEPT ALL of multiple selectables.

返回一个除了所有的多个可选项。

The returned object is an instance of [CompoundSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect" \o "sqlalchemy.sql.expression.CompoundSelect).

返回的对象是复合选择的一个实例。

\*selects

a list of [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) instances.

\*\*kwargs

available keyword arguments are the same as those of [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select).

sqlalchemy.sql.expression.**exists**(*\*args*, *\*\*kwargs*)

Construct a new Exists against an existing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object.

根据现有的Select对象构造新的Exists。

Calling styles are of the following forms:

呼叫样式有以下形式：

*# use on an existing select()*

s = select([table.c.col1]).where(table.c.col2==5)s = exists(s)

*# construct a select() at once*

exists(['\*'], \*\*select\_arguments).where(criterion)

*# columns argument is optional, generates "EXISTS (SELECT \*)"# by default.*

exists().where(table.c.col2==5)

sqlalchemy.sql.expression.**intersect**(*\*selects*, *\*\*kwargs*)

Return an INTERSECT of multiple selectables.

The returned object is an instance of [CompoundSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect" \o "sqlalchemy.sql.expression.CompoundSelect).

\*selects

a list of [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) instances.

\*\*kwargs

available keyword arguments are the same as those of [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select).

sqlalchemy.sql.expression.**intersect\_all**(*\*selects*, *\*\*kwargs*)

Return an INTERSECT ALL of multiple selectables.

The returned object is an instance of [CompoundSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect" \o "sqlalchemy.sql.expression.CompoundSelect).

\*selects

a list of [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) instances.

\*\*kwargs

available keyword arguments are the same as those of [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select).

sqlalchemy.sql.expression.**join**(*left*, *right*, *onclause=None*, *isouter=False*, *full=False*)

Produce a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) object, given two [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) expressions.

E.g.:

j = join(user\_table, address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

Similar functionality is available given any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object (e.g. such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)) using the [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) method.

|  |  |
| --- | --- |
| **Parameters:** | * ****left**** – The left side of the join. * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full –****if True, render a FULL OUTER JOIN, instead of JOIN.   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) - method form, based on a given left side

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

sqlalchemy.sql.expression.**lateral**(*selectable*, *name=None*)

Return a [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) object.

返回一个横向对象。

[Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) is an [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) subclass that represents a subquery with the LATERAL keyword applied to it.

Lateral是一个Alias子类，表示使用了LATERAL关键字的子查询。

The special behavior of a LATERAL subquery is that it appears in the FROM clause of an enclosing SELECT, but may correlate to other FROM clauses of that SELECT. It is a special case of subquery only supported by a small number of backends, currently more recent PostgreSQL versions.

LATERAL子查询的特殊行为是它出现在封闭SELECT的FROM子句中，但可能与该SELECT的其他FROM子句相关。 这是一个特殊情况的子查询，只有少量的后端支持，目前更新的PostgreSQL版本。

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

sqlalchemy.sql.expression.**outerjoin**(*left*, *right*, *onclause=None*, *full=False*)

Return an OUTER JOIN clause element.

返回一个OUTER JOIN子句元素。

The returned object is an instance of [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join).

返回的对象是Join的一个实例。

Similar functionality is also available via the [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) method on any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

任何FromClause都可以通过outerjoin() 方法获得类似的功能。

|  |  |
| --- | --- |
| **Parameters:** | * ****left**** – The left side of the join. * ****right**** – The right side of the join. * ****onclause**** – Optional criterion for the ON clause, is derived from foreign key relationships established between left and right otherwise. |

To chain joins together, use the [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) or [FromClause.outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) methods on the resulting [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) object.

要将连接链接在一起，请在生成的Join对象上使用From Clause.join() 或From Clause.outer join() 方法。

sqlalchemy.sql.expression.**select**(*columns=None*, *whereclause=None*, *from\_obj=None*, *distinct=False*, *having=None*, *correlate=True*, *prefixes=None*, *suffixes=None*, *\*\*kwargs*)

Construct a new [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select).

构建新的选择。

Similar functionality is also available via the [FromClause.select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) method on any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

任何FromClause都可以通过FromClause.select() 方法获得类似的功能。

All arguments which accept [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) arguments also accept string arguments, which will be converted as appropriate into either [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) or [literal\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.literal_column" \o "sqlalchemy.sql.expression.literal_column) constructs.

接受ClauseElement参数的所有参数也接受字符串参数，这些参数将被适当转换为text() 或literal\_column() 结构。

**See also**

[Selecting](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "coretutorial-selecting) - Core Tutorial description of [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select).

|  |  |
| --- | --- |
| **Parameters:** | * ****columns –****A list of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) or [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) objects which will form the columns clause of the resulting statement. For those objects that are instances of[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) (typically [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) or [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) objects), the [FromClause.c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) collection is extracted to form a collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects.ColumnElement或FromClause对象的列表，它将形成结果语句的columns子句。 对于那些作为FromClause（通常为Table或Alias对象）的实例的对象，将提取FromClause.c集合以形成ColumnElement对象的集合。   This parameter will also accept [Text](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Text" \o "sqlalchemy.types.Text) constructs as given, as well as ORM-mapped classes.  此参数还将接受给定的文本结构以及ORM映射的类。  **Note**  The [select.columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample.select.params.columns" \o "sqlalchemy.sql.expression.TableSample.select) parameter is not available in the method form of [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select), e.g. [FromClause.select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select).  **See also**  [Select.column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.column" \o "sqlalchemy.sql.expression.Select.column)  [Select.with\_only\_columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.with_only_columns" \o "sqlalchemy.sql.expression.Select.with_only_columns)   * ****whereclause –****A [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) expression which will be used to form the WHERE clause. It is typically preferable to add WHERE criterion to an existing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) using method chaining with [Select.where()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.where" \o "sqlalchemy.sql.expression.Select.where).将用于形成WHERE子句的ClauseElement表达式。 通常优选将WHERE标准添加到使用Select.where() 链接的现有Select选择方法。   **See also**  [Select.where()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.where" \o "sqlalchemy.sql.expression.Select.where)   * ****from\_obj –****A list of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) objects which will be added to the FROM clause of the resulting statement. This is equivalent to calling [Select.select\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.select_from" \o "sqlalchemy.sql.expression.Select.select_from) using method chaining on an existing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object.将添加到结果语句的FROM子句的ClauseElement对象的列表。 这相当于使用现有Select对象上的方法链接调用Select.select\_from() 。   **See also**  [Select.select\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.select_from" \o "sqlalchemy.sql.expression.Select.select_from) - full description of explicit FROM clause specification.   * ****~~autocommit –~~****~~Deprecated. Use .execution\_options(autocommit=<True|False>) to set the autocommit option.~~   **~~See also~~**  ~~[Executable.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options)~~   * ****bind=None**** – an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) instance to which the resulting [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object will be bound. The [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object will otherwise automatically bind to whatever Connectable instances can be located within its contained [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) members.将生成的Select对象绑定到的引擎或连接实例。 否则，Select对象将自动绑定到其所包含的ClauseElement成员中的可连接实例。 * ****correlate=True –****indicates that this [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object should have its contained [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) elements "correlated" to an enclosing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object. It is typically preferable to specify correlations on an existing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) construct using [Select.correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate).表示此Select对象应具有包含的FromClause元素“相关”到封闭的Select对象。 通常最好使用Select.correlate() 对现有的Select构造指定相关性。   **See also**  [Select.correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate) - full description of correlation.   * ****distinct=False –****when True, applies a DISTINCT qualifier to the columns clause of the resulting statement.当为True时，将DISTINCT限定符应用于生成语句的columns子句。   The boolean argument may also be a column expression or list of column expressions - this is a special calling form which is understood by the PostgreSQL dialect to render the DISTINCT ON (<columns>) syntax.  布尔参数也可以是列表达式或列表达式列表 - 这是一个特殊的调用形式，PostgreSQL方言可以理解为呈现DISTINCT ON（<columns>）语法。  distinct is also available on an existing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object via the [distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.distinct" \o "sqlalchemy.sql.expression.Select.distinct) method.  **See also**  [Select.distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.distinct" \o "sqlalchemy.sql.expression.Select.distinct)   * ****for\_update=False –****~~when True, applies FOR UPDATE to the end of the resulting statement.~~   *~~Deprecated since version 0.9.0:~~*~~- use [Select.with\_for\_update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.with_for_update" \o "sqlalchemy.sql.expression.Select.with_for_update) to specify the structure of the FOR UPDATE clause.~~  ~~for\_update accepts various string values interpreted by specific backends, including:~~   * + ~~"read" - on MySQL, translates to LOCK IN SHARE MODE; on PostgreSQL, translates to FOR SHARE.~~   + ~~"nowait" - on PostgreSQL and Oracle, translates to FOR UPDATE NOWAIT.~~   + ~~"read\_nowait" - on PostgreSQL, translates to FOR SHARE NOWAIT.~~   **~~See also~~**  ~~[Select.with\_for\_update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.with_for_update" \o "sqlalchemy.sql.expression.Select.with_for_update) - improved API for specifying the FOR UPDATE clause.~~   * ****group\_by –****a list of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) objects which will comprise the GROUP BY clause of the resulting select. This parameter is typically specified more naturally using the [Select.group\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.group_by" \o "sqlalchemy.sql.expression.Select.group_by) method on an existing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select).一个ClauseElement对象的列表，它将包含所生成的select的GROUP BY子句。 此参数通常在现有Select上使用Select.group\_by() 方法更自然地指定。   **See also**  [Select.group\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.group_by" \o "sqlalchemy.sql.expression.Select.group_by)   * ****having –****a [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) that will comprise the HAVING clause of the resulting select when GROUP BY is used. This parameter is typically specified more naturally using the [Select.having()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.having" \o "sqlalchemy.sql.expression.Select.having) method on an existing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select).当使用GROUP BY时，将包含结果选择的HAVING子句的条款元素。 通常在现有Select上使用Select.having() 方法更自然地指定此参数。   **See also**  [Select.having()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.having" \o "sqlalchemy.sql.expression.Select.having)   * ****limit=None –****a numerical value which usually renders as a LIMIT expression in the resulting select. Backends that don't support LIMIT will attempt to provide similar functionality. This parameter is typically specified more naturally using the [Select.limit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.limit" \o "sqlalchemy.sql.expression.Select.limit) method on an existing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select).通常在所得选择中呈现为LIMIT表达式的数值。 不支持LIMIT的后端将尝试提供类似的功能。 通常使用现有Select中的Select.limit() 方法更自然地指定此参数。   **See also**  [Select.limit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.limit" \o "sqlalchemy.sql.expression.Select.limit)   * ****offset=None –****a numeric value which usually renders as an OFFSET expression in the resulting select. Backends that don't support OFFSET will attempt to provide similar functionality. This parameter is typically specified more naturally using the [Select.offset()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.offset" \o "sqlalchemy.sql.expression.Select.offset) method on an existing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select).一个通常在结果选择中呈现为OFFSET表达式的数值。 不支持OFFSET的后端将尝试提供类似的功能。 通常使用现有Select中的Select.offset() 方法更自然地指定此参数。   **See also**  [Select.offset()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.offset" \o "sqlalchemy.sql.expression.Select.offset)   * ****order\_by –****a scalar or list of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) objects which will comprise the ORDER BY clause of the resulting select. This parameter is typically specified more naturally using the [Select.order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.order_by" \o "sqlalchemy.sql.expression.Select.order_by) method on an existing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select).一个标量或ClauseElement对象的列表，它将包含所得到的选择的ORDER BY子句。 通常使用现有Select中的Select.order\_by() 方法更自然地指定此参数。   **See also**  [Select.order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.order_by" \o "sqlalchemy.sql.expression.Select.order_by)   * ****use\_labels=False –****when True, the statement will be generated using labels for each column in the columns clause, which qualify each column with its parent table's (or aliases) name so that name conflicts between columns in different tables don't occur. The format of the label is <tablename>\_<column>. The "c" collection of the resulting [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object will use these names as well for targeting column members.当为True时，将使用columns子句中每列的标签生成该语句，该列用于将每个列与其父表（或别名）的名称进行限定，以使不同表中的列之间的名称冲突。 标签的格式为<tablename> \_ <column>。 所产生的Select对象的“c”集合也将使用这些名称来定位列成员。   This parameter can also be specified on an existing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object using the [Select.apply\_labels()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.apply_labels" \o "sqlalchemy.sql.expression.Select.apply_labels) method.  **See also**  [Select.apply\_labels()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.apply_labels" \o "sqlalchemy.sql.expression.Select.apply_labels) |

sqlalchemy.sql.expression.**subquery**(*alias*, *\*args*, *\*\*kwargs*)

Return an [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) object derived from a [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select).

name

alias name

\*args, \*\*kwargs

all other arguments are delivered to the [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) function.

sqlalchemy.sql.expression.**table**(*name*, *\*columns*)

Produce a new [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause).

生成一个新的TableClause。

The object returned is an instance of [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause), which represents the "syntactical" portion of the schema-level [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object. It may be used to construct lightweight table constructs.

返回的对象是TableClause的一个实例，它表示模式级Table对象的“语法”部分。 它可以用于构造轻量级表构造。

*Changed in version 1.0.0:*[expression.table()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.table" \o "sqlalchemy.sql.expression.table) can now be imported from the plain sqlalchemy namespace like any other SQL element.

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – Name of the table. * ****columns**** – A collection of [expression.column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) constructs. |

sqlalchemy.sql.expression.**tablesample**(*selectable*, *sampling*, *name=None*, *seed=None*)

Return a [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) object.

[TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) is an [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) subclass that represents a table with the TABLESAMPLE clause applied to it. [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) is also available from the [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) class via the [FromClause.tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) method.

TableSample是一个Alias子类，用于表示应用了TABLESAMPLE子句的表。 也可以通过FromClause.tablesample() 方法从FromClause类获得tablesample() 。

The TABLESAMPLE clause allows selecting a randomly selected approximate percentage of rows from a table. It supports multiple sampling methods, most commonly BERNOULLI and SYSTEM.

TABLESAMPLE子句允许从表中选择一个随机选择的大约百分比行。 它支持多种采样方式，最常见的是BERNOULLI和SYSTEM。

e.g.:

**from** **sqlalchemy** **import** func

selectable = people.tablesample(

func.bernoulli(1),

name='alias',

seed=func.random())stmt = select([selectable.c.people\_id])

Assuming people with a column people\_id, the above statement would render as:

SELECT alias.people\_id FROMpeople AS alias TABLESAMPLE bernoulli(:bernoulli\_1)REPEATABLE (random())

*New in version 1.1.*

|  |  |
| --- | --- |
| **Parameters:** | * ****sampling**** – a float percentage between 0 and 100 or [functions.Function](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.Function" \o "sqlalchemy.sql.functions.Function). * ****name**** – optional alias name * ****seed**** – any real-valued SQL expression. When specified, the REPEATABLE sub-clause is also rendered. |

sqlalchemy.sql.expression.**union**(*\*selects*, *\*\*kwargs*)

Return a UNION of multiple selectables.

返回一个UNION的多个可选项。

The returned object is an instance of [CompoundSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect" \o "sqlalchemy.sql.expression.CompoundSelect).

返回的对象是CompoundSelect的一个实例。

A similar [union()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.union" \o "sqlalchemy.sql.expression.union) method is available on all [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) subclasses.

所有FromClause子类都可以使用类似的union() 方法。

\*selects

a list of [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) instances.

\*\*kwargs

available keyword arguments are the same as those of [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select).

sqlalchemy.sql.expression.**union\_all**(*\*selects*, *\*\*kwargs*)

Return a UNION ALL of multiple selectables.

返回多个可选项的UNION ALL。

The returned object is an instance of [CompoundSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect" \o "sqlalchemy.sql.expression.CompoundSelect).

返回的对象是复合选择的一个实例。

A similar [union\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.union_all" \o "sqlalchemy.sql.expression.union_all) method is available on all [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) subclasses.

所有From Clause子类都可以使用类似的union\_all() 方法。

\*selects

a list of [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) instances.

\*\*kwargs

available keyword arguments are the same as those of [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select).

*class*sqlalchemy.sql.expression.**Alias**(*selectable*, *name=None*)

Bases: [sqlalchemy.sql.expression.FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Represents an table or selectable alias (AS).

表示表或可选别名（AS）。

Represents an alias, as typically applied to any table or sub-select within a SQL statement using the AS keyword (or without the keyword on certain databases such as Oracle).

表示一个别名，通常应用于任何表，或使用AS关键字（或在某些数据库（如Oracle）上没有关键字）的SQL语句中进行子选择。

This object is constructed from the [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) module level function as well as the [FromClause.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) method available on all [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) subclasses.

该对象由alias() 模块级别函数以及所有FromClause子类中可用的FromClause.alias() 方法构成。

**alias**(*name=None*, *flat=False*)

*inherited from the* [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return an alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

返回此FromClause的别名。

This is shorthand for calling:

这是调用的简写：

**from** **sqlalchemy** **import** alias

a = alias(self, name=name)

See [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) for details.

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias.columns" \o "sqlalchemy.sql.expression.Alias.columns) attribute.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

由此FromClause维护的基于命名的ColumnElement对象集合。

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias.columns" \o "sqlalchemy.sql.expression.Alias.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias.c" \o "sqlalchemy.sql.expression.Alias.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

列或c集合是使用表格绑定或其他可选择绑定列构建SQL表达式的网关：

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

将此条款元素与给定的条款元素进行比较。

Subclasses should override the default behavior, which is a straight identity comparison.

子类应该覆盖默认行为，这是一个直接的身份比较。

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

\*\* kw是由subclass compare() 方法消耗的参数，可用于修改比较条件。（见ColumnElement）

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

返回值是一个编译对象。 对返回的值调用str() 或unicode() 将产生结果的字符串表示形式。 Compiled对象还可以使用params访问器返回绑定参数名称和值的字典。

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其获取编译的引擎或连接。 这个参数优先于这个ClauseElement的绑定引擎（如果有的话）。 * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered.用于INSERT和UPDATE语句，应在编译语句的VALUES子句中存在列名称列表。 如果为None，则会渲染目标表对象中的所有列。 * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其中获取编译的方言实例。 此参数优先于bind参数以及此ClauseElement的绑定引擎（如果有）。 * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column.用于INSERT语句，对于不支持新生成的主键列的内联检索的方言，将强制用于创建新主键值的表达式在INSERT语句的VALUES子句中内联呈现。 这通常是指Sequence执行，但也可以指与主键Column相关联的任何服务器端默认生成函数。 * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:在所有“访问”方法中将附加参数的可选字典传递给编译器。 例如，这允许将任何自定义标志传递到自定义编译构造。 它也用于通过literal\_binds标志的情况：   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**~~count~~**~~(~~*~~whereclause=None~~*~~,~~*~~\*\*params~~*~~)~~

*~~inherited from the~~*~~[count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count)~~*~~method of~~*~~[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)~~

~~return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).~~

*~~Deprecated since version 1.1:~~*~~FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.~~

~~The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:~~

~~row\_count = conn.scalar(~~

~~select([func.count('\*')]).select\_from(table))~~

**~~See also~~**

~~[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)~~

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

返回此FromClause引用的ForeignKey对象的集合。

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).   *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.params" \o "sqlalchemy.sql.expression.ClauseElement.params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

**>>>** clause = column('x') + bindparam('foo')

**>>>** print clause.compile().params{'foo':None}

**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**select**(*whereclause=None*, *\*\*params*)

*inherited from the* [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

*class*sqlalchemy.sql.expression.**CompoundSelect**(*keyword*, *\*selects*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.expression.GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

Forms the basis of UNION, UNION ALL, and other

SELECT-based set operations.

**See also**

[union()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.union" \o "sqlalchemy.sql.expression.union)

[union\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.union_all" \o "sqlalchemy.sql.expression.union_all)

[intersect()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.intersect" \o "sqlalchemy.sql.expression.intersect)

[intersect\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.intersect_all" \o "sqlalchemy.sql.expression.intersect_all)

except()

[except\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.except_all" \o "sqlalchemy.sql.expression.except_all)

**alias**(*name=None*, *flat=False*)

*inherited from the* [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return an alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

This is shorthand for calling:

**from** **sqlalchemy** **import** aliasa = alias(self, name=name)

See [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) for details.

**append\_group\_by**(*\*clauses*)

*inherited from the* [append\_group\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.append_group_by" \o "sqlalchemy.sql.expression.GenerativeSelect.append_group_by) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

Append the given GROUP BY criterion applied to this selectable.

The criterion will be appended to any pre-existing GROUP BY criterion.

This is an ****in-place**** mutation method; the [group\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.group_by" \o "sqlalchemy.sql.expression.GenerativeSelect.group_by) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

附加给该可选择的给定GROUP BY标准。

该标准将附加到任何预先存在的GROUP BY标准。

这是一种就地突变方法; group\_by() 方法是首选的，因为它提供了标准的方法链接。

**append\_order\_by**(*\*clauses*)

*inherited from the* [append\_order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.append_order_by" \o "sqlalchemy.sql.expression.GenerativeSelect.append_order_by) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

Append the given ORDER BY criterion applied to this selectable.

The criterion will be appended to any pre-existing ORDER BY criterion.

This is an ****in-place**** mutation method; the [order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.order_by" \o "sqlalchemy.sql.expression.GenerativeSelect.order_by) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

附加适用于该可选择的给定ORDER BY标准。

该标准将附加到任何预先存在的ORDER BY标准。

这是一种就地突变方法; order\_by() 方法是首选的，因为它提供了标准的方法链接。

**apply\_labels**()

*inherited from the* [apply\_labels()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.apply_labels" \o "sqlalchemy.sql.expression.GenerativeSelect.apply_labels) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

return a new selectable with the 'use\_labels' flag set to True.

返回一个新的可选项，将'use\_labels'标志设置为True。

This will result in column expressions being generated using labels against their table name, such as "SELECT somecolumn AS tablename\_somecolumn". This allows selectables which contain multiple FROM clauses to produce a unique set of column names regardless of name conflicts among the individual FROM clauses.

这将导致使用与其表名称相关的标签生成列表达式，例如"SELECT somecolumn AS tablename\_somecolumn"。 这允许包含多个FROM子句的可选项生成一组唯一的列名称，而不管各个FROM子句之间是否有冲突。

**as\_scalar**()

*inherited from the* [as\_scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.as_scalar" \o "sqlalchemy.sql.expression.SelectBase.as_scalar) *method of* [SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)

return a 'scalar' representation of this selectable, which can be used as a column expression.

返回此可选择的"标量"表示，可用作列表达式。

Typically, a select statement which has only one column in its columns clause is eligible to be used as a scalar expression.

通常，在其column子句中只有一列的select语句有资格用作标量表达式。

The returned object is an instance of [ScalarSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.ScalarSelect" \o "sqlalchemy.sql.expression.ScalarSelect).

返回的对象是ScalarSelect的一个实例。

**~~autocommit~~**~~()~~

*~~inherited from the~~*~~[autocommit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.autocommit" \o "sqlalchemy.sql.expression.SelectBase.autocommit)~~*~~method of~~*~~[SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)~~

~~return a new selectable with the 'autocommit' flag set to True.~~

*~~Deprecated since version 0.6:~~*~~autocommit() is deprecated.~~ Use [Executable.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) with the 'autocommit' flag.

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect.columns" \o "sqlalchemy.sql.expression.CompoundSelect.columns) attribute.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect.columns" \o "sqlalchemy.sql.expression.CompoundSelect.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect.c" \o "sqlalchemy.sql.expression.CompoundSelect.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其获取编译的引擎或连接。 这个参数优先于这个ClauseElement的绑定引擎（如果有的话）。 * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered.用于INSERT和UPDATE语句，应在编译语句的VALUES子句中存在列名称列表。 如果为None，则会渲染目标表对象中的所有列 * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其中获取编译的方言实例。 此参数优先于bind参数以及此ClauseElement的绑定引擎（如果有）。 * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column.用于INSERT语句，对于不支持新生成的主键列的内联检索的方言，将强制用于创建新主键值的表达式在INSERT语句的VALUES子句中内联呈现。 这通常是指Sequence执行，但也可以指与主键Column相关联的任何服务器端默认生成函数。 * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:在所有"访问"方法中将附加参数的可选字典传递给编译器。 例如，这允许将任何自定义标志传递到自定义编译构造。 它也用于通过literal\_binds标志的情况：   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**count**(*whereclause=None*, *\*\*params*)

*inherited from the* [count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

*Deprecated since version 1.1:*FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.

The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:

row\_count = conn.scalar(

select([func.count('\*')]).select\_from(table))

**See also**

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

**cte**(*name=None*, *recursive=False*)

*inherited from the* [cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte) *method of* [HasCTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE" \o "sqlalchemy.sql.expression.HasCTE)

Return a new [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE), or Common Table Expression instance.

返回一个新的CTE或Common Table Expression实例。

Common table expressions are a SQL standard whereby SELECT statements can draw upon secondary statements specified along with the primary statement, using a clause called "WITH". Special semantics regarding UNION can also be employed to allow "recursive" queries, where a SELECT statement can draw upon the set of rows that have previously been selected.

公用表表达式是一种SQL标准，其中SELECT语句可以使用一个称为"WITH"的子句来使用主语句指定的辅助语句。 还可以使用有关UNION的特殊语义来允许"递归"查询，其中SELECT语句可以对先前已选择的行集合进行绘制。

CTEs can also be applied to DML constructs UPDATE, INSERT and DELETE on some databases, both as a source of CTE rows when combined with RETURNING, as well as a consumer of CTE rows.

CTE还可以应用于某些数据库上的DML构造UPDATE，INSERT和DELETE，作为与RETURNING组合的CTE行的源，以及CTE行的使用者。

SQLAlchemy detects [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE) objects, which are treated similarly to [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) objects, as special elements to be delivered to the FROM clause of the statement as well as to a WITH clause at the top of the statement.

SQLAlchemy检测到与Alias对象类似的CTE对象作为要传递到语句的FROM子句的特殊元素以及语句顶部的WITH子句。

*Changed in version 1.1:*Added support for UPDATE/INSERT/DELETE as CTE, CTEs added to UPDATE/INSERT/DELETE.

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – name given to the common table expression. Like \_FromClause.alias(), the name can be left as None in which case an anonymous symbol will be used at query compile time. * ****recursive**** – if True, will render WITH RECURSIVE. A recursive common table expression is intended to be used in conjunction with UNION ALL in order to derive rows from those already selected. |

The following examples include two from PostgreSQL's documentation at <http://www.postgresql.org/docs/current/static/queries-with.html>, as well as additional examples.

Example 1, non recursive:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

orders = Table('orders', metadata,

Column('region', String),

Column('amount', Integer),

Column('product', String),

Column('quantity', Integer))

regional\_sales = select([

orders.c.region,

func.sum(orders.c.amount).label('total\_sales')

]).group\_by(orders.c.region).cte("regional\_sales")

top\_regions = select([regional\_sales.c.region]).\

where(

regional\_sales.c.total\_sales >

select([

func.sum(regional\_sales.c.total\_sales)/10

])

).cte("top\_regions")

statement = select([

orders.c.region,

orders.c.product,

func.sum(orders.c.quantity).label("product\_units"),

func.sum(orders.c.amount).label("product\_sales")

]).where(orders.c.region.in\_(

select([top\_regions.c.region])

)).group\_by(orders.c.region, orders.c.product)

result = conn.execute(statement).fetchall()

Example 2, WITH RECURSIVE:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

parts = Table('parts', metadata,

Column('part', String),

Column('sub\_part', String),

Column('quantity', Integer),)

included\_parts = select([

parts.c.sub\_part,

parts.c.part,

parts.c.quantity]).\

where(parts.c.part=='our part').\

cte(recursive=**True**)

incl\_alias = included\_parts.alias()parts\_alias = parts.alias()included\_parts = included\_parts.union\_all(

select([

parts\_alias.c.sub\_part,

parts\_alias.c.part,

parts\_alias.c.quantity

]).

where(parts\_alias.c.part==incl\_alias.c.sub\_part))

statement = select([

included\_parts.c.sub\_part,

func.sum(included\_parts.c.quantity).

label('total\_quantity')

]).\

group\_by(included\_parts.c.sub\_part)

result = conn.execute(statement).fetchall()

Example 3, an upsert using UPDATE and INSERT with CTEs:

**from** **datetime** **import** date**from** **sqlalchemy** **import** (MetaData, Table, Column, Integer,

Date, select, literal, and\_, exists)

metadata = MetaData()

visitors = Table('visitors', metadata,

Column('product\_id', Integer, primary\_key=**True**),

Column('date', Date, primary\_key=**True**),

Column('count', Integer),)

*# add 5 visitors for the product\_id == 1*product\_id = 1day = date.today()count = 5

update\_cte = (

visitors.update()

.where(and\_(visitors.c.product\_id == product\_id,

visitors.c.date == day))

.values(count=visitors.c.count + count)

.returning(literal(1))

.cte('update\_cte'))

upsert = visitors.insert().from\_select(

[visitors.c.product\_id, visitors.c.date, visitors.c.count],

select([literal(product\_id), literal(day), literal(count)])

.where(~exists(update\_cte.select())))

connection.execute(upsert)

**See also**

[orm.query.Query.cte()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.cte" \o "sqlalchemy.orm.query.Query.cte) - ORM version of [HasCTE.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte).

**description**

*inherited from the* [description](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.description" \o "sqlalchemy.sql.expression.FromClause.description) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

a brief description of this FromClause.

Used primarily for error message formatting.

**execute**(*\*multiparams*, *\*\*params*)

*inherited from the* [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable).

**execution\_options**(*\*\*kw*)

*inherited from the* [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Set non-SQL options for the statement which take effect during execution.

为执行期间生效的语句设置非SQL选项。

Execution options can be set on a per-statement or per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis. Additionally, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and ORM [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) objects provide access to execution options which they in turn configure upon connections.

可以在每个语句或每个连接的基础上设置执行选项。 此外，引擎和ORM查询对象提供对执行选项的访问，它们在连接时依次配置。

The [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect.execution_options" \o "sqlalchemy.sql.expression.CompoundSelect.execution_options) method is generative. A new instance of this statement is returned that contains the options:

execution\_options() 方法是生成的。 此语句的新实例将返回，其中包含以下选项：

statement = select([table.c.x, table.c.y])statement = statement.execution\_options(autocommit=**True**)

Note that only a subset of possible execution options can be applied to a statement - these include "autocommit" and "stream\_results", but not "isolation\_level" or "compiled\_cache". See [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) for a full list of possible options.

请注意，只有一个可能的执行选项的子集可以应用于一个语句 - 这些包括"autocommit"和"stream\_results"，而不是"isolation\_level"或"compiled\_cache"。 有关可能的选项的完整列表，请参阅Connection.execution\_options() 。

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)

[Query.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.execution_options" \o "sqlalchemy.orm.query.Query.execution_options)

**for\_update**

*inherited from the* [for\_update](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.for_update" \o "sqlalchemy.sql.expression.GenerativeSelect.for_update) *attribute of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

Provide legacy dialect support for the for\_update attribute.

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

**group\_by**(*\*clauses*)

*inherited from the* [group\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.group_by" \o "sqlalchemy.sql.expression.GenerativeSelect.group_by) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

return a new selectable with the given list of GROUP BY criterion applied.

The criterion will be appended to any pre-existing GROUP BY criterion.

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class.联合的右边; 这是任何FromClause对象，如Table对象，也可以是可选择兼容的对象，如ORM映射类。 * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship.表示连接的ON子句的SQL表达式。 如果保持为None，则FromClause.join() 将根据外键关系尝试加入这两个表。 * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).   *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**label**(*name*)

*inherited from the* [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.label" \o "sqlalchemy.sql.expression.SelectBase.label) *method of* [SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)

return a 'scalar' representation of this selectable, embedded as a subquery with a label.返回此可选择的“标量”表示，作为具有标签的子查询嵌入。

**See also**

[as\_scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.as_scalar" \o "sqlalchemy.sql.expression.SelectBase.as_scalar).

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

返回此FromClause的LATERAL别名。

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

返回值是由顶级横向() 函数提供的横向结构。

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**limit**(*limit*)

*inherited from the* [limit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.limit" \o "sqlalchemy.sql.expression.GenerativeSelect.limit) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

return a new selectable with the given LIMIT criterion applied.

使用给定的LIMIT标准返回新的可选择。

This is a numerical value which usually renders as a LIMIT expression in the resulting select. Backends that don't support LIMIT will attempt to provide similar functionality.

这是一个数值，通常在结果选择中呈现为一个LIMIT表达式。 不支持LIMIT的后端将尝试提供类似的功能。

*Changed in version 1.0.0:*- [Select.limit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.limit" \o "sqlalchemy.sql.expression.Select.limit) can now accept arbitrary SQL expressions as well as integer values.

|  |  |
| --- | --- |
| **Parameters:** | ****limit**** – an integer LIMIT parameter, or a SQL expression that provides an integer result. |

**offset**(*offset*)

*inherited from the* [offset()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.offset" \o "sqlalchemy.sql.expression.GenerativeSelect.offset) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

return a new selectable with the given OFFSET criterion applied.

使用给定的OFFSET标准返回新的可选择。

This is a numeric value which usually renders as an OFFSET expression in the resulting select. Backends that don't support OFFSET will attempt to provide similar functionality.

这是一个数值，通常在结果选择中呈现为OFFSET表达式。 不支持OFFSET的后端将尝试提供类似的功能。

*Changed in version 1.0.0:*- [Select.offset()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.offset" \o "sqlalchemy.sql.expression.Select.offset) can now accept arbitrary SQL expressions as well as integer values.

|  |  |
| --- | --- |
| **Parameters:** | ****offset**** – an integer OFFSET parameter, or a SQL expression that provides an integer result. |

**order\_by**(*\*clauses*)

*inherited from the* [order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.order_by" \o "sqlalchemy.sql.expression.GenerativeSelect.order_by) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

return a new selectable with the given list of ORDER BY criterion applied.

The criterion will be appended to any pre-existing ORDER BY criterion.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.params" \o "sqlalchemy.sql.expression.ClauseElement.params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

**>>>** clause = column('x') + bindparam('foo')

**>>>** print clause.compile().params{'foo':None}

**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**scalar**(*\*multiparams*, *\*\*params*)

*inherited from the* [scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.scalar" \o "sqlalchemy.sql.expression.Executable.scalar) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), returning the result's scalar representation.

**select**(*whereclause=None*, *\*\*params*)

*inherited from the* [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

**with\_for\_update**(*nowait=False*, *read=False*, *of=None*, *skip\_locked=False*, *key\_share=False*)

*inherited from the* [with\_for\_update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.with_for_update" \o "sqlalchemy.sql.expression.GenerativeSelect.with_for_update) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

Specify a FOR UPDATE clause for this [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect).

E.g.:

stmt = select([table]).with\_for\_update(nowait=**True**)

On a database like PostgreSQL or Oracle, the above would render a statement like:

SELECT table.a, table.b FROM table FOR UPDATE NOWAIT

on other backends, the nowait option is ignored and instead would produce:

SELECT table.a, table.b FROM table FOR UPDATE

When called with no arguments, the statement will render with the suffix FOR UPDATE. Additional arguments can then be provided which allow for common database-specific variants.

|  |  |
| --- | --- |
| **Parameters:** | * ****nowait**** – boolean; will render FOR UPDATE NOWAIT on Oracle and PostgreSQL dialects. * ****read**** – boolean; will render LOCK IN SHARE MODE on MySQL, FOR SHARE on PostgreSQL. On PostgreSQL, when combined with nowait, will render FOR SHARE NOWAIT. * ****of**** – SQL expression or list of SQL expression elements (typically [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects or a compatible expression) which will render into a FOR UPDATEOF clause; supported by PostgreSQL and Oracle. May render as a table or as a column depending on backend. * ****skip\_locked –****boolean, will render FOR UPDATE SKIP LOCKED on Oracle and PostgreSQL dialects or FOR SHARE SKIP LOCKED if read=True is also specified.   *New in version 1.1.0.*   * ****key\_share –****boolean, will render FOR NO KEY UPDATE, or if combined with read=True will render FOR KEY SHARE, on the PostgreSQL dialect.   *New in version 1.1.0.* |

*class*sqlalchemy.sql.expression.**CTE**(*selectable*, *name=None*, *recursive=False*, *\_cte\_alias=None*, *\_restates=frozenset([])*, *\_suffixes=None*)

Bases: sqlalchemy.sql.expression.Generative, [sqlalchemy.sql.expression.HasSuffixes](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasSuffixes" \o "sqlalchemy.sql.expression.HasSuffixes), [sqlalchemy.sql.expression.Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias)

Represent a Common Table Expression.

The [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE) object is obtained using the [SelectBase.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.cte" \o "sqlalchemy.sql.expression.SelectBase.cte) method from any selectable. See that method for complete examples.

*New in version 0.7.6.*

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE.columns" \o "sqlalchemy.sql.expression.CTE.columns) attribute.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE.columns" \o "sqlalchemy.sql.expression.CTE.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE.c" \o "sqlalchemy.sql.expression.CTE.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered. * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column.用于INSERT语句，对于不支持新生成的主键列的内联检索的方言，将强制用于创建新主键值的表达式在INSERT语句的VALUES子句中内联呈现。 这通常是指Sequence执行，但也可以指与主键Column相关联的任何服务器端默认生成函数。 * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:在所有"访问"方法中将附加参数的可选字典传递给编译器。 例如，这允许将任何自定义标志传递到自定义编译构造。 它也用于通过literal\_binds标志的情况：   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**~~count~~**~~(~~*~~whereclause=None~~*~~,~~*~~\*\*params~~*~~)~~

*~~inherited from the~~*~~[count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count)~~*~~method of~~*~~[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)~~

~~return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).~~

*~~Deprecated since version 1.1:~~*~~FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected.~~ Please use an appropriate func.count() expression directly.

The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use of func.count() should be preferred:

该函数针对表的主键中的第一列或整个表中的第一列生成COUNT。 显式使用func.count()应该是首选的：

row\_count = conn.scalar(

select([func.count('\*')]).select\_from(table))

**See also**

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

返回此FromClause引用的ForeignKey对象的集合。

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

从这个[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)返回一个[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)到另一个[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)。

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class.联合的右边; 这是任何[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)对象，如[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)对象，也可以是可选择兼容的对象，如ORM映射类。 * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).   *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

返回此[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)的LATERAL别名。

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

返回值是由顶级[lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral)函数提供的[Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral)结构。

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

将从[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)返回一个[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)到另一个[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)，“isouter”标志设置为True。

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

以上相当于：

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class.联合的右边; 这是任何FromClause对象，如Table对象，也可以是可选择兼容的对象，如ORM映射类。 * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship.表示连接的ON子句的SQL表达式。 如果保持为None，则FromClause.join() 将根据外键关系尝试加入这两个表。 * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.如果为True，则呈现FULL OUTER JOIN，而不是LEFT OUTER JOIN。   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.params" \o "sqlalchemy.sql.expression.ClauseElement.params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

返回一个带有[bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam)元素的副本。

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

使用从指定字典取得的值替换[bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam)元素返回此ClauseElement的副本：

**>>>** clause = column('x') + bindparam('foo')

**>>>** print clause.compile().params{'foo':None}

**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

返回构成此FromClause主键的Column对象的集合。

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**select**(*whereclause=None*, *\*\*params*)

*inherited from the* [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**suffix\_with**(*\*expr*, *\*\*kw*)

*inherited from the* [suffix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasSuffixes.suffix_with" \o "sqlalchemy.sql.expression.HasSuffixes.suffix_with) *method of* [HasSuffixes](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasSuffixes" \o "sqlalchemy.sql.expression.HasSuffixes)

Add one or more expressions following the statement as a whole.

This is used to support backend-specific suffix keywords on certain constructs.

E.g.:

stmt = select([col1, col2]).cte().suffix\_with(

"cycle empno set y\_cycle to 1 default 0", dialect="oracle")

Multiple suffixes can be specified by multiple calls to [suffix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE.suffix_with" \o "sqlalchemy.sql.expression.CTE.suffix_with).

|  |  |
| --- | --- |
| **Parameters:** | * ****\*expr**** – textual or [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) construct which will be rendered following the target clause. * ****\*\*kw**** – A single keyword 'dialect' is accepted. This is an optional string dialect name which will limit rendering of this suffix to only that dialect. |

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

*class*sqlalchemy.sql.expression.**Executable**

Bases: sqlalchemy.sql.expression.Generative

Mark a ClauseElement as supporting execution.

[Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable) is a superclass for all "statement" types of objects, including [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select), [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.delete" \o "sqlalchemy.sql.expression.delete), [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update), [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.insert" \o "sqlalchemy.sql.expression.insert), [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text).

**bind**

Returns the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) to which this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable) is bound, or None if none found.

This is a traversal which checks locally, then checks among the "from" clauses of associated objects until a bound engine or connection is found.

**execute**(*\*multiparams*, *\*\*params*)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable).

**execution\_options**(*\*\*kw*)

Set non-SQL options for the statement which take effect during execution.

Execution options can be set on a per-statement or per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis. Additionally, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and ORM [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) objects provide access to execution options which they in turn configure upon connections.

The [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) method is generative. A new instance of this statement is returned that contains the options:

statement = select([table.c.x, table.c.y])statement = statement.execution\_options(autocommit=**True**)

Note that only a subset of possible execution options can be applied to a statement - these include "autocommit" and "stream\_results", but not "isolation\_level" or "compiled\_cache". See [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) for a full list of possible options.

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)

[Query.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.execution_options" \o "sqlalchemy.orm.query.Query.execution_options)

**scalar**(*\*multiparams*, *\*\*params*)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), returning the result's scalar representation.

*class*sqlalchemy.sql.expression.**FromClause**

Bases: [sqlalchemy.sql.expression.Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable)

Represent an element that can be used within the FROM clause of a SELECT statement.

The most common forms of [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) are the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and the [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs. Key features common to all [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) objects include:

* a [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) collection, which provides per-name access to a collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects.
* a [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) attribute, which is a collection of all those [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects that indicate the primary\_key flag.
* Methods to generate various derivations of a "from" clause, including [FromClause.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias), [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join), [FromClause.select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select).

**alias**(*name=None*, *flat=False*)

return an alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

This is shorthand for calling:

**from** **sqlalchemy** **import** aliasa = alias(self, name=name)

See [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) for details.

**c**

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) attribute.

**columns**

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

select([mytable]).where(mytable.c.somecolumn == 5)

**correspond\_on\_equivalents**(*column*, *equivalents*)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

**corresponding\_column**(*column*, *require\_embedded=False*)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**count**(*whereclause=None*, *\*\*params*)

return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

*Deprecated since version 1.1:*FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.

The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:

row\_count = conn.scalar(

select([func.count('\*')]).select\_from(table))

**See also**

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

**description**

a brief description of this FromClause.

Used primarily for error message formatting.

**foreign\_keys**

Return the collection of ForeignKey objects which this FromClause references.

**is\_derived\_from**(*fromclause*)

Return True if this FromClause is 'derived' from the given FromClause.

An example would be an Alias of a Table is derived from that Table.

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full**** –   if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).  *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**lateral**(*name=None*)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**outerjoin**(*right*, *onclause=None*, *full=False*)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**primary\_key**

Return the collection of Column objects which comprise the primary key of this FromClause.

**replace\_selectable**(*old*, *alias*)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**schema***= None*

Define the 'schema' attribute for this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

This is typically None for most objects except that of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), where it is taken as the value of the [Table.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.schema" \o "sqlalchemy.schema.Table) argument.

**select**(*whereclause=None*, *\*\*params*)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**tablesample**(*sampling*, *name=None*, *seed=None*)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

*class*sqlalchemy.sql.expression.**GenerativeSelect**(*use\_labels=False*, *for\_update=False*, *limit=None*, *offset=None*, *order\_by=None*, *group\_by=None*, *bind=None*, *autocommit=None*)

Bases: [sqlalchemy.sql.expression.SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)

Base class for SELECT statements where additional elements can be added.

This serves as the base for [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) and [CompoundSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect" \o "sqlalchemy.sql.expression.CompoundSelect) where elements such as ORDER BY, GROUP BY can be added and column rendering can be controlled. Compare to [TextAsFrom](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom" \o "sqlalchemy.sql.expression.TextAsFrom), which, while it subclasses [SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase) and is also a SELECT construct, represents a fixed textual string which cannot be altered at this level, only wrapped as a subquery.

*New in version 0.9.0:*[GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect) was added to provide functionality specific to [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) and [CompoundSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect" \o "sqlalchemy.sql.expression.CompoundSelect) while allowing [SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase) to be used for other SELECT-like objects, e.g. [TextAsFrom](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom" \o "sqlalchemy.sql.expression.TextAsFrom).

**alias**(*name=None*, *flat=False*)

*inherited from the* [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return an alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

This is shorthand for calling:

**from** **sqlalchemy** **import** aliasa = alias(self, name=name)

See [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) for details.

**append\_group\_by**(*\*clauses*)

Append the given GROUP BY criterion applied to this selectable.

The criterion will be appended to any pre-existing GROUP BY criterion.

This is an ****in-place**** mutation method; the [group\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.group_by" \o "sqlalchemy.sql.expression.GenerativeSelect.group_by) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

**append\_order\_by**(*\*clauses*)

Append the given ORDER BY criterion applied to this selectable.

The criterion will be appended to any pre-existing ORDER BY criterion.

This is an ****in-place**** mutation method; the [order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.order_by" \o "sqlalchemy.sql.expression.GenerativeSelect.order_by) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

**apply\_labels**()

return a new selectable with the 'use\_labels' flag set to True.

This will result in column expressions being generated using labels against their table name, such as "SELECT somecolumn AS tablename\_somecolumn". This allows selectables which contain multiple FROM clauses to produce a unique set of column names regardless of name conflicts among the individual FROM clauses.

**as\_scalar**()

*inherited from the* [as\_scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.as_scalar" \o "sqlalchemy.sql.expression.SelectBase.as_scalar) *method of* [SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)

return a 'scalar' representation of this selectable, which can be used as a column expression.

Typically, a select statement which has only one column in its columns clause is eligible to be used as a scalar expression.

The returned object is an instance of [ScalarSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.ScalarSelect" \o "sqlalchemy.sql.expression.ScalarSelect).

**~~autocommit~~**~~()~~

*~~inherited from the~~*~~[autocommit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.autocommit" \o "sqlalchemy.sql.expression.SelectBase.autocommit)~~*~~method of~~*~~[SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)~~

~~return a new selectable with the 'autocommit' flag set to True.~~

*~~Deprecated since version 0.6:~~*~~autocommit() is deprecated.~~ Use [Executable.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) with the 'autocommit' flag.

**bind**

*inherited from the* [bind](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.bind" \o "sqlalchemy.sql.expression.Executable.bind) *attribute of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Returns the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) to which this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable) is bound, or None if none found.

返回此可执行文件绑定到的引擎或连接，否则返回无。

This is a traversal which checks locally, then checks among the "from" clauses of associated objects until a bound engine or connection is found.

这是一个在本地进行检查的遍历，然后在相关对象的“从”子句之间进行检查，直到找到绑定的引擎或连接。

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.columns" \o "sqlalchemy.sql.expression.GenerativeSelect.columns) attribute.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

由此FromClause维护的基于命名的ColumnElement对象集合。

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.columns" \o "sqlalchemy.sql.expression.GenerativeSelect.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.c" \o "sqlalchemy.sql.expression.GenerativeSelect.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

列或c集合是使用表格绑定或其他可选择绑定列构建SQL表达式的网关：

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

将此条款元素与给定的条款元素进行比较。

Subclasses should override the default behavior, which is a straight identity comparison.

子类应该覆盖默认行为，这是一个直接的身份比较。

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

\*\* kw是由subclass compare() 方法消耗的参数，可用于修改比较条件。（见ColumnElement）

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

编译此SQL表达式。

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

返回值是一个编译对象。 对返回的值调用str() 或unicode() 将产生结果的字符串表示形式。 Compiled对象还可以使用params访问器返回绑定参数名称和值的字典。

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其获取编译的引擎或连接。 这个参数优先于这个ClauseElement的绑定引擎（如果有的话）。 * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered.用于INSERT和UPDATE语句，应在编译语句的VALUES子句中存在列名称列表。 如果为None，则会渲染目标表对象中的所有列 * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其中获取编译的方言实例。 此参数优先于bind参数以及此ClauseElement的绑定引擎（如果有）。 * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column.用于INSERT语句，对于不支持新生成的主键列的内联检索的方言，将强制用于创建新主键值的表达式在INSERT语句的VALUES子句中内联呈现。 这通常是指Sequence执行，但也可以指与主键Column相关联的任何服务器端默认生成函数。 * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:在所有"访问"方法中将附加参数的可选字典传递给编译器。 例如，这允许将任何自定义标志传递到自定义编译构造。 它也用于通过literal\_binds标志的情况：   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.返回给定列的对应列，或者如果None在给定字典中搜索匹配。

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.给定一个ColumnElement，通过一个共同的祖先列从该可选择返回导出的ColumnElement对象，该对象与该原始列相对应。

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**~~count~~**~~(~~*~~whereclause=None~~*~~,~~*~~\*\*params~~*~~)~~

*~~inherited from the~~*~~[count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count)~~*~~method of~~*~~[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)~~

~~return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).~~

*~~Deprecated since version 1.1:~~*~~FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.~~

~~The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:~~

~~row\_count = conn.scalar(~~

~~select([func.count('\*')]).select\_from(table))~~

**~~See also~~**

~~[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)~~

**cte**(*name=None*, *recursive=False*)

*inherited from the* [cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte) *method of* [HasCTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE" \o "sqlalchemy.sql.expression.HasCTE)

Return a new [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE), or Common Table Expression instance.

返回一个新的CTE或Common Table Expression实例。

Common table expressions are a SQL standard whereby SELECT statements can draw upon secondary statements specified along with the primary statement, using a clause called "WITH". Special semantics regarding UNION can also be employed to allow "recursive" queries, where a SELECT statement can draw upon the set of rows that have previously been selected.

公用表表达式是一种SQL标准，其中SELECT语句可以使用一个称为"WITH"的子句来使用主语句指定的辅助语句。 还可以使用有关UNION的特殊语义来允许"递归"查询，其中SELECT语句可以对先前已选择的行集合进行绘制。

CTEs can also be applied to DML constructs UPDATE, INSERT and DELETE on some databases, both as a source of CTE rows when combined with RETURNING, as well as a consumer of CTE rows.

CTE还可以应用于某些数据库上的DML构造UPDATE，INSERT和DELETE，作为与RETURNING组合的CTE行的源，以及CTE行的使用者。

SQLAlchemy detects [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE) objects, which are treated similarly to [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) objects, as special elements to be delivered to the FROM clause of the statement as well as to a WITH clause at the top of the statement.

SQLAlchemy检测到与Alias对象类似的CTE对象作为要传递到语句的FROM子句的特殊元素以及语句顶部的WITH子句。

*Changed in version 1.1:*Added support for UPDATE/INSERT/DELETE as CTE, CTEs added to UPDATE/INSERT/DELETE.

在版本1.1中更改：添加对UPDATE / INSERT / DELETE作为CTE的支持，CTE添加到UPDATE / INSERT / DELETE。

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – name given to the common table expression. Like \_FromClause.alias(), the name can be left as None in which case an anonymous symbol will be used at query compile time. * ****recursive**** – if True, will render WITH RECURSIVE. A recursive common table expression is intended to be used in conjunction with UNION ALL in order to derive rows from those already selected. |

The following examples include two from PostgreSQL's documentation at <http://www.postgresql.org/docs/current/static/queries-with.html>, as well as additional examples.

Example 1, non recursive:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

orders = Table('orders', metadata,

Column('region', String),

Column('amount', Integer),

Column('product', String),

Column('quantity', Integer))

regional\_sales = select([

orders.c.region,

func.sum(orders.c.amount).label('total\_sales')

]).group\_by(orders.c.region).cte("regional\_sales")

top\_regions = select([regional\_sales.c.region]).\

where(

regional\_sales.c.total\_sales >

select([

func.sum(regional\_sales.c.total\_sales)/10

])

).cte("top\_regions")

statement = select([

orders.c.region,

orders.c.product,

func.sum(orders.c.quantity).label("product\_units"),

func.sum(orders.c.amount).label("product\_sales")

]).where(orders.c.region.in\_(

select([top\_regions.c.region])

)).group\_by(orders.c.region, orders.c.product)

result = conn.execute(statement).fetchall()

Example 2, WITH RECURSIVE:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

parts = Table('parts', metadata,

Column('part', String),

Column('sub\_part', String),

Column('quantity', Integer),)

included\_parts = select([

parts.c.sub\_part,

parts.c.part,

parts.c.quantity]).\

where(parts.c.part=='our part').\

cte(recursive=**True**)

incl\_alias = included\_parts.alias()parts\_alias = parts.alias()included\_parts = included\_parts.union\_all(

select([

parts\_alias.c.sub\_part,

parts\_alias.c.part,

parts\_alias.c.quantity

]).

where(parts\_alias.c.part==incl\_alias.c.sub\_part))

statement = select([

included\_parts.c.sub\_part,

func.sum(included\_parts.c.quantity).

label('total\_quantity')

]).\

group\_by(included\_parts.c.sub\_part)

result = conn.execute(statement).fetchall()

Example 3, an upsert using UPDATE and INSERT with CTEs:

**from** **datetime** **import** date

**from** **sqlalchemy** **import** (MetaData, Table, Column, Integer,

Date, select, literal, and\_, exists)

metadata = MetaData()

visitors = Table('visitors', metadata,

Column('product\_id', Integer, primary\_key=**True**),

Column('date', Date, primary\_key=**True**),

Column('count', Integer),)

*# add 5 visitors for the product\_id == 1*product\_id = 1day = date.today()count = 5

update\_cte = (

visitors.update()

.where(and\_(visitors.c.product\_id == product\_id,

visitors.c.date == day))

.values(count=visitors.c.count + count)

.returning(literal(1))

.cte('update\_cte'))

upsert = visitors.insert().from\_select(

[visitors.c.product\_id, visitors.c.date, visitors.c.count],

select([literal(product\_id), literal(day), literal(count)])

.where(~exists(update\_cte.select())))

connection.execute(upsert)

**See also**

[orm.query.Query.cte()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.cte" \o "sqlalchemy.orm.query.Query.cte) - ORM version of [HasCTE.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte).

**description**

*inherited from the* [description](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.description" \o "sqlalchemy.sql.expression.FromClause.description) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

a brief description of this FromClause.

Used primarily for error message formatting.

**execute**(*\*multiparams*, *\*\*params*)

*inherited from the* [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable).

**execution\_options**(*\*\*kw*)

*inherited from the* [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Set non-SQL options for the statement which take effect during execution.

Execution options can be set on a per-statement or per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis. Additionally, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and ORM [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) objects provide access to execution options which they in turn configure upon connections.

The [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.execution_options" \o "sqlalchemy.sql.expression.GenerativeSelect.execution_options) method is generative. A new instance of this statement is returned that contains the options:

statement = select([table.c.x, table.c.y])statement = statement.execution\_options(autocommit=**True**)

Note that only a subset of possible execution options can be applied to a statement - these include "autocommit" and "stream\_results", but not "isolation\_level" or "compiled\_cache". See [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) for a full list of possible options.

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)

[Query.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.execution_options" \o "sqlalchemy.orm.query.Query.execution_options)

**for\_update**

Provide legacy dialect support for the for\_update attribute.

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.get_children" \o "sqlalchemy.sql.expression.ClauseElement.get_children) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return immediate child elements of this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

返回此ClauseElement的即时子元素。

This is used for visit traversal.

这用于访问遍历。

\*\*kwargs may contain flags that change the collection that is returned, for example to return a subset of items in order to cut down on larger traversals, or to return child items from a different context (such as schema-level collections instead of clause-level).

\*\* kwargs可能包含改变所返回的集合的标志，例如返回一个子集，以减少较大的遍历，或从不同的上下文返回子项（如模式级集合而不是子句） -水平）。

**group\_by**(*\*clauses*)

return a new selectable with the given list of GROUP BY criterion applied.

The criterion will be appended to any pre-existing GROUP BY criterion.

**is\_derived\_from**(*fromclause*)

*inherited from the* [is\_derived\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.is_derived_from" \o "sqlalchemy.sql.expression.FromClause.is_derived_from) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return True if this FromClause is 'derived' from the given FromClause.

An example would be an Alias of a Table is derived from that Table.

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).   *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**label**(*name*)

*inherited from the* [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.label" \o "sqlalchemy.sql.expression.SelectBase.label) *method of* [SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)

return a 'scalar' representation of this selectable, embedded as a subquery with a label.

**See also**

[as\_scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.as_scalar" \o "sqlalchemy.sql.expression.SelectBase.as_scalar).

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**limit**(*limit*)

return a new selectable with the given LIMIT criterion applied.

This is a numerical value which usually renders as a LIMIT expression in the resulting select. Backends that don't support LIMIT will attempt to provide similar functionality.

*Changed in version 1.0.0:*- [Select.limit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.limit" \o "sqlalchemy.sql.expression.Select.limit) can now accept arbitrary SQL expressions as well as integer values.

|  |  |
| --- | --- |
| **Parameters:** | ****limit**** – an integer LIMIT parameter, or a SQL expression that provides an integer result. |

**offset**(*offset*)

return a new selectable with the given OFFSET criterion applied.

This is a numeric value which usually renders as an OFFSET expression in the resulting select. Backends that don't support OFFSET will attempt to provide similar functionality.

*Changed in version 1.0.0:*- [Select.offset()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.offset" \o "sqlalchemy.sql.expression.Select.offset) can now accept arbitrary SQL expressions as well as integer values.

|  |  |
| --- | --- |
| **Parameters:** | ****offset**** – an integer OFFSET parameter, or a SQL expression that provides an integer result. |

**order\_by**(*\*clauses*)

return a new selectable with the given list of ORDER BY criterion applied.

The criterion will be appended to any pre-existing ORDER BY criterion.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.params" \o "sqlalchemy.sql.expression.ClauseElement.params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

**>>>** clause = column('x') + bindparam('foo')

**>>>** print clause.compile().params{'foo':None}

**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**scalar**(*\*multiparams*, *\*\*params*)

*inherited from the* [scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.scalar" \o "sqlalchemy.sql.expression.Executable.scalar) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), returning the result's scalar representation.

**select**(*whereclause=None*, *\*\*params*)

*inherited from the* [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**self\_group**(*against=None*)

*inherited from the* [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.self_group" \o "sqlalchemy.sql.expression.ClauseElement.self_group) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Apply a 'grouping' to this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

对此ClauseElement应用"分组"。

This method is overridden by subclasses to return a "grouping" construct, i.e. parenthesis. In particular it's used by "binary" expressions to provide a grouping around themselves when placed into a larger expression, as well as by [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs when placed into the FROM clause of another [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select). (Note that subqueries should be normally created using the [Select.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.alias" \o "sqlalchemy.sql.expression.Select.alias) method, as many platforms require nested SELECT statements to be named).

这个方法被子类覆盖，以返回一个"分组"结构，即括号。 特别地，它被"二进制"表达式用于在放入更大的表达式时以及通过将select() 结构放入另一个select() 的FROM子句时围绕它们进行分组。 （请注意，通常使用Select.alias() 方法创建子查询，因为许多平台需要嵌套的SELECT语句来命名）。

As expressions are composed together, the application of [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.self_group" \o "sqlalchemy.sql.expression.GenerativeSelect.self_group) is automatic - end-user code should never need to use this method directly. Note that SQLAlchemy's clause constructs take operator precedence into account - so parenthesis might not be needed, for example, in an expression like x OR (y AND z) - AND takes precedence over OR.

由于表达式组合在一起，self\_group() 的应用是自动的 - 最终用户代码不应该直接使用这种方法。 请注意，SQLAlchemy的子句构造考虑到运算符优先级，因此可能不需要括号，例如，在像x OR（y AND z）之类的表达式中，AND优先于OR。

The base [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.self_group" \o "sqlalchemy.sql.expression.GenerativeSelect.self_group) method of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) just returns self.

ClauseElement的基本self\_group() 方法只返回自身。

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

**with\_for\_update**(*nowait=False*, *read=False*, *of=None*, *skip\_locked=False*, *key\_share=False*)

Specify a FOR UPDATE clause for this [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect).

E.g.:

stmt = select([table]).with\_for\_update(nowait=**True**)

On a database like PostgreSQL or Oracle, the above would render a statement like:

SELECT table.a, table.b FROM table FOR UPDATE NOWAIT

on other backends, the nowait option is ignored and instead would produce:

SELECT table.a, table.b FROM table FOR UPDATE

When called with no arguments, the statement will render with the suffix FOR UPDATE. Additional arguments can then be provided which allow for common database-specific variants.

当没有参数调用时，该语句将以后缀FOR UPDATE呈现。 然后可以提供其他参数，这些参数允许常见的数据库特定变体。

|  |  |
| --- | --- |
| **Parameters:** | * ****nowait**** – boolean; will render FOR UPDATE NOWAIT on Oracle and PostgreSQL dialects. * ****read**** – boolean; will render LOCK IN SHARE MODE on MySQL, FOR SHARE on PostgreSQL. On PostgreSQL, when combined with nowait, will render FOR SHARE NOWAIT. * ****of**** – SQL expression or list of SQL expression elements (typically [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects or a compatible expression) which will render into a FOR UPDATEOF clause; supported by PostgreSQL and Oracle. May render as a table or as a column depending on backend. * ****skip\_locked –****boolean, will render FOR UPDATE SKIP LOCKED on Oracle and PostgreSQL dialects or FOR SHARE SKIP LOCKED if read=True is also specified.   *New in version 1.1.0.*   * ****key\_share –****boolean, will render FOR NO KEY UPDATE, or if combined with read=True will render FOR KEY SHARE, on the PostgreSQL dialect.   *New in version 1.1.0.* |

*class*sqlalchemy.sql.expression.**HasCTE**

Mixin that declares a class to include CTE support.

*New in version 1.1.*

**cte**(*name=None*, *recursive=False*)

Return a new [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE), or Common Table Expression instance.

返回一个新的CTE或Common Table Expression实例。

Common table expressions are a SQL standard whereby SELECT statements can draw upon secondary statements specified along with the primary statement, using a clause called "WITH". Special semantics regarding UNION can also be employed to allow "recursive" queries, where a SELECT statement can draw upon the set of rows that have previously been selected.

公用表表达式是一种SQL标准，其中SELECT语句可以使用一个称为"WITH"的子句来使用主语句指定的辅助语句。 还可以使用有关UNION的特殊语义来允许"递归"查询，其中SELECT语句可以对先前已选择的行集合进行绘制。

CTEs can also be applied to DML constructs UPDATE, INSERT and DELETE on some databases, both as a source of CTE rows when combined with RETURNING, as well as a consumer of CTE rows.

CTE还可以应用于某些数据库上的DML构造UPDATE，INSERT和DELETE，作为与RETURNING组合的CTE行的源，以及CTE行的使用者。

SQLAlchemy detects [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE) objects, which are treated similarly to [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) objects, as special elements to be delivered to the FROM clause of the statement as well as to a WITH clause at the top of the statement.

SQLAlchemy检测到与Alias对象类似的CTE对象作为要传递到语句的FROM子句的特殊元素以及语句顶部的WITH子句。

*Changed in version 1.1:*Added support for UPDATE/INSERT/DELETE as CTE, CTEs added to UPDATE/INSERT/DELETE.

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – name given to the common table expression. Like \_FromClause.alias(), the name can be left as None in which case an anonymous symbol will be used at query compile time. * ****recursive**** – if True, will render WITH RECURSIVE. A recursive common table expression is intended to be used in conjunction with UNION ALL in order to derive rows from those already selected. |

The following examples include two from PostgreSQL's documentation at <http://www.postgresql.org/docs/current/static/queries-with.html>, as well as additional examples.

Example 1, non recursive:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

orders = Table('orders', metadata,

Column('region', String),

Column('amount', Integer),

Column('product', String),

Column('quantity', Integer))

regional\_sales = select([

orders.c.region,

func.sum(orders.c.amount).label('total\_sales')

]).group\_by(orders.c.region).cte("regional\_sales")

top\_regions = select([regional\_sales.c.region]).\

where(

regional\_sales.c.total\_sales >

select([

func.sum(regional\_sales.c.total\_sales)/10

])

).cte("top\_regions")

statement = select([

orders.c.region,

orders.c.product,

func.sum(orders.c.quantity).label("product\_units"),

func.sum(orders.c.amount).label("product\_sales")

]).where(orders.c.region.in\_(

select([top\_regions.c.region])

)).group\_by(orders.c.region, orders.c.product)

result = conn.execute(statement).fetchall()

Example 2, WITH RECURSIVE:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

parts = Table('parts', metadata,

Column('part', String),

Column('sub\_part', String),

Column('quantity', Integer),)

included\_parts = select([

parts.c.sub\_part,

parts.c.part,

parts.c.quantity]).\

where(parts.c.part=='our part').\

cte(recursive=**True**)

incl\_alias = included\_parts.alias()parts\_alias = parts.alias()included\_parts = included\_parts.union\_all(

select([

parts\_alias.c.sub\_part,

parts\_alias.c.part,

parts\_alias.c.quantity

]).

where(parts\_alias.c.part==incl\_alias.c.sub\_part))

statement = select([

included\_parts.c.sub\_part,

func.sum(included\_parts.c.quantity).

label('total\_quantity')

]).\

group\_by(included\_parts.c.sub\_part)

result = conn.execute(statement).fetchall()

Example 3, an upsert using UPDATE and INSERT with CTEs:

**from** **datetime** **import** date**from** **sqlalchemy** **import** (MetaData, Table, Column, Integer,

Date, select, literal, and\_, exists)

metadata = MetaData()

visitors = Table('visitors', metadata,

Column('product\_id', Integer, primary\_key=**True**),

Column('date', Date, primary\_key=**True**),

Column('count', Integer),)

*# add 5 visitors for the product\_id == 1*product\_id = 1day = date.today()count = 5

update\_cte = (

visitors.update()

.where(and\_(visitors.c.product\_id == product\_id,

visitors.c.date == day))

.values(count=visitors.c.count + count)

.returning(literal(1))

.cte('update\_cte'))

upsert = visitors.insert().from\_select(

[visitors.c.product\_id, visitors.c.date, visitors.c.count],

select([literal(product\_id), literal(day), literal(count)])

.where(~exists(update\_cte.select())))

connection.execute(upsert)

**See also**

[orm.query.Query.cte()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.cte" \o "sqlalchemy.orm.query.Query.cte) - ORM version of [HasCTE.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte).

*class*sqlalchemy.sql.expression.**HasPrefixes**

**prefix\_with**(*\*expr*, *\*\*kw*)

Add one or more expressions following the statement keyword, i.e. SELECT, INSERT, UPDATE, or DELETE. Generative.

This is used to support backend-specific prefix keywords such as those provided by MySQL.

E.g.:

stmt = table.insert().prefix\_with("LOW\_PRIORITY", dialect="mysql")

Multiple prefixes can be specified by multiple calls to [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes.prefix_with" \o "sqlalchemy.sql.expression.HasPrefixes.prefix_with).

|  |  |
| --- | --- |
| **Parameters:** | * ****\*expr**** – textual or [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) construct which will be rendered following the INSERT, UPDATE, or DELETE keyword. * ****\*\*kw**** – A single keyword 'dialect' is accepted. This is an optional string dialect name which will limit rendering of this prefix to only that dialect. |

*class*sqlalchemy.sql.expression.**HasSuffixes**

**suffix\_with**(*\*expr*, *\*\*kw*)

Add one or more expressions following the statement as a whole.

This is used to support backend-specific suffix keywords on certain constructs.

E.g.:

stmt = select([col1, col2]).cte().suffix\_with(

"cycle empno set y\_cycle to 1 default 0", dialect="oracle")

Multiple suffixes can be specified by multiple calls to [suffix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasSuffixes.suffix_with" \o "sqlalchemy.sql.expression.HasSuffixes.suffix_with).

|  |  |
| --- | --- |
| **Parameters:** | * ****\*expr**** – textual or [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) construct which will be rendered following the target clause. * ****\*\*kw**** – A single keyword 'dialect' is accepted. This is an optional string dialect name which will limit rendering of this suffix to only that dialect. |

*class*sqlalchemy.sql.expression.**Join**(*left*, *right*, *onclause=None*, *isouter=False*, *full=False*)

Bases: [sqlalchemy.sql.expression.FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

represent a JOIN construct between two [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) elements.

The public constructor function for [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) is the module-level [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) function, as well as the [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) method of any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) (e.g. such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)).

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join)

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

**\_\_init\_\_**(*left*, *right*, *onclause=None*, *isouter=False*, *full=False*)

Construct a new [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join).

The usual entrypoint here is the [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) function or the [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) method of any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object.

**alias**(*name=None*, *flat=False*)

return an alias of this [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join).

The default behavior here is to first produce a SELECT construct from this [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join), then to produce an [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) from that. So given a join of the form:

j = table\_a.join(table\_b, table\_a.c.id == table\_b.c.a\_id)

The JOIN by itself would look like:

table\_a JOIN table\_b ON table\_a.id = table\_b.a\_id

Whereas the alias of the above, j.alias(), would in a SELECT context look like:

(SELECT table\_a.id AS table\_a\_id, table\_b.id AS table\_b\_id,

table\_b.a\_id AS table\_b\_a\_id

FROM table\_a

JOIN table\_b ON table\_a.id = table\_b.a\_id) AS anon\_1

The equivalent long-hand form, given a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) object j, is:

**from** **sqlalchemy** **import** select, alias

j = alias(

select([j.left, j.right]).\

select\_from(j).\

with\_labels(**True**).\

correlate(**False**),

name=name)

The selectable produced by [Join.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join.alias" \o "sqlalchemy.sql.expression.Join.alias) features the same columns as that of the two individual selectables presented under a single name - the individual columns are "auto-labeled", meaning the .c. collection of the resulting [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) represents the names of the individual columns using a<tablename>\_<columname> scheme:

j.c.table\_a\_idj.c.table\_b\_a\_id

[Join.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join.alias" \o "sqlalchemy.sql.expression.Join.alias) also features an alternate option for aliasing joins which produces no enclosing SELECT and does not normally apply labels to the column names. The flat=True option will call [FromClause.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) against the left and right sides individually. Using this option, no new SELECT is produced; we instead, from a construct as below:

j = table\_a.join(table\_b, table\_a.c.id == table\_b.c.a\_id)j = j.alias(flat=**True**)

we get a result like this:

table\_a AS table\_a\_1 JOIN table\_b AS table\_b\_1 ONtable\_a\_1.id = table\_b\_1.a\_id

The flat=True argument is also propagated to the contained selectables, so that a composite join such as:

j = table\_a.join(

table\_b.join(table\_c,

table\_b.c.id == table\_c.c.b\_id),

table\_b.c.a\_id == table\_a.c.id

).alias(flat=**True**)

Will produce an expression like:

table\_a AS table\_a\_1 JOIN (

table\_b AS table\_b\_1 JOIN table\_c AS table\_c\_1

ON table\_b\_1.id = table\_c\_1.b\_id) ON table\_a\_1.id = table\_b\_1.a\_id

The standalone [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) function as well as the base [FromClause.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) method also support the flat=True argument as a no-op, so that the argument can be passed to the alias() method of any selectable.

*New in version 0.9.0:*Added the flat=True option to create "aliases" of joins without enclosing inside of a SELECT subquery.

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – name given to the alias. * ****flat –****if True, produce an alias of the left and right sides of this [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) and return the join of those two selectables. This produces join expression that does not include an enclosing SELECT.   *New in version 0.9.0.* |

**See also**

[alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias)

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join.columns" \o "sqlalchemy.sql.expression.Join.columns) attribute.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join.columns" \o "sqlalchemy.sql.expression.Join.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join.c" \o "sqlalchemy.sql.expression.Join.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其获取编译的引擎或连接。 这个参数优先于这个ClauseElement的绑定引擎（如果有的话）。 * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered.用于INSERT和UPDATE语句，应在编译语句的VALUES子句中存在列名称列表。 如果为None，则会渲染目标表对象中的所有列。 * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其中获取编译的方言实例。 此参数优先于bind参数以及此ClauseElement的绑定引擎（如果有）。 * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column.用于INSERT语句，对于不支持新生成的主键列的内联检索的方言，将强制用于创建新主键值的表达式在INSERT语句的VALUES子句中内联呈现。 这通常是指Sequence执行，但也可以指与主键Column相关联的任何服务器端默认生成函数。 * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:在所有“访问”方法中将附加参数的可选字典传递给编译器。 例如，这允许将任何自定义标志传递到自定义编译构造。 它也用于通过literal\_binds标志的情况：   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

返回给定列的对应列，或者如果None在给定字典中搜索匹配。

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

给定一个ColumnElement，通过一个共同的祖先列从该可选择返回导出的ColumnElement对象，该对象与该原始列相对应。

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).如果给定的ColumnElement实际存在于此FromClause的子元素中，则只返回给定ColumnElement的相应列。 通常，如果它仅与此FromClause的一个导出列共享一个共同的祖先，则列将匹配。 |

**~~count~~**~~(~~*~~whereclause=None~~*~~,~~*~~\*\*params~~*~~)~~

*~~inherited from the~~*~~[count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count)~~*~~method of~~*~~[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)~~

~~return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).~~

*~~Deprecated since version 1.1:~~*~~FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.~~

~~The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:~~

~~row\_count = conn.scalar(~~

~~select([func.count('\*')]).select\_from(table))~~

**~~See also~~**

~~[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)~~

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)

stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class.联合的右边; 这是任何FromClause对象，如Table对象，也可以是可选择兼容的对象，如ORM映射类。 * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship.表示连接的ON子句的SQL表达式。 如果保持为None，则FromClause.join() 将根据外键关系尝试加入这两个表。 * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN.如果为True，则呈现LEFT OUTER JOIN，而不是JOIN。 * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).如果为True，则呈现FULL OUTER JOIN，而不是LEFT OUTER JOIN。意味着FromClause.join.isouter。   *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.params" \o "sqlalchemy.sql.expression.ClauseElement.params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

**>>>** clause = column('x') + bindparam('foo')

**>>>** print clause.compile().params{'foo':None}

**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**select**(*whereclause=None*, *\*\*kwargs*)

Create a [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) from this [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join).

The equivalent long-hand form, given a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) object j, is:

**from** **sqlalchemy** **import** select

j = select([j.left, j.right], \*\*kw).\

where(whereclause).\

select\_from(j)

|  |  |
| --- | --- |
| **Parameters:** | * ****whereclause**** – the WHERE criterion that will be sent to the [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) function * ****\*\*kwargs**** – all other kwargs are sent to the underlying [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) function. |

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

*class*sqlalchemy.sql.expression.**Lateral**(*selectable*, *name=None*)

Bases: [sqlalchemy.sql.expression.Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias)

Represent a LATERAL subquery.

This object is constructed from the [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) module level function as well as the [FromClause.lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) method available on all [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)subclasses.

While LATERAL is part of the SQL standard, curently only more recent PostgreSQL versions provide support for this keyword.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**alias**(*name=None*, *flat=False*)

*inherited from the* [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return an alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

This is shorthand for calling:

**from** **sqlalchemy** **import** alias

a = alias(self, name=name)

See [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) for details.

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral.columns" \o "sqlalchemy.sql.expression.Lateral.columns) attribute.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral.columns" \o "sqlalchemy.sql.expression.Lateral.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral.c" \o "sqlalchemy.sql.expression.Lateral.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered. * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column. * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:在所有“访问”方法中将附加参数的可选字典传递给编译器。 例如，这允许将任何自定义标志传递到自定义编译构造。 它也用于通过literal\_binds标志的情况：   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**count**(*whereclause=None*, *\*\*params*)

*inherited from the* [count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

*Deprecated since version 1.1:*FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.

The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:

row\_count = conn.scalar(

select([func.count('\*')]).select\_from(table))

**See also**

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM user

JOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).   *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.params" \o "sqlalchemy.sql.expression.ClauseElement.params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

**>>>** clause = column('x') + bindparam('foo')

**>>>** print clause.compile().params{'foo':None}

**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**select**(*whereclause=None*, *\*\*params*)

*inherited from the* [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

*class*sqlalchemy.sql.expression.**ScalarSelect**(*element*)

Bases: sqlalchemy.sql.expression.Generative, sqlalchemy.sql.expression.Grouping

**where**(*crit*)

Apply a WHERE clause to the SELECT statement referred to by this [ScalarSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.ScalarSelect" \o "sqlalchemy.sql.expression.ScalarSelect).

*class*sqlalchemy.sql.expression.**Select**(*columns=None*, *whereclause=None*, *from\_obj=None*, *distinct=False*, *having=None*, *correlate=True*, *prefixes=None*, *suffixes=None*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.expression.HasPrefixes](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes" \o "sqlalchemy.sql.expression.HasPrefixes), [sqlalchemy.sql.expression.HasSuffixes](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasSuffixes" \o "sqlalchemy.sql.expression.HasSuffixes), [sqlalchemy.sql.expression.GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

Represents a SELECT statement.

**\_\_init\_\_**(*columns=None*, *whereclause=None*, *from\_obj=None*, *distinct=False*, *having=None*, *correlate=True*, *prefixes=None*, *suffixes=None*, *\*\*kwargs*)

Construct a new [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object.

This constructor is mirrored as a public API function; see [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) for a full usage and argument description.

**alias**(*name=None*, *flat=False*)

*inherited from the* [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return an alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

This is shorthand for calling:

**from** **sqlalchemy** **import** alias

a = alias(self, name=name)

See [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) for details.

**append\_column**(*column*)

append the given column expression to the columns clause of this select() construct.

E.g.:

my\_select.append\_column(some\_table.c.new\_column)

This is an ****in-place**** mutation method; the [column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.column" \o "sqlalchemy.sql.expression.Select.column) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

See the documentation for [Select.with\_only\_columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.with_only_columns" \o "sqlalchemy.sql.expression.Select.with_only_columns) for guidelines on adding /replacing the columns of a [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object.

**append\_correlation**(*fromclause*)

append the given correlation expression to this select() construct.

This is an ****in-place**** mutation method; the [correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

**append\_from**(*fromclause*)

append the given FromClause expression to this select() construct's FROM clause.

This is an ****in-place**** mutation method; the [select\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.select_from" \o "sqlalchemy.sql.expression.Select.select_from) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

**append\_group\_by**(*\*clauses*)

*inherited from the* [append\_group\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.append_group_by" \o "sqlalchemy.sql.expression.GenerativeSelect.append_group_by) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

Append the given GROUP BY criterion applied to this selectable.

The criterion will be appended to any pre-existing GROUP BY criterion.

This is an ****in-place**** mutation method; the [group\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.group_by" \o "sqlalchemy.sql.expression.GenerativeSelect.group_by) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

**append\_having**(*having*)

append the given expression to this select() construct's HAVING criterion.

The expression will be joined to existing HAVING criterion via AND.

This is an ****in-place**** mutation method; the [having()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.having" \o "sqlalchemy.sql.expression.Select.having) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

**append\_order\_by**(*\*clauses*)

*inherited from the* [append\_order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.append_order_by" \o "sqlalchemy.sql.expression.GenerativeSelect.append_order_by) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

Append the given ORDER BY criterion applied to this selectable.

The criterion will be appended to any pre-existing ORDER BY criterion.

This is an ****in-place**** mutation method; the [order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.order_by" \o "sqlalchemy.sql.expression.GenerativeSelect.order_by) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

**append\_prefix**(*clause*)

append the given columns clause prefix expression to this select() construct.

This is an ****in-place**** mutation method; the [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.prefix_with" \o "sqlalchemy.sql.expression.Select.prefix_with) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

**append\_whereclause**(*whereclause*)

append the given expression to this select() construct's WHERE criterion.

将给定的表达式附加到这个select() 结构的WHERE标准。

The expression will be joined to existing WHERE criterion via AND.

该表达式将通过AND连接到现有的WHERE标准。

This is an ****in-place**** mutation method; the [where()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.where" \o "sqlalchemy.sql.expression.Select.where) method is preferred, as it provides standard [method chaining](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-method-chaining).

这是一种就地突变方法; where() 方法是首选的，因为它提供了标准的方法链接。

**apply\_labels**()

*inherited from the* [apply\_labels()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.apply_labels" \o "sqlalchemy.sql.expression.GenerativeSelect.apply_labels) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

return a new selectable with the 'use\_labels' flag set to True.

返回一个新的可选项，将'use\_labels'标志设置为True。

This will result in column expressions being generated using labels against their table name, such as "SELECT somecolumn AS tablename\_somecolumn". This allows selectables which contain multiple FROM clauses to produce a unique set of column names regardless of name conflicts among the individual FROM clauses.

这将导致使用与其表名称相关的标签生成列表达式，例如“SELECT somecolumn AS tablename\_somecolumn”。 这允许包含多个FROM子句的可选项生成一组唯一的列名称，而不管各个FROM子句之间是否有冲突。

**as\_scalar**()

*inherited from the* [as\_scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.as_scalar" \o "sqlalchemy.sql.expression.SelectBase.as_scalar) *method of* [SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)

return a 'scalar' representation of this selectable, which can be used as a column expression.

返回此可选择的“标量”表示，可用作列表达式。

Typically, a select statement which has only one column in its columns clause is eligible to be used as a scalar expression.

通常，在其column子句中只有一列的select语句有资格用作标量表达式。

The returned object is an instance of [ScalarSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.ScalarSelect" \o "sqlalchemy.sql.expression.ScalarSelect).

返回的对象是ScalarSelect的一个实例。

**~~autocommit~~**~~()~~

*~~inherited from the~~*~~[autocommit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.autocommit" \o "sqlalchemy.sql.expression.SelectBase.autocommit)~~*~~method of~~*~~[SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)~~

~~return a new selectable with the 'autocommit' flag set to True.~~

*~~Deprecated since version 0.6:~~*~~autocommit() is deprecated.~~ Use [Executable.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) with the 'autocommit' flag.

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.columns" \o "sqlalchemy.sql.expression.Select.columns) attribute.

**column**(*column*)

return a new select() construct with the given column expression added to its columns clause.

E.g.:

my\_select = my\_select.column(table.c.new\_column)

See the documentation for [Select.with\_only\_columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.with_only_columns" \o "sqlalchemy.sql.expression.Select.with_only_columns) for guidelines on adding /replacing the columns of a [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.columns" \o "sqlalchemy.sql.expression.Select.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.c" \o "sqlalchemy.sql.expression.Select.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

编译此SQL表达式。

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

返回值是一个编译对象。 对返回的值调用str() 或unicode() 将产生结果的字符串表示形式。 Compiled对象还可以使用params访问器返回绑定参数名称和值的字典。

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其获取编译的引擎或连接。 这个参数优先于这个ClauseElement的绑定引擎（如果有的话）。 * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered.用于INSERT和UPDATE语句，应在编译语句的VALUES子句中存在列名称列表。 如果为None，则会渲染目标表对象中的所有列。 * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其中获取编译的方言实例。 此参数优先于bind参数以及此ClauseElement的绑定引擎（如果有）。 * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column.用于INSERT语句，对于不支持新生成的主键列的内联检索的方言，将强制用于创建新主键值的表达式在INSERT语句的VALUES子句中内联呈现。 这通常是指Sequence执行，但也可以指与主键Column相关联的任何服务器端默认生成函数。 * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:在所有“访问”方法中将附加参数的可选字典传递给编译器。 例如，这允许将任何自定义标志传递到自定义编译构造。 它也用于通过literal\_binds标志的情况：   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correlate**(*\*fromclauses*)

return a new [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) which will correlate the given FROM clauses to that of an enclosing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select).

返回一个新的Select，它将给定的FROM子句与封闭的Select关联。

Calling this method turns off the [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object's default behavior of "auto-correlation". Normally, FROM elements which appear in a [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) that encloses this one via its [WHERE clause](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-where-clause), ORDER BY, HAVING or [columns clause](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-columns-clause) will be omitted from this [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object's [FROM clause](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-from-clause). Setting an explicit correlation collection using the [Select.correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate) method provides a fixed list of FROM objects that can potentially take place in this process.

调用此方法将关闭“选择”对象的默认行为“自动相关”。通常，通过其WHERE子句包含在其中的Select中的FROM元素，将从该Select对象的FROM子句中省略ORDER BY，HAVING或columns子句。使用Select.correlate() 方法设置一个明确的关联集合提供了一个在此过程中可能发生的FROM对象的固定列表。

When [Select.correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate) is used to apply specific FROM clauses for correlation, the FROM elements become candidates for correlation regardless of how deeply nested this [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object is, relative to an enclosing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) which refers to the same FROM object. This is in contrast to the behavior of "auto-correlation" which only correlates to an immediate enclosing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select). Multi-level correlation ensures that the link between enclosed and enclosing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) is always via at least one WHERE/ORDER BY/HAVING/columns clause in order for correlation to take place.

当使用Select.correlate() 来应用特定的FROM子句进行关联时，FROM元素成为相关的候选者，无论这个Select对象是多么嵌套，相对于引用相同FROM对象的封闭Select。这与“自动相关”的行为相反，“自动相关”仅与紧邻的“选择”相关。多级关联确保封闭和封闭Select之间的链接始终通过至少一个WHERE / ORDER BY / HAVING / columns子句，以便进行相关。

If None is passed, the [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object will correlate none of its FROM entries, and all will render unconditionally in the local FROM clause.

如果没有传递，则Select对象将不关联它的任何FROM条目，并且所有的都将无条件地在本地FROM子句中呈现。

|  |  |
| --- | --- |
| **Parameters:** | ****\*fromclauses**** –a list of one or more [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) constructs, or other compatible constructs (i.e. ORM-mapped classes) to become part of the correlate collection.  *Changed in version 0.8.0:*ORM-mapped classes are accepted by [Select.correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate). |

*Changed in version 0.8.0:*The [Select.correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate) method no longer unconditionally removes entries from the FROM clause; instead, the candidate FROM entries must also be matched by a FROM entry located in an enclosing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select), which ultimately encloses this one as present in the WHERE clause, ORDER BY clause, HAVING clause, or columns clause of an enclosing Select().

在版本0.8.0中更改：Select.correlate() 方法不再无条件地从FROM子句中删除条目; 相反，候选FROM条目也必须由位于封闭Select中的FROM条目匹配，最终将其包含在WHERE子句，ORDER BY子句，HAVING子句或附加的Select() 的列子句中。

*Changed in version 0.8.2:*explicit correlation takes place via any level of nesting of [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) objects; in previous 0.8 versions, correlation would only occur relative to the immediate enclosing [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) construct.

在版本0.8.2中更改：显式关联通过任意级别的嵌套选择对象进行; 在之前的0.8版本中，相关性只会相对于直接包围的Select构造发生。

**See also**

[Select.correlate\_except()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate_except" \o "sqlalchemy.sql.expression.Select.correlate_except)

[Correlated Subqueries](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "correlated-subqueries)

**correlate\_except**(*\*fromclauses*)

return a new [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) which will omit the given FROM clauses from the auto-correlation process.

返回一个新的Select，它将从自动相关过程中省略给定的FROM子句。

Calling [Select.correlate\_except()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate_except" \o "sqlalchemy.sql.expression.Select.correlate_except) turns off the [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object's default behavior of "auto-correlation" for the given FROM elements. An element specified here will unconditionally appear in the FROM list, while all other FROM elements remain subject to normal auto-correlation behaviors.

调用Select.correlate\_except() 关闭给定FROM元素的Select对象的默认行为“auto-correlation”。 这里指定的元素将无条件地出现在FROM列表中，而所有其他FROM元素仍然保持正常的自相关行为。

*Changed in version 0.8.2:*The [Select.correlate\_except()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate_except" \o "sqlalchemy.sql.expression.Select.correlate_except) method was improved to fully prevent FROM clauses specified here from being omitted from the immediate FROM clause of this [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select).

在版本0.8.2中更改：改进了Select.correlate\_except() 方法，以完全阻止此Select指定的FROM FROM子句中省略的FROM子句。

If None is passed, the [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select) object will correlate all of its FROM entries.

如果None传递，则Select对象将关联其所有FROM条目。

*Changed in version 0.8.2:*calling correlate\_except(None) will correctly auto-correlate all FROM clauses.

更改版本0.8.2：调用correlate\_except（None）将正确地自动关联所有FROM子句。

|  |  |
| --- | --- |
| **Parameters:** | ****\*fromclauses**** – a list of one or more [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) constructs, or other compatible constructs (i.e. ORM-mapped classes) to become part of the correlate-exception collection.一个或多个FromClause结构或其他兼容结构（即ORM映射类）的列表，以成为关联异常集合的一部分。 |

**See also**

[Select.correlate()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.correlate" \o "sqlalchemy.sql.expression.Select.correlate)

[Correlated Subqueries](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "correlated-subqueries)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

返回给定列的对应列，或者如果None在给定字典中搜索匹配。

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

给定一个ColumnElement，通过一个共同的祖先列从该可选择返回导出的ColumnElement对象，该对象与该原始列相对应。

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**~~count~~**~~(~~*~~whereclause=None~~*~~,~~*~~\*\*params~~*~~)~~

*~~inherited from the~~*~~[count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count)~~*~~method of~~*~~[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)~~

~~return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).~~

*~~Deprecated since version 1.1:~~*~~FromClause.count() is deprecated.~~ Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.

The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:

该函数针对表的主键中的第一列或整个表中的第一列生成COUNT。 显式使用func.count() 应该是首选的：

row\_count = conn.scalar(

select([func.count('\*')]).select\_from(table))

**See also**

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

**cte**(*name=None*, *recursive=False*)

*inherited from the* [cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte) *method of* [HasCTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE" \o "sqlalchemy.sql.expression.HasCTE)

Return a new [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE), or Common Table Expression instance.

返回一个新的CTE或Common Table Expression实例。

Common table expressions are a SQL standard whereby SELECT statements can draw upon secondary statements specified along with the primary statement, using a clause called "WITH". Special semantics regarding UNION can also be employed to allow "recursive" queries, where a SELECT statement can draw upon the set of rows that have previously been selected.

公用表表达式是一种SQL标准，其中SELECT语句可以使用一个称为“WITH”的子句来使用主语句指定的辅助语句。 还可以使用有关UNION的特殊语义来允许“递归”查询，其中SELECT语句可以对先前已选择的行集合进行绘制。

CTEs can also be applied to DML constructs UPDATE, INSERT and DELETE on some databases, both as a source of CTE rows when combined with RETURNING, as well as a consumer of CTE rows.

CTE还可以应用于某些数据库上的DML构造UPDATE，INSERT和DELETE，作为与RETURNING组合的CTE行的源，以及CTE行的使用者。

SQLAlchemy detects [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE) objects, which are treated similarly to [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) objects, as special elements to be delivered to the FROM clause of the statement as well as to a WITH clause at the top of the statement.

SQLAlchemy检测到与Alias对象类似的CTE对象作为要传递到语句的FROM子句的特殊元素以及语句顶部的WITH子句。

*Changed in version 1.1:*Added support for UPDATE/INSERT/DELETE as CTE, CTEs added to UPDATE/INSERT/DELETE.

在版本1.1中更改：添加对UPDATE / INSERT / DELETE作为CTE的支持，CTE添加到UPDATE / INSERT / DELETE。

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – name given to the common table expression. Like \_FromClause.alias(), the name can be left as None in which case an anonymous symbol will be used at query compile time.给予公用表表达式的名称。 像 \_FromClause.alias()一样，名称可以保留为None，在这种情况下，在查询编译时将使用匿名符号。 * ****recursive**** – if True, will render WITH RECURSIVE. A recursive common table expression is intended to be used in conjunction with UNION ALL in order to derive rows from those already selected.如果为True，将显示为RECURSIVE。 递归公用表表达式旨在与UNION ALL结合使用，以便从已经选择的表中导出行。 |

The following examples include two from PostgreSQL's documentation at <http://www.postgresql.org/docs/current/static/queries-with.html>, as well as additional examples.

以下示例包括PostgreSQL在http://www.postgresql.org/docs/current/static/queries-with.html上的两个文档，以及其他示例。

Example 1, non recursive:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

orders = Table('orders', metadata,

Column('region', String),

Column('amount', Integer),

Column('product', String),

Column('quantity', Integer))

regional\_sales = select([

orders.c.region,

func.sum(orders.c.amount).label('total\_sales')

]).group\_by(orders.c.region).cte("regional\_sales")

top\_regions = select([regional\_sales.c.region]).\

where(

regional\_sales.c.total\_sales >

select([

func.sum(regional\_sales.c.total\_sales)/10

])

).cte("top\_regions")

statement = select([

orders.c.region,

orders.c.product,

func.sum(orders.c.quantity).label("product\_units"),

func.sum(orders.c.amount).label("product\_sales")

]).where(orders.c.region.in\_(

select([top\_regions.c.region])

)).group\_by(orders.c.region, orders.c.product)

result = conn.execute(statement).fetchall()

Example 2, WITH RECURSIVE:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

parts = Table('parts', metadata,

Column('part', String),

Column('sub\_part', String),

Column('quantity', Integer),)

included\_parts = select([

parts.c.sub\_part,

parts.c.part,

parts.c.quantity]).\

where(parts.c.part=='our part').\

cte(recursive=**True**)

incl\_alias = included\_parts.alias()parts\_alias = parts.alias()included\_parts = included\_parts.union\_all(

select([

parts\_alias.c.sub\_part,

parts\_alias.c.part,

parts\_alias.c.quantity

]).

where(parts\_alias.c.part==incl\_alias.c.sub\_part))

statement = select([

included\_parts.c.sub\_part,

func.sum(included\_parts.c.quantity).

label('total\_quantity')

]).\

group\_by(included\_parts.c.sub\_part)

result = conn.execute(statement).fetchall()

Example 3, an upsert using UPDATE and INSERT with CTEs:

示例3，使用UPDATE和INSERT与CTE进行升级：

**from** **datetime** **import** date

**from** **sqlalchemy** **import** (MetaData, Table, Column, Integer,

Date, select, literal, and\_, exists)

metadata = MetaData()

visitors = Table('visitors', metadata,

Column('product\_id', Integer, primary\_key=**True**),

Column('date', Date, primary\_key=**True**),

Column('count', Integer),)

*# add 5 visitors for the product\_id == 1*product\_id = 1day = date.today()count = 5

update\_cte = (

visitors.update()

.where(and\_(visitors.c.product\_id == product\_id,

visitors.c.date == day))

.values(count=visitors.c.count + count)

.returning(literal(1))

.cte('update\_cte'))

upsert = visitors.insert().from\_select(

[visitors.c.product\_id, visitors.c.date, visitors.c.count],

select([literal(product\_id), literal(day), literal(count)])

.where(~exists(update\_cte.select())))

connection.execute(upsert)

**See also**

[orm.query.Query.cte()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.cte" \o "sqlalchemy.orm.query.Query.cte) - ORM version of [HasCTE.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte).

**description**

*inherited from the* [description](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.description" \o "sqlalchemy.sql.expression.FromClause.description) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

a brief description of this FromClause.

这个FromClause的简要说明。

Used primarily for error message formatting.

主要用于错误消息格式化。

**distinct**(*\*expr*)

Return a new select() construct which will apply DISTINCT to its columns clause.

返回一个新的select()结构，它将对其子句应用DISTINCT。

|  |  |
| --- | --- |
| **Parameters:** | ****\*expr**** – optional column expressions. When present, the PostgreSQL dialect will render a DISTINCT ON (<expressions>>) construct.可选列表达式。 当存在时，PostgreSQL方言将呈现DISTINCT ON（<表达式>>）构造。 |

**except\_**(*other*, *\*\*kwargs*)

return a SQL EXCEPT of this select() construct against the given selectable.

根据给定的可选择返回此select（）构造的SQL EXCEPT。

**except\_all**(*other*, *\*\*kwargs*)

return a SQL EXCEPT ALL of this select() construct against the given selectable.

根据给定的可选择返回一个SQL EXCEPT ALL（）构造的全部。

**execute**(*\*multiparams*, *\*\*params*)

*inherited from the* [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable).

**execution\_options**(*\*\*kw*)

*inherited from the* [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Set non-SQL options for the statement which take effect during execution.

Execution options can be set on a per-statement or per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis. Additionally, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and ORM [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) objects provide access to execution options which they in turn configure upon connections.

The [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.execution_options" \o "sqlalchemy.sql.expression.Select.execution_options) method is generative. A new instance of this statement is returned that contains the options:

statement = select([table.c.x, table.c.y])statement = statement.execution\_options(autocommit=**True**)

Note that only a subset of possible execution options can be applied to a statement - these include "autocommit" and "stream\_results", but not "isolation\_level" or "compiled\_cache". See [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) for a full list of possible options.

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)

[Query.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.execution_options" \o "sqlalchemy.orm.query.Query.execution_options)

**for\_update**

*inherited from the* [for\_update](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.for_update" \o "sqlalchemy.sql.expression.GenerativeSelect.for_update) *attribute of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

Provide legacy dialect support for the for\_update attribute.

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

**froms**

Return the displayed list of FromClause elements.

**get\_children**(*column\_collections=True*, *\*\*kwargs*)

return child elements as per the ClauseElement specification.

**group\_by**(*\*clauses*)

*inherited from the* [group\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.group_by" \o "sqlalchemy.sql.expression.GenerativeSelect.group_by) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

return a new selectable with the given list of GROUP BY criterion applied.

The criterion will be appended to any pre-existing GROUP BY criterion.

**having**(*having*)

return a new select() construct with the given expression added to its HAVING clause, joined to the existing clause via AND, if any.

**inner\_columns**

an iterator of all ColumnElement expressions which would be rendered into the columns clause of the resulting SELECT statement.

**intersect**(*other*, *\*\*kwargs*)

return a SQL INTERSECT of this select() construct against the given selectable.

**intersect\_all**(*other*, *\*\*kwargs*)

return a SQL INTERSECT ALL of this select() construct against the given selectable.

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).   *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**label**(*name*)

*inherited from the* [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.label" \o "sqlalchemy.sql.expression.SelectBase.label) *method of* [SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)

return a 'scalar' representation of this selectable, embedded as a subquery with a label.

**See also**

[as\_scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.as_scalar" \o "sqlalchemy.sql.expression.SelectBase.as_scalar).

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**limit**(*limit*)

*inherited from the* [limit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.limit" \o "sqlalchemy.sql.expression.GenerativeSelect.limit) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

return a new selectable with the given LIMIT criterion applied.

This is a numerical value which usually renders as a LIMIT expression in the resulting select. Backends that don't support LIMIT will attempt to provide similar functionality.

*Changed in version 1.0.0:*- [Select.limit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.limit" \o "sqlalchemy.sql.expression.Select.limit) can now accept arbitrary SQL expressions as well as integer values.

|  |  |
| --- | --- |
| **Parameters:** | ****limit**** – an integer LIMIT parameter, or a SQL expression that provides an integer result. |

**locate\_all\_froms**(*\*args*, *\*\*kw*)

return a Set of all FromClause elements referenced by this Select.

This set is a superset of that returned by the froms property, which is specifically for those FromClause elements that would actually be rendered.

**offset**(*offset*)

*inherited from the* [offset()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.offset" \o "sqlalchemy.sql.expression.GenerativeSelect.offset) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

return a new selectable with the given OFFSET criterion applied.

This is a numeric value which usually renders as an OFFSET expression in the resulting select. Backends that don't support OFFSET will attempt to provide similar functionality.

*Changed in version 1.0.0:*- [Select.offset()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.offset" \o "sqlalchemy.sql.expression.Select.offset) can now accept arbitrary SQL expressions as well as integer values.

|  |  |
| --- | --- |
| **Parameters:** | ****offset**** – an integer OFFSET parameter, or a SQL expression that provides an integer result. |

**order\_by**(*\*clauses*)

*inherited from the* [order\_by()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.order_by" \o "sqlalchemy.sql.expression.GenerativeSelect.order_by) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

return a new selectable with the given list of ORDER BY criterion applied.

The criterion will be appended to any pre-existing ORDER BY criterion.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.params" \o "sqlalchemy.sql.expression.ClauseElement.params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

**>>>** clause = column('x') + bindparam('foo')**>>>** print clause.compile().params{'foo':None}**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**prefix\_with**(*\*expr*, *\*\*kw*)

*inherited from the* [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes.prefix_with" \o "sqlalchemy.sql.expression.HasPrefixes.prefix_with) *method of* [HasPrefixes](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes" \o "sqlalchemy.sql.expression.HasPrefixes)

Add one or more expressions following the statement keyword, i.e. SELECT, INSERT, UPDATE, or DELETE. Generative.

This is used to support backend-specific prefix keywords such as those provided by MySQL.

E.g.:

stmt = table.insert().prefix\_with("LOW\_PRIORITY", dialect="mysql")

Multiple prefixes can be specified by multiple calls to [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.prefix_with" \o "sqlalchemy.sql.expression.Select.prefix_with).

|  |  |
| --- | --- |
| **Parameters:** | * ****\*expr**** – textual or [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) construct which will be rendered following the INSERT, UPDATE, or DELETE keyword. * ****\*\*kw**** – A single keyword 'dialect' is accepted. This is an optional string dialect name which will limit rendering of this prefix to only that dialect. |

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

**reduce\_columns**(*only\_synonyms=True*)

Return a new :func`.select` construct with redundantly named, equivalently-valued columns removed from the columns clause.

"Redundant" here means two columns where one refers to the other either based on foreign key, or via a simple equality comparison in the WHERE clause of the statement. The primary purpose of this method is to automatically construct a select statement with all uniquely-named columns, without the need to use table-qualified labels as [apply\_labels()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.apply_labels" \o "sqlalchemy.sql.expression.Select.apply_labels) does.

When columns are omitted based on foreign key, the referred-to column is the one that's kept. When columns are omitted based on WHERE eqivalence, the first column in the columns clause is the one that's kept.

|  |  |
| --- | --- |
| **Parameters:** | ****only\_synonyms**** – when True, limit the removal of columns to those which have the same name as the equivalent. Otherwise, all columns that are equivalent to another are removed. |

*New in version 0.8.*

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**scalar**(*\*multiparams*, *\*\*params*)

*inherited from the* [scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.scalar" \o "sqlalchemy.sql.expression.Executable.scalar) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), returning the result's scalar representation.

**select**(*whereclause=None*, *\*\*params*)

*inherited from the* [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**select\_from**(*fromclause*)

return a new [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct with the given FROM expression merged into its list of FROM objects.

E.g.:

table1 = table('t1', column('a'))table2 = table('t2', column('b'))s = select([table1.c.a]).\

select\_from(

table1.join(table2, table1.c.a==table2.c.b)

)

The "from" list is a unique set on the identity of each element, so adding an already present [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) or other selectable will have no effect. Passing a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)that refers to an already present [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) or other selectable will have the effect of concealing the presence of that selectable as an individual element in the rendered FROM list, instead rendering it into a JOIN clause.

While the typical purpose of [Select.select\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.select_from" \o "sqlalchemy.sql.expression.Select.select_from) is to replace the default, derived FROM clause with a join, it can also be called with individual table elements, multiple times if desired, in the case that the FROM clause cannot be fully derived from the columns clause:

select([func.count('\*')]).select\_from(table1)

**self\_group**(*against=None*)

return a 'grouping' construct as per the ClauseElement specification.

This produces an element that can be embedded in an expression. Note that this method is called automatically as needed when constructing expressions and should not require explicit use.

**suffix\_with**(*\*expr*, *\*\*kw*)

*inherited from the* [suffix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasSuffixes.suffix_with" \o "sqlalchemy.sql.expression.HasSuffixes.suffix_with) *method of* [HasSuffixes](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasSuffixes" \o "sqlalchemy.sql.expression.HasSuffixes)

Add one or more expressions following the statement as a whole.

This is used to support backend-specific suffix keywords on certain constructs.

E.g.:

stmt = select([col1, col2]).cte().suffix\_with(

"cycle empno set y\_cycle to 1 default 0", dialect="oracle")

Multiple suffixes can be specified by multiple calls to [suffix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.suffix_with" \o "sqlalchemy.sql.expression.Select.suffix_with).

|  |  |
| --- | --- |
| **Parameters:** | * ****\*expr**** – textual or [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) construct which will be rendered following the target clause. * ****\*\*kw**** – A single keyword 'dialect' is accepted. This is an optional string dialect name which will limit rendering of this suffix to only that dialect. |

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**union**(*other*, *\*\*kwargs*)

return a SQL UNION of this select() construct against the given selectable.

**union\_all**(*other*, *\*\*kwargs*)

return a SQL UNION ALL of this select() construct against the given selectable.

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

**where**(*whereclause*)

return a new select() construct with the given expression added to its WHERE clause, joined to the existing clause via AND, if any.

**with\_for\_update**(*nowait=False*, *read=False*, *of=None*, *skip\_locked=False*, *key\_share=False*)

*inherited from the* [with\_for\_update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect.with_for_update" \o "sqlalchemy.sql.expression.GenerativeSelect.with_for_update) *method of* [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect)

Specify a FOR UPDATE clause for this [GenerativeSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.GenerativeSelect" \o "sqlalchemy.sql.expression.GenerativeSelect).

E.g.:

stmt = select([table]).with\_for\_update(nowait=**True**)

On a database like PostgreSQL or Oracle, the above would render a statement like:

SELECT table.a, table.b FROM table FOR UPDATE NOWAIT

on other backends, the nowait option is ignored and instead would produce:

SELECT table.a, table.b FROM table FOR UPDATE

When called with no arguments, the statement will render with the suffix FOR UPDATE. Additional arguments can then be provided which allow for common database-specific variants.

|  |  |
| --- | --- |
| **Parameters:** | * ****nowait**** – boolean; will render FOR UPDATE NOWAIT on Oracle and PostgreSQL dialects. * ****read**** – boolean; will render LOCK IN SHARE MODE on MySQL, FOR SHARE on PostgreSQL. On PostgreSQL, when combined with nowait, will render FOR SHARE NOWAIT. * ****of**** – SQL expression or list of SQL expression elements (typically [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects or a compatible expression) which will render into a FOR UPDATEOF clause; supported by PostgreSQL and Oracle. May render as a table or as a column depending on backend. * ****skip\_locked**** –   boolean, will render FOR UPDATE SKIP LOCKED on Oracle and PostgreSQL dialects or FOR SHARE SKIP LOCKED if read=True is also specified.  *New in version 1.1.0.*   * ****key\_share**** –   boolean, will render FOR NO KEY UPDATE, or if combined with read=True will render FOR KEY SHARE, on the PostgreSQL dialect.  *New in version 1.1.0.* |

**with\_hint**(*selectable*, *text*, *dialect\_name='\*'*)

Add an indexing or other executional context hint for the given selectable to this [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select).

The text of the hint is rendered in the appropriate location for the database backend in use, relative to the given [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) or [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) passed as theselectable argument. The dialect implementation typically uses Python string substitution syntax with the token %(name)s to render the name of the table or alias. E.g. when using Oracle, the following:

select([mytable]).\

with\_hint(mytable, "index(*%(name)s* ix\_mytable)")

Would render SQL as:

select /\*+ index(mytable ix\_mytable) \*/ ... **from** **mytable**

The dialect\_name option will limit the rendering of a particular hint to a particular backend. Such as, to add hints for both Oracle and Sybase simultaneously:

select([mytable]).\

with\_hint(mytable, "index(*%(name)s* ix\_mytable)", 'oracle').\

with\_hint(mytable, "WITH INDEX ix\_mytable", 'sybase')

**See also**

[Select.with\_statement\_hint()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.with_statement_hint" \o "sqlalchemy.sql.expression.Select.with_statement_hint)

**with\_only\_columns**(*columns*)

Return a new [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct with its columns clause replaced with the given columns.

This method is exactly equivalent to as if the original [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) had been called with the given columns clause. I.e. a statement:

s = select([table1.c.a, table1.c.b])s = s.with\_only\_columns([table1.c.b])

should be exactly equivalent to:

s = select([table1.c.b])

This means that FROM clauses which are only derived from the column list will be discarded if the new column list no longer contains that FROM:

**>>>** table1 = table('t1', column('a'), column('b'))**>>>** table2 = table('t2', column('a'), column('b'))**>>>** s1 = select([table1.c.a, table2.c.b])**>>>** print s1SELECT t1.a, t2.b FROM t1, t2**>>>** s2 = s1.with\_only\_columns([table2.c.b])**>>>** print s2SELECT t2.b FROM t1

The preferred way to maintain a specific FROM clause in the construct, assuming it won't be represented anywhere else (i.e. not in the WHERE clause, etc.) is to set it using [Select.select\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.select_from" \o "sqlalchemy.sql.expression.Select.select_from):

**>>>** s1 = select([table1.c.a, table2.c.b]).\**...**  select\_from(table1.join(table2,**...**  table1.c.a==table2.c.a))**>>>** s2 = s1.with\_only\_columns([table2.c.b])**>>>** print s2SELECT t2.b FROM t1 JOIN t2 ON t1.a=t2.a

Care should also be taken to use the correct set of column objects passed to [Select.with\_only\_columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.with_only_columns" \o "sqlalchemy.sql.expression.Select.with_only_columns). Since the method is essentially equivalent to calling the [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct in the first place with the given columns, the columns passed to [Select.with\_only\_columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.with_only_columns" \o "sqlalchemy.sql.expression.Select.with_only_columns)should usually be a subset of those which were passed to the [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct, not those which are available from the .c collection of that [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select). That is:

s = select([table1.c.a, table1.c.b]).select\_from(table1)s = s.with\_only\_columns([table1.c.b])

and ****not****:

*# usually incorrect*s = s.with\_only\_columns([s.c.b])

The latter would produce the SQL:

SELECT bFROM (SELECT t1.a AS a, t1.b AS bFROM t1), t1

Since the [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct is essentially being asked to select both from table1 as well as itself.

**with\_statement\_hint**(*text*, *dialect\_name='\*'*)

add a statement hint to this [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select).

This method is similar to [Select.with\_hint()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.with_hint" \o "sqlalchemy.sql.expression.Select.with_hint) except that it does not require an individual table, and instead applies to the statement as a whole.

Hints here are specific to the backend database and may include directives such as isolation levels, file directives, fetch directives, etc.

*New in version 1.0.0.*

**See also**

[Select.with\_hint()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.with_hint" \o "sqlalchemy.sql.expression.Select.with_hint)

*class*sqlalchemy.sql.expression.**Selectable**

Bases: [sqlalchemy.sql.expression.ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

mark a class as being selectable

*class*sqlalchemy.sql.expression.**SelectBase**

Bases: [sqlalchemy.sql.expression.HasCTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE" \o "sqlalchemy.sql.expression.HasCTE), [sqlalchemy.sql.expression.Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), [sqlalchemy.sql.expression.FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Base class for SELECT statements.

This includes [Select](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select" \o "sqlalchemy.sql.expression.Select), [CompoundSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CompoundSelect" \o "sqlalchemy.sql.expression.CompoundSelect) and [TextAsFrom](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom" \o "sqlalchemy.sql.expression.TextAsFrom).

**\_\_init\_\_**

*inherited from the* \_\_init\_\_ *attribute of* object

x.\_\_init\_\_(…) initializes x; see help(type(x)) for signature

**alias**(*name=None*, *flat=False*)

*inherited from the* [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return an alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

This is shorthand for calling:

**from** **sqlalchemy** **import** aliasa = alias(self, name=name)

See [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) for details.

**as\_scalar**()

return a 'scalar' representation of this selectable, which can be used as a column expression.

Typically, a select statement which has only one column in its columns clause is eligible to be used as a scalar expression.

The returned object is an instance of [ScalarSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.ScalarSelect" \o "sqlalchemy.sql.expression.ScalarSelect).

**autocommit**()

return a new selectable with the 'autocommit' flag set to True.

*Deprecated since version 0.6:*autocommit() is deprecated. Use [Executable.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) with the 'autocommit' flag.

**bind**

*inherited from the* [bind](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.bind" \o "sqlalchemy.sql.expression.Executable.bind) *attribute of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Returns the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) to which this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable) is bound, or None if none found.

This is a traversal which checks locally, then checks among the "from" clauses of associated objects until a bound engine or connection is found.

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.columns" \o "sqlalchemy.sql.expression.SelectBase.columns) attribute.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.columns" \o "sqlalchemy.sql.expression.SelectBase.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.c" \o "sqlalchemy.sql.expression.SelectBase.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered. * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column. * ****compile\_kwargs**** –   optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:  **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**count**(*whereclause=None*, *\*\*params*)

*inherited from the* [count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

*Deprecated since version 1.1:*FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.

The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:

row\_count = conn.scalar(

select([func.count('\*')]).select\_from(table))

**See also**

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

**cte**(*name=None*, *recursive=False*)

*inherited from the* [cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte) *method of* [HasCTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE" \o "sqlalchemy.sql.expression.HasCTE)

Return a new [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE), or Common Table Expression instance.

Common table expressions are a SQL standard whereby SELECT statements can draw upon secondary statements specified along with the primary statement, using a clause called "WITH". Special semantics regarding UNION can also be employed to allow "recursive" queries, where a SELECT statement can draw upon the set of rows that have previously been selected.

CTEs can also be applied to DML constructs UPDATE, INSERT and DELETE on some databases, both as a source of CTE rows when combined with RETURNING, as well as a consumer of CTE rows.

SQLAlchemy detects [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE) objects, which are treated similarly to [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) objects, as special elements to be delivered to the FROM clause of the statement as well as to a WITH clause at the top of the statement.

*Changed in version 1.1:*Added support for UPDATE/INSERT/DELETE as CTE, CTEs added to UPDATE/INSERT/DELETE.

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – name given to the common table expression. Like \_FromClause.alias(), the name can be left as None in which case an anonymous symbol will be used at query compile time. * ****recursive**** – if True, will render WITH RECURSIVE. A recursive common table expression is intended to be used in conjunction with UNION ALL in order to derive rows from those already selected. |

The following examples include two from PostgreSQL's documentation at <http://www.postgresql.org/docs/current/static/queries-with.html>, as well as additional examples.

Example 1, non recursive:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

orders = Table('orders', metadata,

Column('region', String),

Column('amount', Integer),

Column('product', String),

Column('quantity', Integer))

regional\_sales = select([

orders.c.region,

func.sum(orders.c.amount).label('total\_sales')

]).group\_by(orders.c.region).cte("regional\_sales")

top\_regions = select([regional\_sales.c.region]).\

where(

regional\_sales.c.total\_sales >

select([

func.sum(regional\_sales.c.total\_sales)/10

])

).cte("top\_regions")

statement = select([

orders.c.region,

orders.c.product,

func.sum(orders.c.quantity).label("product\_units"),

func.sum(orders.c.amount).label("product\_sales")

]).where(orders.c.region.in\_(

select([top\_regions.c.region])

)).group\_by(orders.c.region, orders.c.product)

result = conn.execute(statement).fetchall()

Example 2, WITH RECURSIVE:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

parts = Table('parts', metadata,

Column('part', String),

Column('sub\_part', String),

Column('quantity', Integer),)

included\_parts = select([

parts.c.sub\_part,

parts.c.part,

parts.c.quantity]).\

where(parts.c.part=='our part').\

cte(recursive=**True**)

incl\_alias = included\_parts.alias()parts\_alias = parts.alias()included\_parts = included\_parts.union\_all(

select([

parts\_alias.c.sub\_part,

parts\_alias.c.part,

parts\_alias.c.quantity

]).

where(parts\_alias.c.part==incl\_alias.c.sub\_part))

statement = select([

included\_parts.c.sub\_part,

func.sum(included\_parts.c.quantity).

label('total\_quantity')

]).\

group\_by(included\_parts.c.sub\_part)

result = conn.execute(statement).fetchall()

Example 3, an upsert using UPDATE and INSERT with CTEs:

**from** **datetime** **import** date

**from** **sqlalchemy** **import** (MetaData, Table, Column, Integer,

Date, select, literal, and\_, exists)

metadata = MetaData()

visitors = Table('visitors', metadata,

Column('product\_id', Integer, primary\_key=**True**),

Column('date', Date, primary\_key=**True**),

Column('count', Integer),)

*# add 5 visitors for the product\_id == 1*product\_id = 1day = date.today()count = 5

update\_cte = (

visitors.update()

.where(and\_(visitors.c.product\_id == product\_id,

visitors.c.date == day))

.values(count=visitors.c.count + count)

.returning(literal(1))

.cte('update\_cte'))

upsert = visitors.insert().from\_select(

[visitors.c.product\_id, visitors.c.date, visitors.c.count],

select([literal(product\_id), literal(day), literal(count)])

.where(~exists(update\_cte.select())))

connection.execute(upsert)

**See also**

[orm.query.Query.cte()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.cte" \o "sqlalchemy.orm.query.Query.cte) - ORM version of [HasCTE.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte).

**description**

*inherited from the* [description](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.description" \o "sqlalchemy.sql.expression.FromClause.description) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

a brief description of this FromClause.

Used primarily for error message formatting.

**execute**(*\*multiparams*, *\*\*params*)

*inherited from the* [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable).

**execution\_options**(*\*\*kw*)

*inherited from the* [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Set non-SQL options for the statement which take effect during execution.

Execution options can be set on a per-statement or per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis. Additionally, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and ORM [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) objects provide access to execution options which they in turn configure upon connections.

The [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.execution_options" \o "sqlalchemy.sql.expression.SelectBase.execution_options) method is generative. A new instance of this statement is returned that contains the options:

statement = select([table.c.x, table.c.y])statement = statement.execution\_options(autocommit=**True**)

Note that only a subset of possible execution options can be applied to a statement - these include "autocommit" and "stream\_results", but not "isolation\_level" or "compiled\_cache". See [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) for a full list of possible options.

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)

[Query.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.execution_options" \o "sqlalchemy.orm.query.Query.execution_options)

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.get_children" \o "sqlalchemy.sql.expression.ClauseElement.get_children) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return immediate child elements of this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

This is used for visit traversal.

\*\*kwargs may contain flags that change the collection that is returned, for example to return a subset of items in order to cut down on larger traversals, or to return child items from a different context (such as schema-level collections instead of clause-level).

**is\_derived\_from**(*fromclause*)

*inherited from the* [is\_derived\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.is_derived_from" \o "sqlalchemy.sql.expression.FromClause.is_derived_from) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return True if this FromClause is 'derived' from the given FromClause.

An example would be an Alias of a Table is derived from that Table.

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).   *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**label**(*name*)

return a 'scalar' representation of this selectable, embedded as a subquery with a label.

**See also**

[as\_scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.as_scalar" \o "sqlalchemy.sql.expression.SelectBase.as_scalar).

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.params" \o "sqlalchemy.sql.expression.ClauseElement.params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

**>>>** clause = column('x') + bindparam('foo')**>>>** print clause.compile().params{'foo':None}**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**scalar**(*\*multiparams*, *\*\*params*)

*inherited from the* [scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.scalar" \o "sqlalchemy.sql.expression.Executable.scalar) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), returning the result's scalar representation.

**select**(*whereclause=None*, *\*\*params*)

*inherited from the* [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**self\_group**(*against=None*)

*inherited from the* [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.self_group" \o "sqlalchemy.sql.expression.ClauseElement.self_group) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Apply a 'grouping' to this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

对此ClauseElement应用"分组"。

This method is overridden by subclasses to return a "grouping" construct, i.e. parenthesis. In particular it's used by "binary" expressions to provide a grouping around themselves when placed into a larger expression, as well as by [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs when placed into the FROM clause of another [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select). (Note that subqueries should be normally created using the [Select.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.alias" \o "sqlalchemy.sql.expression.Select.alias) method, as many platforms require nested SELECT statements to be named).

这个方法被子类覆盖，以返回一个"分组"结构，即括号。 特别地，它被"二进制"表达式用于在放入更大的表达式时以及通过将select() 结构放入另一个select() 的FROM子句时围绕它们进行分组。 （请注意，通常使用Select.alias() 方法创建子查询，因为许多平台需要嵌套的SELECT语句来命名）。

As expressions are composed together, the application of [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.self_group" \o "sqlalchemy.sql.expression.SelectBase.self_group) is automatic - end-user code should never need to use this method directly. Note that SQLAlchemy's clause constructs take operator precedence into account - so parenthesis might not be needed, for example, in an expression like x OR (y AND z) - AND takes precedence over OR.

由于表达式组合在一起，self\_group() 的应用是自动的 - 最终用户代码不应该直接使用这种方法。 请注意，SQLAlchemy的子句构造考虑到运算符优先级，因此可能不需要括号，例如，在像x OR（y AND z）之类的表达式中，AND优先于OR。

The base [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.self_group" \o "sqlalchemy.sql.expression.SelectBase.self_group) method of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) just returns self.

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

返回一个带有bindparam() 元素的副本。

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

与params() 具有相同的功能，除了对受影响的绑定参数添加unique = True，以便可以使用多个语句。

*class*sqlalchemy.sql.expression.**TableClause**(*name*, *\*columns*)

Bases: sqlalchemy.sql.expression.Immutable, [sqlalchemy.sql.expression.FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Represents a minimal "table" construct.

表示最小的“表”结构。

This is a lightweight table object that has only a name and a collection of columns, which are typically produced by the [expression.column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) function:

这是一个轻量级表对象，它只有一个名称和列的集合，这些列通常由expression.column() 函数生成：

**from** **sqlalchemy** **import** table, column

user = table("user",

column("id"),

column("name"),

column("description"),)

The [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause) construct serves as the base for the more commonly used [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, providing the usual set of [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) services including the .c. collection and statement generation methods.

TableClause结构作为更常用的Table对象的基础，提供了包括.c在内的通常的FromClause服务。 集合和语句生成方法。

It does ****not**** provide all the additional schema-level services of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), including constraints, references to other tables, or support for [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)-level services. It's useful on its own as an ad-hoc construct used to generate quick SQL statements when a more fully fledged [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) is not on hand.

它不提供表的所有附加架构级服务，包括约束，对其他表的引用，或对MetaData级服务的支持。 当一个更完整的表不在手时，它本身就是一种用于生成快速SQL语句的ad-hoc结构。

**\_\_init\_\_**(*name*, *\*columns*)

Construct a new [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause) object.

构造一个新的TableClause对象。

This constructor is mirrored as a public API function; see [table()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.table" \o "sqlalchemy.sql.expression.table) for a full usage and argument description.

该构造函数作为公共API函数进行镜像; 有关完整的用法和参数说明，请参阅table() 。

**alias**(*name=None*, *flat=False*)

*inherited from the* [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return an alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

This is shorthand for calling:

**from** **sqlalchemy** **import** aliasa = alias(self, name=name)

See [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) for details.

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.columns" \o "sqlalchemy.sql.expression.TableClause.columns) attribute.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.columns" \o "sqlalchemy.sql.expression.TableClause.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.c" \o "sqlalchemy.sql.expression.TableClause.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered. * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column. * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:在所有"访问"方法中将附加参数的可选字典传递给编译器。 例如，这允许将任何自定义标志传递到自定义编译构造。 它也用于通过literal\_binds标志的情况：   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**count**(*whereclause=None*, *\*\*params*)

*inherited from the* [count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

*Deprecated since version 1.1:*FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.

The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:

row\_count = conn.scalar(

select([func.count('\*')]).select\_from(table))

**See also**

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

**delete**(*whereclause=None*, *\*\*kwargs*)

Generate a [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.delete" \o "sqlalchemy.sql.expression.delete) construct against this [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause).

E.g.:

table.delete().where(table.c.id==7)

See [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.delete" \o "sqlalchemy.sql.expression.delete) for argument and usage information.

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

**implicit\_returning***= False*

[TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause) doesn't support having a primary key or column -level defaults, so implicit returning doesn't apply.

**insert**(*values=None*, *inline=False*, *\*\*kwargs*)

Generate an [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.insert" \o "sqlalchemy.sql.expression.insert) construct against this [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause).

E.g.:

table.insert().values(name='foo')

See [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.insert" \o "sqlalchemy.sql.expression.insert) for argument and usage information.

**is\_derived\_from**(*fromclause*)

*inherited from the* [is\_derived\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.is_derived_from" \o "sqlalchemy.sql.expression.FromClause.is_derived_from) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return True if this FromClause is 'derived' from the given FromClause.

An example would be an Alias of a Table is derived from that Table.

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full**** –   if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).  *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class.联合的右边; 这是任何FromClause对象，如Table对象，也可以是可选择兼容的对象，如ORM映射类。 * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship.表示连接的ON子句的SQL表达式。 如果保持为None，则FromClause.join() 将根据外键关系尝试加入这两个表。 * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.如果为True，则呈现FULL OUTER JOIN，而不是LEFT OUTER JOIN。   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**select**(*whereclause=None*, *\*\*params*)

*inherited from the* [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**self\_group**(*against=None*)

*inherited from the* [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.self_group" \o "sqlalchemy.sql.expression.ClauseElement.self_group) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Apply a 'grouping' to this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

对此ClauseElement应用“分组”。

This method is overridden by subclasses to return a "grouping" construct, i.e. parenthesis. In particular it's used by "binary" expressions to provide a grouping around themselves when placed into a larger expression, as well as by [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs when placed into the FROM clause of another [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select). (Note that subqueries should be normally created using the [Select.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.alias" \o "sqlalchemy.sql.expression.Select.alias) method, as many platforms require nested SELECT statements to be named).

这个方法被子类覆盖，以返回一个“分组”结构，即括号。 特别地，它被“二进制”表达式用于在放入更大的表达式时以及通过将select() 结构放入另一个select() 的FROM子句时围绕它们进行分组。 （请注意，通常使用Select.alias() 方法创建子查询，因为许多平台需要嵌套的SELECT语句来命名）。

As expressions are composed together, the application of [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.self_group" \o "sqlalchemy.sql.expression.TableClause.self_group) is automatic - end-user code should never need to use this method directly. Note that SQLAlchemy's clause constructs take operator precedence into account - so parenthesis might not be needed, for example, in an expression like x OR (y AND z) - AND takes precedence over OR.

由于表达式组合在一起，self\_group() 的应用是自动的 - 最终用户代码不应该直接使用这种方法。 请注意，SQLAlchemy的子句构造考虑到运算符优先级，因此可能不需要括号，例如，在像x OR（y AND z）之类的表达式中，AND优先于OR。

The base [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.self_group" \o "sqlalchemy.sql.expression.TableClause.self_group) method of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) just returns self.

ClauseElement的基本self\_group() 方法只返回自身。

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**update**(*whereclause=None*, *values=None*, *inline=False*, *\*\*kwargs*)

Generate an [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) construct against this [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause).

E.g.:

table.update().where(table.c.id==7).values(name='foo')

See [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) for argument and usage information.

*class*sqlalchemy.sql.expression.**TableSample**(*selectable*, *sampling*, *name=None*, *seed=None*)

Bases: [sqlalchemy.sql.expression.Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias)

Represent a TABLESAMPLE clause.

This object is constructed from the [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) module level function as well as the [FromClause.tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) method available on all [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) subclasses.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample)

**alias**(*name=None*, *flat=False*)

*inherited from the* [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return an alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

This is shorthand for calling:

**from** **sqlalchemy** **import** aliasa = alias(self, name=name)

See [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) for details.

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample.columns" \o "sqlalchemy.sql.expression.TableSample.columns) attribute.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample.columns" \o "sqlalchemy.sql.expression.TableSample.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample.c" \o "sqlalchemy.sql.expression.TableSample.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered. * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column. * ****compile\_kwargs**** –   optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:  **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**~~count~~**~~(~~*~~whereclause=None~~*~~,~~*~~\*\*params~~*~~)~~

*~~inherited from the~~*~~[count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count)~~*~~method of~~*~~[FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)~~

~~return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).~~

*~~Deprecated since version 1.1:~~*~~FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.~~

~~The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:~~

~~row\_count = conn.scalar(~~

~~select([func.count('\*')]).select\_from(table))~~

**~~See also~~**

~~[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)~~

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)

stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM user

JOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).   *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.params" \o "sqlalchemy.sql.expression.ClauseElement.params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

**>>>** clause = column('x') + bindparam('foo')

**>>>** print clause.compile().params{'foo':None}

**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**select**(*whereclause=None*, *\*\*params*)

*inherited from the* [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

*class*sqlalchemy.sql.expression.**TextAsFrom**(*text*, *columns*, *positional=False*)

Bases: [sqlalchemy.sql.expression.SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)

Wrap a [TextClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause" \o "sqlalchemy.sql.expression.TextClause) construct within a [SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase) interface.

This allows the [TextClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause" \o "sqlalchemy.sql.expression.TextClause) object to gain a .c collection and other FROM-like capabilities such as [FromClause.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias), [SelectBase.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.cte" \o "sqlalchemy.sql.expression.SelectBase.cte), etc.

The [TextAsFrom](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom" \o "sqlalchemy.sql.expression.TextAsFrom) construct is produced via the [TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns) method - see that method for details.

*New in version 0.9.0.*

**See also**

[text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text)

[TextClause.columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.TextClause.columns" \o "sqlalchemy.sql.expression.TextClause.columns)

**alias**(*name=None*, *flat=False*)

*inherited from the* [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return an alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

This is shorthand for calling:

**from** **sqlalchemy** **import** aliasa = alias(self, name=name)

See [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) for details.

**as\_scalar**()

*inherited from the* [as\_scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.as_scalar" \o "sqlalchemy.sql.expression.SelectBase.as_scalar) *method of* [SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)

return a 'scalar' representation of this selectable, which can be used as a column expression.

返回此可选择的“标量”表示，可用作列表达式。

Typically, a select statement which has only one column in its columns clause is eligible to be used as a scalar expression.

通常，在其column子句中只有一列的select语句有资格用作标量表达式。

The returned object is an instance of [ScalarSelect](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.ScalarSelect" \o "sqlalchemy.sql.expression.ScalarSelect).

返回的对象是ScalarSelect的一个实例。

**~~autocommit~~**~~()~~

*~~inherited from the~~*~~[autocommit()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.autocommit" \o "sqlalchemy.sql.expression.SelectBase.autocommit)~~*~~method of~~*~~[SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)~~

~~return a new selectable with the 'autocommit' flag set to True.~~

*~~Deprecated since version 0.6:~~*~~autocommit() is deprecated. Use [Executable.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) with the 'autocommit' flag.~~

**bind**

*inherited from the* [bind](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.bind" \o "sqlalchemy.sql.expression.Executable.bind) *attribute of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Returns the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) to which this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable) is bound, or None if none found.

This is a traversal which checks locally, then checks among the "from" clauses of associated objects until a bound engine or connection is found.

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom.columns" \o "sqlalchemy.sql.expression.TextAsFrom.columns) attribute.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom.columns" \o "sqlalchemy.sql.expression.TextAsFrom.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom.c" \o "sqlalchemy.sql.expression.TextAsFrom.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered. * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column. * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**count**(*whereclause=None*, *\*\*params*)

*inherited from the* [count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

*Deprecated since version 1.1:*FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.

The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:

row\_count = conn.scalar(

select([func.count('\*')]).select\_from(table))

**See also**

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

**cte**(*name=None*, *recursive=False*)

*inherited from the* [cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte) *method of* [HasCTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE" \o "sqlalchemy.sql.expression.HasCTE)

Return a new [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE), or Common Table Expression instance.

Common table expressions are a SQL standard whereby SELECT statements can draw upon secondary statements specified along with the primary statement, using a clause called "WITH". Special semantics regarding UNION can also be employed to allow "recursive" queries, where a SELECT statement can draw upon the set of rows that have previously been selected.

CTEs can also be applied to DML constructs UPDATE, INSERT and DELETE on some databases, both as a source of CTE rows when combined with RETURNING, as well as a consumer of CTE rows.

SQLAlchemy detects [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE) objects, which are treated similarly to [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) objects, as special elements to be delivered to the FROM clause of the statement as well as to a WITH clause at the top of the statement.

*Changed in version 1.1:*Added support for UPDATE/INSERT/DELETE as CTE, CTEs added to UPDATE/INSERT/DELETE.

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – name given to the common table expression. Like \_FromClause.alias(), the name can be left as None in which case an anonymous symbol will be used at query compile time. * ****recursive**** – if True, will render WITH RECURSIVE. A recursive common table expression is intended to be used in conjunction with UNION ALL in order to derive rows from those already selected. |

The following examples include two from PostgreSQL's documentation at <http://www.postgresql.org/docs/current/static/queries-with.html>, as well as additional examples.

Example 1, non recursive:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

orders = Table('orders', metadata,

Column('region', String),

Column('amount', Integer),

Column('product', String),

Column('quantity', Integer))

regional\_sales = select([

orders.c.region,

func.sum(orders.c.amount).label('total\_sales')

]).group\_by(orders.c.region).cte("regional\_sales")

top\_regions = select([regional\_sales.c.region]).\

where(

regional\_sales.c.total\_sales >

select([

func.sum(regional\_sales.c.total\_sales)/10

])

).cte("top\_regions")

statement = select([

orders.c.region,

orders.c.product,

func.sum(orders.c.quantity).label("product\_units"),

func.sum(orders.c.amount).label("product\_sales")

]).where(orders.c.region.in\_(

select([top\_regions.c.region])

)).group\_by(orders.c.region, orders.c.product)

result = conn.execute(statement).fetchall()

Example 2, WITH RECURSIVE:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

parts = Table('parts', metadata,

Column('part', String),

Column('sub\_part', String),

Column('quantity', Integer),)

included\_parts = select([

parts.c.sub\_part,

parts.c.part,

parts.c.quantity]).\

where(parts.c.part=='our part').\

cte(recursive=**True**)

incl\_alias = included\_parts.alias()parts\_alias = parts.alias()included\_parts = included\_parts.union\_all(

select([

parts\_alias.c.sub\_part,

parts\_alias.c.part,

parts\_alias.c.quantity

]).

where(parts\_alias.c.part==incl\_alias.c.sub\_part))

statement = select([

included\_parts.c.sub\_part,

func.sum(included\_parts.c.quantity).

label('total\_quantity')

]).\

group\_by(included\_parts.c.sub\_part)

result = conn.execute(statement).fetchall()

Example 3, an upsert using UPDATE and INSERT with CTEs:

**from** **datetime** **import** date**from** **sqlalchemy** **import** (MetaData, Table, Column, Integer,

Date, select, literal, and\_, exists)

metadata = MetaData()

visitors = Table('visitors', metadata,

Column('product\_id', Integer, primary\_key=**True**),

Column('date', Date, primary\_key=**True**),

Column('count', Integer),)

*# add 5 visitors for the product\_id == 1*product\_id = 1day = date.today()count = 5

update\_cte = (

visitors.update()

.where(and\_(visitors.c.product\_id == product\_id,

visitors.c.date == day))

.values(count=visitors.c.count + count)

.returning(literal(1))

.cte('update\_cte'))

upsert = visitors.insert().from\_select(

[visitors.c.product\_id, visitors.c.date, visitors.c.count],

select([literal(product\_id), literal(day), literal(count)])

.where(~exists(update\_cte.select())))

connection.execute(upsert)

**See also**

[orm.query.Query.cte()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.cte" \o "sqlalchemy.orm.query.Query.cte) - ORM version of [HasCTE.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte).

**description**

*inherited from the* [description](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.description" \o "sqlalchemy.sql.expression.FromClause.description) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

a brief description of this FromClause.

Used primarily for error message formatting.

**execute**(*\*multiparams*, *\*\*params*)

*inherited from the* [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable).

**execution\_options**(*\*\*kw*)

*inherited from the* [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Set non-SQL options for the statement which take effect during execution.

为执行期间生效的语句设置非SQL选项。

Execution options can be set on a per-statement or per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis. Additionally, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and ORM [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) objects provide access to execution options which they in turn configure upon connections.

可以在每个语句或每个[Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection)的基础上设置执行选项。 此外，[Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine)和ORM[Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query)对象提供对执行选项的访问，它们在连接时依次配置。

The [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom.execution_options" \o "sqlalchemy.sql.expression.TextAsFrom.execution_options) method is generative. A new instance of this statement is returned that contains the options:

[execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom.execution_options" \o "sqlalchemy.sql.expression.TextAsFrom.execution_options)方法是生成的。 此语句的新实例将返回，其中包含以下选项：

statement = select([table.c.x, table.c.y])statement = statement.execution\_options(autocommit=**True**)

Note that only a subset of possible execution options can be applied to a statement - these include "autocommit" and "stream\_results", but not "isolation\_level" or "compiled\_cache". See [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) for a full list of possible options.

请注意，只有一个可能的执行选项的子集可以应用于一个语句 - 这些包括“autocommit”和“stream\_results”，而不是“isolation\_level”或“compiled\_cache”。 有关可能的选项的完整列表，请参阅[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)。

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)

[Query.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.execution_options" \o "sqlalchemy.orm.query.Query.execution_options)

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

返回此FromClause引用的ForeignKey对象的集合。

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.get_children" \o "sqlalchemy.sql.expression.ClauseElement.get_children) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return immediate child elements of this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

返回此[ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)的即时子元素。

This is used for visit traversal.

这用于访问遍历。

\*\*kwargs may contain flags that change the collection that is returned, for example to return a subset of items in order to cut down on larger traversals, or to return child items from a different context (such as schema-level collections instead of clause-level).

\*\* kwargs可能包含改变所返回的集合的标志，例如返回一个子集，以减少较大的遍历，或从不同的上下文返回子项（如模式级集合而不是语句级别）。

**is\_derived\_from**(*fromclause*)

*inherited from the* [is\_derived\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.is_derived_from" \o "sqlalchemy.sql.expression.FromClause.is_derived_from) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return True if this FromClause is 'derived' from the given FromClause.

An example would be an Alias of a Table is derived from that Table.

如果FromClause是从给定的FromClause派生出来，返回True。

一个例子是从表中派生出一个表的别名。

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join).   *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**label**(*name*)

*inherited from the* [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.label" \o "sqlalchemy.sql.expression.SelectBase.label) *method of* [SelectBase](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase" \o "sqlalchemy.sql.expression.SelectBase)

return a 'scalar' representation of this selectable, embedded as a subquery with a label.

返回此可选择的“标量”表示，作为具有标签的子查询嵌入。

**See also**

[as\_scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.SelectBase.as_scalar" \o "sqlalchemy.sql.expression.SelectBase.as_scalar).

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****full**** –   if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.  *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.params" \o "sqlalchemy.sql.expression.ClauseElement.params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Returns a copy of this ClauseElement with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced with values taken from the given dictionary:

**>>>** clause = column('x') + bindparam('foo')**>>>** print clause.compile().params{'foo':None}**>>>** print clause.params({'foo':7}).compile().params{'foo':7}

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**scalar**(*\*multiparams*, *\*\*params*)

*inherited from the* [scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.scalar" \o "sqlalchemy.sql.expression.Executable.scalar) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), returning the result's scalar representation.

**select**(*whereclause=None*, *\*\*params*)

*inherited from the* [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**self\_group**(*against=None*)

*inherited from the* [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.self_group" \o "sqlalchemy.sql.expression.ClauseElement.self_group) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Apply a 'grouping' to this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

对此ClauseElement应用"分组"。

This method is overridden by subclasses to return a "grouping" construct, i.e. parenthesis. In particular it's used by "binary" expressions to provide a grouping around themselves when placed into a larger expression, as well as by [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs when placed into the FROM clause of another [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select). (Note that subqueries should be normally created using the [Select.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.alias" \o "sqlalchemy.sql.expression.Select.alias) method, as many platforms require nested SELECT statements to be named).

这个方法被子类覆盖，以返回一个"分组"结构，即括号。 特别地，它被"二进制"表达式用于在放入更大的表达式时以及通过将select() 结构放入另一个select() 的FROM子句时围绕它们进行分组。 （请注意，通常使用Select.alias() 方法创建子查询，因为许多平台需要嵌套的SELECT语句来命名）。

As expressions are composed together, the application of [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom.self_group" \o "sqlalchemy.sql.expression.TextAsFrom.self_group) is automatic - end-user code should never need to use this method directly. Note that SQLAlchemy's clause constructs take operator precedence into account - so parenthesis might not be needed, for example, in an expression like x OR (y AND z) - AND takes precedence over OR.

由于表达式组合在一起，self\_group() 的应用是自动的 - 最终用户代码不应该直接使用这种方法。 请注意，SQLAlchemy的子句构造考虑到运算符优先级，因此可能不需要括号，例如，在像x OR（y AND z）之类的表达式中，AND优先于OR。

The base [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TextAsFrom.self_group" \o "sqlalchemy.sql.expression.TextAsFrom.self_group) method of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) just returns self.

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

## 2.3 Insert, Updates, Deletes

INSERT, UPDATE and DELETE statements build on a hierarchy starting with [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase). The [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) and [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) constructs build on the intermediary [ValuesBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase" \o "sqlalchemy.sql.expression.ValuesBase).

INSERT，UPDATE和DELETE语句构建在以UpdateBase开头的层次结构上。 插入和更新构造基于中间的ValueBase。

sqlalchemy.sql.expression.**delete**(*table*, *whereclause=None*, *bind=None*, *returning=None*, *prefixes=None*, *\*\*dialect\_kw*)

Construct [Delete](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Delete" \o "sqlalchemy.sql.expression.Delete) object.

Similar functionality is available via the [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.delete" \o "sqlalchemy.sql.expression.TableClause.delete) method on [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

|  |  |
| --- | --- |
| **Parameters:** | * ****table**** – The table to delete rows from. * ****whereclause**** – A [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) describing the WHERE condition of the DELETE statement. Note that the [where()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Delete.where" \o "sqlalchemy.sql.expression.Delete.where) generative method may be used instead. |

**See also**

[Deletes](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "deletes) - SQL Expression Tutorial

sqlalchemy.sql.expression.**insert**(*table*, *values=None*, *inline=False*, *bind=None*, *prefixes=None*, *returning=None*, *return\_defaults=False*, *\*\*dialect\_kw*)

Construct an [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) object.

Similar functionality is available via the [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.insert" \o "sqlalchemy.sql.expression.TableClause.insert) method on [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

|  |  |
| --- | --- |
| **Parameters:** | * ****table**** – [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause) which is the subject of the insert. * ****values**** – collection of values to be inserted; see [Insert.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert.values" \o "sqlalchemy.sql.expression.Insert.values) for a description of allowed formats here. Can be omitted entirely; a [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) construct will also dynamically render the VALUES clause at execution time based on the parameters passed to [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute). * ****inline**** – if True, no attempt will be made to retrieve the SQL-generated default values to be provided within the statement; in particular, this allows SQL expressions to be rendered 'inline' within the statement without the need to pre-execute them beforehand; for backends that support "returning", this turns off the "implicit returning" feature for the statement. |

If both values and compile-time bind parameters are present, the compile-time bind parameters override the information specified within values on a per-key basis.

如果存在值和编译时绑定参数，则编译时绑定参数将以每个键为基础覆盖值内指定的信息。

The keys within values can be either [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects or their string identifiers. Each key may reference one of:

值内的键可以是列对象或其字符串标识符。 每个键可以参考以下之一：

* a literal data value (i.e. string, number, etc.);
* a Column object;
* a SELECT statement.

If a SELECT statement is specified which references this INSERT statement's table, the statement will be correlated against the INSERT statement.

**See also**

[Insert Expressions](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "coretutorial-insert-expressions) - SQL Expression Tutorial

[Inserts, Updates and Deletes](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "inserts-and-updates) - SQL Expression Tutorial

sqlalchemy.sql.expression.**update**(*table*, *whereclause=None*, *values=None*, *inline=False*, *bind=None*, *prefixes=None*, *returning=None*, *return\_defaults=False*, *preserve\_parameter\_order=False*, *\*\*dialect\_kw*)

Construct an [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) object.

E.g.:

**from** **sqlalchemy** **import** update

stmt = update(users).where(users.c.id==5).\

values(name='user #5')

Similar functionality is available via the [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.update" \o "sqlalchemy.sql.expression.TableClause.update) method on [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table):

stmt = users.update().\

where(users.c.id==5).\

values(name='user #5')

|  |  |
| --- | --- |
| **Parameters:** | * ****table**** – A [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object representing the database table to be updated. * ****whereclause –****Optional SQL expression describing the WHERE condition of the UPDATE statement. Modern applications may prefer to use the generative [where()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.where" \o "sqlalchemy.sql.expression.Update.where) method to specify the WHERE clause.   The WHERE clause can refer to multiple tables. For databases which support this, an UPDATE FROM clause will be generated, or on MySQL, a multi-table update. The statement will fail on databases that don't have support for multi-table update statements. A SQL-standard method of referring to additional tables in the WHERE clause is to use a correlated subquery:  users.update().values(name='ed').where(  users.c.name==select([addresses.c.email\_address]).\  where(addresses.c.user\_id==users.c.id).\  as\_scalar()  )  *Changed in version 0.7.4:*The WHERE clause can refer to multiple tables.   * ****values –****Optional dictionary which specifies the SET conditions of the UPDATE. If left as None, the SET conditions are determined from those parameters passed to the statement during the execution and/or compilation of the statement. When compiled standalone without any parameters, the SET clause generates for all columns.   Modern applications may prefer to use the generative [Update.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.values" \o "sqlalchemy.sql.expression.Update.values) method to set the values of the UPDATE statement.   * ****inline**** – if True, SQL defaults present on [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects via the default keyword will be compiled 'inline' into the statement and not pre-executed. This means that their values will not be available in the dictionary returned from [ResultProxy.last\_updated\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.last_updated_params" \o "sqlalchemy.engine.ResultProxy.last_updated_params). * ****preserve\_parameter\_order –****if True, the update statement is expected to receive parameters ****only**** via the [Update.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.values" \o "sqlalchemy.sql.expression.Update.values) method, and they must be passed as a Python list of 2-tuples. The rendered UPDATE statement will emit the SET clause for each referenced column maintaining this order.   *New in version 1.0.10.*  **See also**  [Parameter-Ordered Updates](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "updates-order-parameters) - full example of the [preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) flag |

If both values and compile-time bind parameters are present, the compile-time bind parameters override the information specified within values on a per-key basis.

如果存在值和编译时绑定参数，则编译时绑定参数将以每个键为基础覆盖值内指定的信息。

The keys within values can be either [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects or their string identifiers (specifically the "key" of the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), normally but not necessarily equivalent to its "name"). Normally, the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects used here are expected to be part of the target [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that is the table to be updated. However when using MySQL, a multiple-table UPDATE statement can refer to columns from any of the tables referred to in the WHERE clause.

值内的键可以是列对象或其字符串标识符（特别是列的"键"，通常但不一定等同于其"名称"）。 通常，此处使用的列对象预计将作为要更新的表的目标表的一部分。 但是，当使用MySQL时，多表UPDATE语句可以引用WHERE子句中引用的任何表中的列。

The values referred to in values are typically:

值中引用的值通常为：

* a literal data value (i.e. string, number, etc.)文字数据值（即字符串，数字等）
* a SQL expression, such as a related [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), a scalar-returning [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct, etc.一个SQL表达式，例如相关的列，标量返回的select（）结构等。

When combining [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs within the values clause of an [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) construct, the subquery represented by the [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) should be *correlated*to the parent table, that is, providing criterion which links the table inside the subquery to the outer table being updated:

当在update() 结构的values子句中组合select() 结构时，由select() 表示的子查询应与父表相关联，即提供将子查询中的表链接到正在更新的外表的标准：

users.update().values(

name=select([addresses.c.email\_address]).\

where(addresses.c.user\_id==users.c.id).\

as\_scalar()

)

**See also**

[Inserts, Updates and Deletes](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "inserts-and-updates) - SQL Expression Language Tutorial

*class*sqlalchemy.sql.expression.**Delete**(*table*, *whereclause=None*, *bind=None*, *returning=None*, *prefixes=None*, *\*\*dialect\_kw*)

Bases: [sqlalchemy.sql.expression.UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Represent a DELETE construct.

表示DELETE构造。

The [Delete](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Delete" \o "sqlalchemy.sql.expression.Delete) object is created using the [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.delete" \o "sqlalchemy.sql.expression.delete) function.

Delete对象使用delete() 函数创建。

**\_\_init\_\_**(*table*, *whereclause=None*, *bind=None*, *returning=None*, *prefixes=None*, *\*\*dialect\_kw*)

Construct a new [Delete](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Delete" \o "sqlalchemy.sql.expression.Delete) object.

构造一个新的Delete对象。

This constructor is mirrored as a public API function; see [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.delete" \o "sqlalchemy.sql.expression.delete) for a full usage and argument description.

该构造函数作为公共API函数进行镜像; 有关完整的用法和参数说明，请参阅delete() 。

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

为此类添加一种新的方言特定的关键字参数。

E.g.:

例如：

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

DialectKWArgs.argument\_for() 方法是向DefaultDialect.construct\_arguments字典添加额外参数的每个参数的方式。 该字典提供了代表方言由各种模式级结构接受的参数名称列表。

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

新的方言通常应该一律将该字典全部指定为方言类的数据成员。 用于临时添加参数名称的用例通常用于最终用户代码，该代码也使用消耗额外参数的自定义编译方案。

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary.一个方言的名字 方言必须是可定位的，否则会引发NoSuchModuleError。 方言还必须包含一个existingDefaultDialect.construct\_arguments集合，表示它参与了关键字参数验证和默认系统，否则引发了ArgumentError。 如果方言不包括此集合，则可以代表此方言指定任何关键字参数。 SQLAlchemy中包装的所有方言都包含此集合，但是对于第三方方言，支持可能会有所不同。 * ****argument\_name**** – name of the parameter.参数名称。 * ****default**** – default value of the parameter.参数的默认值。 |

*New in version 0.9.4.*

**bind**

*inherited from the* [bind](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.bind" \o "sqlalchemy.sql.expression.UpdateBase.bind) *attribute of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Return a 'bind' linked to this [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase) or a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) associated with it.

返回一个链接到此UpdateBase或与之关联的表的“绑定”。

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

将此条款元素与给定的条款元素进行比较。

Subclasses should override the default behavior, which is a straight identity comparison.

子类应该覆盖默认行为，这是一个直接的身份比较。

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

\*\* kw是由subclass compare() 方法消耗的参数，可用于修改比较条件。（见ColumnElement）

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

编译此SQL表达式。

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

返回值是一个编译对象。 对返回的值调用str() 或unicode() 将产生结果的字符串表示形式。 Compiled对象还可以使用params访问器返回绑定参数名称和值的字典。

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其获取编译的引擎或连接。 这个参数优先于这个ClauseElement的绑定引擎（如果有的话）。 * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered.用于INSERT和UPDATE语句，应在编译的VALUES子句中存在列列表 * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其中获取编译的方言实例。 此参数优先于bind参数以及此ClauseElement的绑定引擎（如果有）。 * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column.用于INSERT语句，对于不支持新生成的主键列的内联检索的方言，将强制用于创建新主键值的表达式在INSERT语句的VALUES子句中内联呈现。 这通常是指Sequence执行，但也可以指与主键Column相关联的任何服务器端默认生成函数。 * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:在所有“访问”方法中将附加参数的可选字典传递给编译器。 例如，这允许将任何自定义标志传递到自定义编译构造。 它也用于通过literal\_binds标志的情况：   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**cte**(*name=None*, *recursive=False*)

*inherited from the* [cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte) *method of* [HasCTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE" \o "sqlalchemy.sql.expression.HasCTE)

Return a new [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE), or Common Table Expression instance.

返回一个新的CTE或Common Table Expression实例。

Common table expressions are a SQL standard whereby SELECT statements can draw upon secondary statements specified along with the primary statement, using a clause called "WITH". Special semantics regarding UNION can also be employed to allow "recursive" queries, where a SELECT statement can draw upon the set of rows that have previously been selected.

公用表表达式是一种SQL标准，其中SELECT语句可以使用一个称为"WITH"的子句来使用主语句指定的辅助语句。 还可以使用有关UNION的特殊语义来允许"递归"查询，其中SELECT语句可以对先前已选择的行集合进行绘制。

CTEs can also be applied to DML constructs UPDATE, INSERT and DELETE on some databases, both as a source of CTE rows when combined with RETURNING, as well as a consumer of CTE rows.

CTE还可以应用于某些数据库上的DML构造UPDATE，INSERT和DELETE，作为与RETURNING组合的CTE行的源，以及CTE行的使用者。

SQLAlchemy detects [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE) objects, which are treated similarly to [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) objects, as special elements to be delivered to the FROM clause of the statement as well as to a WITH clause at the top of the statement.

SQLAlchemy检测到与Alias对象类似的CTE对象作为要传递到语句的FROM子句的特殊元素以及语句顶部的WITH子句。

*Changed in version 1.1:*Added support for UPDATE/INSERT/DELETE as CTE, CTEs added to UPDATE/INSERT/DELETE.

在版本1.1中更改：添加对UPDATE / INSERT / DELETE作为CTE的支持，CTE添加到UPDATE / INSERT / DELETE。

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – name given to the common table expression. Like \_FromClause.alias(), the name can be left as None in which case an anonymous symbol will be used at query compile time. * ****recursive**** – if True, will render WITH RECURSIVE. A recursive common table expression is intended to be used in conjunction with UNION ALL in order to derive rows from those already selected. |

The following examples include two from PostgreSQL's documentation at <http://www.postgresql.org/docs/current/static/queries-with.html>, as well as additional examples.

Example 1, non recursive:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

orders = Table('orders', metadata,

Column('region', String),

Column('amount', Integer),

Column('product', String),

Column('quantity', Integer))

regional\_sales = select([

orders.c.region,

func.sum(orders.c.amount).label('total\_sales')

]).group\_by(orders.c.region).cte("regional\_sales")

top\_regions = select([regional\_sales.c.region]).\

where(

regional\_sales.c.total\_sales >

select([

func.sum(regional\_sales.c.total\_sales)/10

])

).cte("top\_regions")

statement = select([

orders.c.region,

orders.c.product,

func.sum(orders.c.quantity).label("product\_units"),

func.sum(orders.c.amount).label("product\_sales")

]).where(orders.c.region.in\_(

select([top\_regions.c.region])

)).group\_by(orders.c.region, orders.c.product)

result = conn.execute(statement).fetchall()

Example 2, WITH RECURSIVE:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

parts = Table('parts', metadata,

Column('part', String),

Column('sub\_part', String),

Column('quantity', Integer),)

included\_parts = select([

parts.c.sub\_part,

parts.c.part,

parts.c.quantity]).\

where(parts.c.part=='our part').\

cte(recursive=**True**)

incl\_alias = included\_parts.alias()parts\_alias = parts.alias()included\_parts = included\_parts.union\_all(

select([

parts\_alias.c.sub\_part,

parts\_alias.c.part,

parts\_alias.c.quantity

]).

where(parts\_alias.c.part==incl\_alias.c.sub\_part))

statement = select([

included\_parts.c.sub\_part,

func.sum(included\_parts.c.quantity).

label('total\_quantity')

]).\

group\_by(included\_parts.c.sub\_part)

result = conn.execute(statement).fetchall()

Example 3, an upsert using UPDATE and INSERT with CTEs:

**from** **datetime** **import** date

**from** **sqlalchemy** **import** (MetaData, Table, Column, Integer,

Date, select, literal, and\_, exists)

metadata = MetaData()

visitors = Table('visitors', metadata,

Column('product\_id', Integer, primary\_key=**True**),

Column('date', Date, primary\_key=**True**),

Column('count', Integer),)

*# add 5 visitors for the product\_id == 1*

product\_id = 1

day = date.today()

count = 5

update\_cte = (

visitors.update()

.where(and\_(visitors.c.product\_id == product\_id,

visitors.c.date == day))

.values(count=visitors.c.count + count)

.returning(literal(1))

.cte('update\_cte'))

upsert = visitors.insert().from\_select(

[visitors.c.product\_id, visitors.c.date, visitors.c.count],

select([literal(product\_id), literal(day), literal(count)])

.where(~exists(update\_cte.select())))

connection.execute(upsert)

**See also**

[orm.query.Query.cte()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.cte" \o "sqlalchemy.orm.query.Query.cte) - ORM version of [HasCTE.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte).

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

指定为此构造的方言特定选项的关键字参数的集合。

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

参数以原始<dialect> \_ <kwarg>格式存在。 只包括实际通过的论据; 不同于DialectKWArgs.dialect\_options集合，其中包含此方言已知的所有选项，包括默认值。

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

收藏也是可写的; 密钥被接受为<dialect> \_ <kwarg>的形式，其中值将被汇总到选项列表中。

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**execute**(*\*multiparams*, *\*\*params*)

*inherited from the* [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable).

**execution\_options**(*\*\*kw*)

*inherited from the* [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Set non-SQL options for the statement which take effect during execution.

Execution options can be set on a per-statement or per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis. Additionally, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and ORM [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) objects provide access to execution options which they in turn configure upon connections.

The [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Delete.execution_options" \o "sqlalchemy.sql.expression.Delete.execution_options) method is generative. A new instance of this statement is returned that contains the options:

statement = select([table.c.x, table.c.y])statement = statement.execution\_options(autocommit=**True**)

Note that only a subset of possible execution options can be applied to a statement - these include "autocommit" and "stream\_results", but not "isolation\_level" or "compiled\_cache". See [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) for a full list of possible options.

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)

[Query.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.execution_options" \o "sqlalchemy.orm.query.Query.execution_options)

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**params**(*\*arg*, *\*\*kw*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.params" \o "sqlalchemy.sql.expression.UpdateBase.params) *method of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Set the parameters for the statement.

This method raises NotImplementedError on the base class, and is overridden by [ValuesBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase" \o "sqlalchemy.sql.expression.ValuesBase) to provide the SET/VALUES clause of UPDATE and INSERT.

**prefix\_with**(*\*expr*, *\*\*kw*)

*inherited from the* [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes.prefix_with" \o "sqlalchemy.sql.expression.HasPrefixes.prefix_with) *method of* [HasPrefixes](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes" \o "sqlalchemy.sql.expression.HasPrefixes)

Add one or more expressions following the statement keyword, i.e. SELECT, INSERT, UPDATE, or DELETE. Generative.

This is used to support backend-specific prefix keywords such as those provided by MySQL.

E.g.:

stmt = table.insert().prefix\_with("LOW\_PRIORITY", dialect="mysql")

Multiple prefixes can be specified by multiple calls to [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Delete.prefix_with" \o "sqlalchemy.sql.expression.Delete.prefix_with).

|  |  |
| --- | --- |
| **Parameters:** | * ****\*expr**** – textual or [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) construct which will be rendered following the INSERT, UPDATE, or DELETE keyword. * ****\*\*kw**** – A single keyword 'dialect' is accepted. This is an optional string dialect name which will limit rendering of this prefix to only that dialect. |

**returning**(*\*cols*)

*inherited from the* [returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) *method of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Add a [RETURNING](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-returning) or equivalent clause to this statement.

e.g.:

stmt = table.update().\

where(table.c.data == 'value').\

values(status='X').\

returning(table.c.server\_flag,

table.c.updated\_timestamp)

**for** server\_flag, updated\_timestamp **in** connection.execute(stmt):

print(server\_flag, updated\_timestamp)

The given collection of column expressions should be derived from the table that is the target of the INSERT, UPDATE, or DELETE. While [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects are typical, the elements can also be expressions:

stmt = table.insert().returning(

(table.c.first\_name + " " + table.c.last\_name).

label('fullname'))

Upon compilation, a RETURNING clause, or database equivalent, will be rendered within the statement. For INSERT and UPDATE, the values are the newly inserted/updated values. For DELETE, the values are those of the rows which were deleted.

编译后，RETURNING子句或数据库等价物将在语句中呈现。对于INSERT和UPDATE，值是新插入/更新的值。对于DELETE，值是被删除的行的值。

Upon execution, the values of the columns to be returned are made available via the result set and can be iterated using [ResultProxy.fetchone()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchone" \o "sqlalchemy.engine.ResultProxy.fetchone)and similar. For DBAPIs which do not natively support returning values (i.e. cx\_oracle), SQLAlchemy will approximate this behavior at the result level so that a reasonable amount of behavioral neutrality is provided.

执行后，要返回的列的值通过结果集可用，并且可以使用ResultProxy.fetchone() 等进行迭代。对于不本地支持返回值（即cx\_oracle）的DBAPI，SQLAlchemy将在结果级别近似此行为，从而提供合理数量的行为中立性。

Note that not all databases/DBAPIs support RETURNING. For those backends with no support, an exception is raised upon compilation and/or execution. For those who do support it, the functionality across backends varies greatly, including restrictions on executemany() and other statements which return multiple rows. Please read the documentation notes for the database in use in order to determine the availability of RETURNING.

请注意，并非所有数据库/ DBAPI都支持RETURNING。对于不支持的后端，在编译和/或执行时会出现异常。对于那些支持它的人，后端的功能差异很大，包括对executemany() 和其他返回多行的语句的限制。请阅读正在使用的数据库的文档说明，以确定RETURNING的可用性。

**See also**

[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) - an alternative method tailored towards efficient fetching of server-side defaults and triggers for single-row INSERTs or UPDATEs.

**scalar**(*\*multiparams*, *\*\*params*)

*inherited from the* [scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.scalar" \o "sqlalchemy.sql.expression.Executable.scalar) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), returning the result's scalar representation.

**self\_group**(*against=None*)

*inherited from the* [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.self_group" \o "sqlalchemy.sql.expression.ClauseElement.self_group) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Apply a 'grouping' to this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

对此ClauseElement应用“分组”。

This method is overridden by subclasses to return a "grouping" construct, i.e. parenthesis. In particular it's used by "binary" expressions to provide a grouping around themselves when placed into a larger expression, as well as by [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs when placed into the FROM clause of another [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select). (Note that subqueries should be normally created using the [Select.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.alias" \o "sqlalchemy.sql.expression.Select.alias) method, as many platforms require nested SELECT statements to be named).

这个方法被子类覆盖，以返回一个“分组”结构，即括号。 特别地，它被“二进制”表达式用于在放入更大的表达式时以及通过将select() 结构放入另一个select() 的FROM子句时围绕它们进行分组。 （请注意，通常使用Select.alias() 方法创建子查询，因为许多平台需要嵌套的SELECT语句来命名）。

As expressions are composed together, the application of [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Delete.self_group" \o "sqlalchemy.sql.expression.Delete.self_group) is automatic - end-user code should never need to use this method directly. Note that SQLAlchemy's clause constructs take operator precedence into account - so parenthesis might not be needed, for example, in an expression like x OR (y AND z) - AND takes precedence over OR.

由于表达式组合在一起，self\_group() 的应用是自动的 - 最终用户代码不应该直接使用这种方法。 请注意，SQLAlchemy的子句构造考虑到运算符优先级，因此可能不需要括号，例如，在像x OR（y AND z）之类的表达式中，AND优先于OR。

The base [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Delete.self_group" \o "sqlalchemy.sql.expression.Delete.self_group) method of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) just returns self.

ClauseElement的基本self\_group() 方法只返回自身。

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

返回一个带有bindparam() 元素的副本。

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

与params() 具有相同的功能，除了对受影响的绑定参数添加unique = True，以便可以使用多个语句。

**where**(*whereclause*)

Add the given WHERE clause to a newly returned delete construct.

将给定的WHERE子句添加到新返回的delete构造。

**with\_hint**(*text*, *selectable=None*, *dialect\_name='\*'*)

*inherited from the* [with\_hint()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.with_hint" \o "sqlalchemy.sql.expression.UpdateBase.with_hint) *method of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Add a table hint for a single table to this INSERT/UPDATE/DELETE statement.

将单个表的表提示添加到此INSERT / UPDATE / DELETE语句。

**Note**

[UpdateBase.with\_hint()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.with_hint" \o "sqlalchemy.sql.expression.UpdateBase.with_hint) currently applies only to Microsoft SQL Server. For MySQL INSERT/UPDATE/DELETE hints, use [UpdateBase.prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.prefix_with" \o "sqlalchemy.sql.expression.UpdateBase.prefix_with).

提示的文本在相对于作为此语句主题的表的相应位置呈现在正在使用的数据库后端中，或者可选地作为可选参数传递给给定表的表。

The text of the hint is rendered in the appropriate location for the database backend in use, relative to the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that is the subject of this statement, or optionally to that of the given [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) passed as the selectable argument.

UpdateBase.with\_hint() 目前仅适用于Microsoft SQL Server。 对于MySQL INSERT / UPDATE / DELETE提示，请使用UpdateBase.prefix\_with() 。

The dialect\_name option will limit the rendering of a particular hint to a particular backend. Such as, to add a hint that only takes effect for SQL Server:

dialect\_name选项将限制对特定后端的特定提示的呈现。 例如，添加仅对SQL Server生效的提示：

mytable.insert().with\_hint("WITH (PAGLOCK)", dialect\_name="mssql")

*New in version 0.7.6.*

|  |  |
| --- | --- |
| **Parameters:** | * ****text**** – Text of the hint. * ****selectable**** – optional [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that specifies an element of the FROM clause within an UPDATE or DELETE to be the subject of the hint - applies only to certain backends. * ****dialect\_name**** – defaults to \*, if specified as the name of a particular dialect, will apply these hints only when that dialect is in use. |

*class*sqlalchemy.sql.expression.**Insert**(*table*, *values=None*, *inline=False*, *bind=None*, *prefixes=None*, *returning=None*, *return\_defaults=False*, *\*\*dialect\_kw*)

Bases: [sqlalchemy.sql.expression.ValuesBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase" \o "sqlalchemy.sql.expression.ValuesBase)

Represent an INSERT construct.

The [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) object is created using the [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.insert" \o "sqlalchemy.sql.expression.insert) function.

**See also**

[Insert Expressions](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "coretutorial-insert-expressions)

**\_\_init\_\_**(*table*, *values=None*, *inline=False*, *bind=None*, *prefixes=None*, *returning=None*, *return\_defaults=False*, *\*\*dialect\_kw*)

Construct a new [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) object.

This constructor is mirrored as a public API function; see [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.insert" \o "sqlalchemy.sql.expression.insert) for a full usage and argument description.

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

DialectKWArgs.argument\_for() 方法是向DefaultDialect.construct\_arguments字典添加额外参数的每个参数的方式。 该字典提供了代表方言由各种模式级结构接受的参数名称列表。

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

新的方言通常应该一律将该字典全部指定为方言类的数据成员。 用于临时添加参数名称的用例通常用于最终用户代码，该代码也使用消耗额外参数的自定义编译方案。

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary.一个方言的名字 方言必须是可定位的，否则会引发NoSuchModuleError。 方言还必须包含一个existingDefaultDialect.construct\_arguments集合，表示它参与了关键字参数验证和默认系统，否则引发了ArgumentError。 如果方言不包括此集合，则可以代表此方言指定任何关键字参数。 SQLAlchemy中包装的所有方言都包含此集合，但是对于第三方方言，支持可能会有所不同。 * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**bind**

*inherited from the* [bind](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.bind" \o "sqlalchemy.sql.expression.UpdateBase.bind) *attribute of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Return a 'bind' linked to this [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase) or a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) associated with it.

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

将此条款元素与给定的条款元素进行比较。

Subclasses should override the default behavior, which is a straight identity comparison.

子类应该覆盖默认行为，这是一个直接的身份比较。

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

\*\* kw是由subclass compare() 方法消耗的参数，可用于修改比较条件。（见ColumnElement）

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

编译此SQL表达式。

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

返回值是一个编译对象。 对返回的值调用str() 或unicode() 将产生结果的字符串表示形式。 Compiled对象还可以使用params访问器返回绑定参数名称和值的字典。

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered. * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column. * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**cte**(*name=None*, *recursive=False*)

*inherited from the* [cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte) *method of* [HasCTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE" \o "sqlalchemy.sql.expression.HasCTE)

Return a new [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE), or Common Table Expression instance.

返回一个新的CTE或Common Table Expression实例。

Common table expressions are a SQL standard whereby SELECT statements can draw upon secondary statements specified along with the primary statement, using a clause called "WITH". Special semantics regarding UNION can also be employed to allow "recursive" queries, where a SELECT statement can draw upon the set of rows that have previously been selected.

公用表表达式是一种SQL标准，其中SELECT语句可以使用一个称为“WITH”的子句来使用主语句指定的辅助语句。 还可以使用有关UNION的特殊语义来允许“递归”查询，其中SELECT语句可以对先前已选择的行集合进行绘制。

CTEs can also be applied to DML constructs UPDATE, INSERT and DELETE on some databases, both as a source of CTE rows when combined with RETURNING, as well as a consumer of CTE rows.

CTE还可以应用于某些数据库上的DML构造UPDATE，INSERT和DELETE，作为与RETURNING组合的CTE行的源，以及CTE行的使用者。

SQLAlchemy detects [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE) objects, which are treated similarly to [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) objects, as special elements to be delivered to the FROM clause of the statement as well as to a WITH clause at the top of the statement.

SQLAlchemy检测到与Alias对象类似的CTE对象作为要传递到语句的FROM子句的特殊元素以及语句顶部的WITH子句。

*Changed in version 1.1:*Added support for UPDATE/INSERT/DELETE as CTE, CTEs added to UPDATE/INSERT/DELETE.

在版本1.1中更改：添加对UPDATE / INSERT / DELETE作为CTE的支持，CTE添加到UPDATE / INSERT / DELETE。

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – name given to the common table expression. Like \_FromClause.alias(), the name can be left as None in which case an anonymous symbol will be used at query compile time.给予公用表表达式的名称。 像\_FromClause.alias() 一样，名称可以保留为None，在这种情况下，在查询编译时将使用匿名符号。 * ****recursive**** – if True, will render WITH RECURSIVE. A recursive common table expression is intended to be used in conjunction with UNION ALL in order to derive rows from those already selected.如果为True，将显示为RECURSIVE。 递归公用表表达式旨在与UNION ALL结合使用，以便从已经选择的表中导出行。 |

The following examples include two from PostgreSQL's documentation at <http://www.postgresql.org/docs/current/static/queries-with.html>, as well as additional examples.以下示例包括PostgreSQL在http://www.postgresql.org/docs/current/static/queries-with.html上的两个文档，以及其他示例。

Example 1, non recursive:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

orders = Table('orders', metadata,

Column('region', String),

Column('amount', Integer),

Column('product', String),

Column('quantity', Integer))

regional\_sales = select([

orders.c.region,

func.sum(orders.c.amount).label('total\_sales')

]).group\_by(orders.c.region).cte("regional\_sales")

top\_regions = select([regional\_sales.c.region]).\

where(

regional\_sales.c.total\_sales >

select([

func.sum(regional\_sales.c.total\_sales)/10

])

).cte("top\_regions")

statement = select([

orders.c.region,

orders.c.product,

func.sum(orders.c.quantity).label("product\_units"),

func.sum(orders.c.amount).label("product\_sales")

]).where(orders.c.region.in\_(

select([top\_regions.c.region])

)).group\_by(orders.c.region, orders.c.product)

result = conn.execute(statement).fetchall()

Example 2, WITH RECURSIVE:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

parts = Table('parts', metadata,

Column('part', String),

Column('sub\_part', String),

Column('quantity', Integer),)

included\_parts = select([

parts.c.sub\_part,

parts.c.part,

parts.c.quantity]).\

where(parts.c.part=='our part').\

cte(recursive=**True**)

incl\_alias = included\_parts.alias()parts\_alias = parts.alias()included\_parts = included\_parts.union\_all(

select([

parts\_alias.c.sub\_part,

parts\_alias.c.part,

parts\_alias.c.quantity

]).

where(parts\_alias.c.part==incl\_alias.c.sub\_part))

statement = select([

included\_parts.c.sub\_part,

func.sum(included\_parts.c.quantity).

label('total\_quantity')

]).\

group\_by(included\_parts.c.sub\_part)

result = conn.execute(statement).fetchall()

Example 3, an upsert using UPDATE and INSERT with CTEs:

**from** **datetime** **import** date**from** **sqlalchemy** **import** (MetaData, Table, Column, Integer,

Date, select, literal, and\_, exists)

metadata = MetaData()

visitors = Table('visitors', metadata,

Column('product\_id', Integer, primary\_key=**True**),

Column('date', Date, primary\_key=**True**),

Column('count', Integer),)

*# add 5 visitors for the product\_id == 1*product\_id = 1day = date.today()count = 5

update\_cte = (

visitors.update()

.where(and\_(visitors.c.product\_id == product\_id,

visitors.c.date == day))

.values(count=visitors.c.count + count)

.returning(literal(1))

.cte('update\_cte'))

upsert = visitors.insert().from\_select(

[visitors.c.product\_id, visitors.c.date, visitors.c.count],

select([literal(product\_id), literal(day), literal(count)])

.where(~exists(update\_cte.select())))

connection.execute(upsert)

**See also**

[orm.query.Query.cte()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.cte" \o "sqlalchemy.orm.query.Query.cte) - ORM version of [HasCTE.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte).

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

指定为此构造的方言特定选项的关键字参数的集合。

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

参数以原始<dialect> \_ <kwarg>格式存在。 只包括实际通过的论据; 不同于DialectKWArgs.dialect\_options集合，其中包含此方言已知的所有选项，包括默认值。

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

收藏也是可写的; 密钥被接受为<dialect> \_ <kwarg>的形式，其中值将被汇总到选项列表中。

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

指定为此构造的方言特定选项的关键字参数的集合。

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

这是一个两级嵌套注册表，键入<dialect\_name>和<argument\_name>。 例如，postgresql\_where参数可以定位为：

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**execute**(*\*multiparams*, *\*\*params*)

*inherited from the* [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable).

编译并执行此可执行文件。

**execution\_options**(*\*\*kw*)

*inherited from the* [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Set non-SQL options for the statement which take effect during execution.

为执行期间生效的语句设置非SQL选项。

Execution options can be set on a per-statement or per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis. Additionally, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and ORM [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) objects provide access to execution options which they in turn configure upon connections.

可以在每个语句或每个连接的基础上设置执行选项。 此外，引擎和ORM查询对象提供对执行选项的访问，它们在连接时依次配置。

The [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert.execution_options" \o "sqlalchemy.sql.expression.Insert.execution_options) method is generative. A new instance of this statement is returned that contains the options:

execution\_options() 方法是生成的。 此语句的新实例将返回，其中包含以下选项：

statement = select([table.c.x, table.c.y])statement = statement.execution\_options(autocommit=**True**)

Note that only a subset of possible execution options can be applied to a statement - these include "autocommit" and "stream\_results", but not "isolation\_level" or "compiled\_cache". See [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) for a full list of possible options.

请注意，只有一个可能的执行选项的子集可以应用于一个语句 - 这些包括“autocommit”和“stream\_results”，而不是“isolation\_level”或“compiled\_cache”。 有关可能的选项的完整列表，请参阅Connection.execution\_options() 。

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)

[Query.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.execution_options" \o "sqlalchemy.orm.query.Query.execution_options)

**from\_select**(*names*, *select*, *include\_defaults=True*)

Return a new [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) construct which represents an INSERT...FROM SELECT statement.

e.g.:

sel = select([table1.c.a, table1.c.b]).where(table1.c.c > 5)ins = table2.insert().from\_select(['a', 'b'], sel)

|  |  |
| --- | --- |
| **Parameters:** | * ****names**** – a sequence of string column names or [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects representing the target columns.表示目标列的字符串列名称或列对象序列。 * ****select**** – a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct, [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) or other construct which resolves into a [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause), such as an ORM [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) object, etc. The order of columns returned from this FROM clause should correspond to the order of columns sent as the names parameter; while this is not checked before passing along to the database, the database would normally raise an exception if these column lists don't correspond.一个select() 构造，FromClause或其他构造，它解析为一个FromClause，如ORM Query对象等。从这个FROM子句返回的列的顺序应该与作为names参数发送的列的顺序相对应。 而在传递到数据库之前，这并不被检查，如果这些列列表不对应，数据库通常会引发异常。 * ****include\_defaults –****if True, non-server default values and SQL expressions as specified on [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects (as documented in [Column Insert/Update Defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html)) not otherwise specified in the list of names will be rendered into the INSERT and SELECT statements, so that these values are also included in the data to be inserted.如果为True，则在名称列表中没有另外指定的列对象（如列插入/更新默认值中所述）中指定的非服务器默认值和SQL表达式将被呈现为INSERT和SELECT语句，因此这些值也 包含在要插入的数据中   **Note**  A Python-side default that uses a Python callable function will only be invoked ****once**** for the whole statement, and ****not per row****.  使用Python可调用函数的Python端缺省值只能针对整个语句而不是每行调用一次。  *New in version 1.0.0:*- [Insert.from\_select()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert.from_select" \o "sqlalchemy.sql.expression.Insert.from_select) now renders Python-side and SQL expression column defaults into the SELECT statement for columns otherwise not included in the list of column names.  新版本1.0.0： - Insert.from\_select() 现在将Python边和SQL表达式列默认为SELECT列，否则不包括在列名列表中。 |

*Changed in version 1.0.0:*an INSERT that uses FROM SELECT implies that the [insert.inline](http://docs.sqlalchemy.org/en/rel_1_1/orm/extensions/mutable.html" \l "sqlalchemy.ext.mutable.MutableList.insert.params.inline" \o "sqlalchemy.ext.mutable.MutableList.insert) flag is set to True, indicating that the statement will not attempt to fetch the "last inserted primary key" or other defaults. The statement deals with an arbitrary number of rows, so the [ResultProxy.inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key)accessor does not apply.

在版本1.0.0中更改：使用FROM SELECT的INSERT意味着insert.inline标志设置为True，表示该语句不会尝试获取“最后插入的主键”或其他默认值。 该语句处理任意数量的行，因此ResultProxy.inserted\_primary\_keyaccessor不适用。

*New in version 0.8.3.*

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**params**(*\*arg*, *\*\*kw*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.params" \o "sqlalchemy.sql.expression.UpdateBase.params) *method of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Set the parameters for the statement.

设置语句的参数。

This method raises NotImplementedError on the base class, and is overridden by [ValuesBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase" \o "sqlalchemy.sql.expression.ValuesBase) to provide the SET/VALUES clause of UPDATE and INSERT.

此方法在基类上引发NotImplementedError，并由ValuesBase覆盖以提供UPDATE和INSERT的SET / VALUES子句。

**prefix\_with**(*\*expr*, *\*\*kw*)

*inherited from the* [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes.prefix_with" \o "sqlalchemy.sql.expression.HasPrefixes.prefix_with) *method of* [HasPrefixes](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes" \o "sqlalchemy.sql.expression.HasPrefixes)

Add one or more expressions following the statement keyword, i.e. SELECT, INSERT, UPDATE, or DELETE. Generative.

在语句关键字之后添加一个或多个表达式，即SELECT，INSERT，UPDATE或DELETE。生成。

This is used to support backend-specific prefix keywords such as those provided by MySQL.

这用于支持后端特定的前缀关键字，如MySQL提供的那些。

E.g.:

stmt = table.insert().prefix\_with("LOW\_PRIORITY", dialect="mysql")

Multiple prefixes can be specified by multiple calls to [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert.prefix_with" \o "sqlalchemy.sql.expression.Insert.prefix_with).

可以通过对prefix\_with() 的多次调用指定多个前缀。

|  |  |
| --- | --- |
| **Parameters:** | * ****\*expr**** – textual or [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) construct which will be rendered following the INSERT, UPDATE, or DELETE keyword. * ****\*\*kw**** – A single keyword 'dialect' is accepted. This is an optional string dialect name which will limit rendering of this prefix to only that dialect. |

**return\_defaults**(*\*cols*)

*inherited from the* [return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) *method of* [ValuesBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase" \o "sqlalchemy.sql.expression.ValuesBase)

Make use of a [RETURNING](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-returning) clause for the purpose of fetching server-side expressions and defaults.

为了获取服务器端表达式和默认值，使用RETURNING子句。

E.g.:

stmt = table.insert().values(data='newdata').return\_defaults()

result = connection.execute(stmt)

server\_created\_at = result.returned\_defaults['created\_at']

When used against a backend that supports RETURNING, all column values generated by SQL expression or server-side-default will be added to any existing RETURNING clause, provided that [UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) is not used simultaneously. The column values will then be available on the result using the [ResultProxy.returned\_defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.returned_defaults" \o "sqlalchemy.engine.ResultProxy.returned_defaults) accessor as a dictionary, referring to values keyed to the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object as well as its .key.

当用于支持RETURNING的后端时，由SQL表达式或服务器端默认生成的所有列值都将添加到任何现有的RETURNING子句中，前提是不会同时使用UpdateBase.returning() 。 然后，列值将使用ResultProxy.returned\_defaults访问器作为字典在结果上可用，引用键对Column对象及其.key的值。

This method differs from [UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) in these ways:

此方法与UpdateBase.returning() 不同之处在于：

1. [ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is only intended for use with an INSERT or an UPDATE statement that matches exactly one row. While the RETURNING construct in the general sense supports multiple rows for a multi-row UPDATE or DELETE statement, or for special cases of INSERT that return multiple rows (e.g. INSERT from SELECT, multi-valued VALUES clause), [ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is intended only for an "ORM-style" single-row INSERT/UPDATE statement. The row returned by the statement is also consumed implicitly when[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is used. By contrast, [UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) leaves the RETURNING result-set intact with a collection of any number of rows.ValuesBase.return\_defaults() 仅用于与完全匹配一行的INSERT或UPDATE语句一起使用。 虽然RETURNING结构在一般意义上支持多行UPDATE或DELETE语句的多行，或对于返回多行的特殊情况（例如INSERT从SELECT，多值VALUES子句），ValuesBase.return\_defaults() 是 仅用于“ORM风格”单行INSERT / UPDATE语句。 当使用ValuesBase.return\_defaults() 时，语句返回的行也被隐含地消耗。 相比之下，UpdateBase.returning() 将使用任意数量的行的集合保留RETURNING结果集。
2. It is compatible with the existing logic to fetch auto-generated primary key values, also known as "implicit returning". Backends that support RETURNING will automatically make use of RETURNING in order to fetch the value of newly generated primary keys; while the[UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) method circumvents this behavior, [ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) leaves it intact.它与现有逻辑兼容，以获取自动生成的主键值，也称为“隐式返回”。 支持RETURNING的后端将自动使用RETURNING来获取新生成的主键的值; 而UpdateBase.returning() 方法规避了此行为，ValuesBase.return\_defaults() 将保持原样。
3. It can be called against any backend. Backends that don't support RETURNING will skip the usage of the feature, rather than raising an exception. The return value of [ResultProxy.returned\_defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.returned_defaults" \o "sqlalchemy.engine.ResultProxy.returned_defaults) will be None可以调用任何后端。 不支持RETURNING的后端将跳过该功能的使用，而不是引发异常。 ResultProxy.returned\_defaults的返回值将为None

[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is used by the ORM to provide an efficient implementation for the eager\_defaults feature of [mapper()](http://docs.sqlalchemy.org/en/rel_1_1/orm/mapping_api.html" \l "sqlalchemy.orm.mapper" \o "sqlalchemy.orm.mapper).

ValuesBase.return\_defaults() 由ORM用于为mapper() 的eager\_defaults功能提供有效的实现。

|  |  |
| --- | --- |
| **Parameters:** | ****cols**** – optional list of column key names or [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects. If omitted, all column expressions evaluated on the server are added to the returning list.列键名称或列对象的可选列表。 如果省略，则在服务器上计算的所有列表达式都将添加到返回列表中。 |

*New in version 0.9.0.*

**See also**

[UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning)

[ResultProxy.returned\_defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.returned_defaults" \o "sqlalchemy.engine.ResultProxy.returned_defaults)

**returning**(*\*cols*)

*inherited from the* [returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) *method of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Add a [RETURNING](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-returning) or equivalent clause to this statement.

e.g.:

stmt = table.update().\

where(table.c.data == 'value').\

values(status='X').\

returning(table.c.server\_flag,

table.c.updated\_timestamp)

**for** server\_flag, updated\_timestamp **in** connection.execute(stmt):

print(server\_flag, updated\_timestamp)

The given collection of column expressions should be derived from the table that is the target of the INSERT, UPDATE, or DELETE. While [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects are typical, the elements can also be expressions:

列表达式的给定集合应该从作为INSERT，UPDATE或DELETE的目标的表导出。 虽然[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)对象是典型的，但元素也可以是表达式：

stmt = table.insert().returning(

(table.c.first\_name + " " + table.c.last\_name).

label('fullname'))

Upon compilation, a RETURNING clause, or database equivalent, will be rendered within the statement. For INSERT and UPDATE, the values are the newly inserted/updated values. For DELETE, the values are those of the rows which were deleted.

编译后，RETURNING子句或数据库等价物将在语句中呈现。对于INSERT和UPDATE，值是新插入/更新的值。对于DELETE，值是被删除的行的值。

Upon execution, the values of the columns to be returned are made available via the result set and can be iterated using [ResultProxy.fetchone()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchone" \o "sqlalchemy.engine.ResultProxy.fetchone) and similar. For DBAPIs which do not natively support returning values (i.e. cx\_oracle), SQLAlchemy will approximate this behavior at the result level so that a reasonable amount of behavioral neutrality is provided.

执行后，要返回的列的值通过结果集可用，并且可以使用[ResultProxy.fetchone()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchone" \o "sqlalchemy.engine.ResultProxy.fetchone) 等进行迭代。对于不本地支持返回值（即cx\_oracle）的DBAPI，SQLAlchemy将在结果级别近似此行为，从而提供合理数量的行为中立性。

Note that not all databases/DBAPIs support RETURNING. For those backends with no support, an exception is raised upon compilation and/or execution. For those who do support it, the functionality across backends varies greatly, including restrictions on executemany() and other statements which return multiple rows. Please read the documentation notes for the database in use in order to determine the availability of RETURNING.

请注意，并非所有数据库/ DBAPI都支持RETURNING。对于不支持的后端，在编译和/或执行时会出现异常。对于那些支持它的人，后端的功能差异很大，包括对executemany() 和其他返回多行的语句的限制。请阅读正在使用的数据库的文档说明，以确定RETURNING的可用性。

**See also**

[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) - an alternative method tailored towards efficient fetching of server-side defaults and triggers for single-row INSERTs or UPDATEs.

[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) - 一种替代方法，用于有效提取单行INSERT或UPDATE的服务器端默认值和触发器。

**scalar**(*\*multiparams*, *\*\*params*)

*inherited from the* [scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.scalar" \o "sqlalchemy.sql.expression.Executable.scalar) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), returning the result's scalar representation.

编译并执行此可执行文件，返回结果标量表示。

**self\_group**(*against=None*)

*inherited from the* [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.self_group" \o "sqlalchemy.sql.expression.ClauseElement.self_group) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Apply a 'grouping' to this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

对此ClauseElement应用“分组”。

This method is overridden by subclasses to return a "grouping" construct, i.e. parenthesis. In particular it's used by "binary" expressions to provide a grouping around themselves when placed into a larger expression, as well as by [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs when placed into the FROM clause of another [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select). (Note that subqueries should be normally created using the [Select.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.alias" \o "sqlalchemy.sql.expression.Select.alias) method, as many platforms require nested SELECT statements to be named).

这个方法被子类覆盖，以返回一个“分组”结构，即括号。 特别地，它被“二进制”表达式用于在放入更大的表达式时以及通过将select() 结构放入另一个select() 的FROM子句时围绕它们进行分组。 （请注意，通常使用Select.alias() 方法创建子查询，因为许多平台需要嵌套的SELECT语句来命名）。

As expressions are composed together, the application of [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert.self_group" \o "sqlalchemy.sql.expression.Insert.self_group) is automatic - end-user code should never need to use this method directly. Note that SQLAlchemy's clause constructs take operator precedence into account - so parenthesis might not be needed, for example, in an expression like x OR (y AND z) - AND takes precedence over OR.

由于表达式组合在一起，self\_group() 的应用是自动的 - 最终用户代码不应该直接使用这种方法。 请注意，SQLAlchemy的子句构造考虑到运算符优先级，因此可能不需要括号，例如，在像x OR（y AND z）之类的表达式中，AND优先于OR。

The base [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert.self_group" \o "sqlalchemy.sql.expression.Insert.self_group) method of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) just returns self.

ClauseElement的基本self\_group() 方法只返回自身。

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

返回一个带有bindparam() 元素的副本。

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

与params() 具有相同的功能，除了对受影响的绑定参数添加unique = True，以便可以使用多个语句。

**values**(*\*args*, *\*\*kwargs*)

*inherited from the* [values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.values" \o "sqlalchemy.sql.expression.ValuesBase.values) *method of* [ValuesBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase" \o "sqlalchemy.sql.expression.ValuesBase)

specify a fixed VALUES clause for an INSERT statement, or the SET clause for an UPDATE.

Note that the [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) and [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) constructs support per-execution time formatting of the VALUES and/or SET clauses, based on the arguments passed to [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute). However, the [ValuesBase.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.values" \o "sqlalchemy.sql.expression.ValuesBase.values) method can be used to "fix" a particular set of parameters into the statement.

Multiple calls to [ValuesBase.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.values" \o "sqlalchemy.sql.expression.ValuesBase.values) will produce a new construct, each one with the parameter list modified to include the new parameters sent. In the typical case of a single dictionary of parameters, the newly passed keys will replace the same keys in the previous construct. In the case of a list-based "multiple values" construct, each new list of values is extended onto the existing list of values.

|  |  |
| --- | --- |
| **Parameters:** | * ****\*\*kwargs**** –   key value pairs representing the string key of a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) mapped to the value to be rendered into the VALUES or SET clause:  users.insert().values(name="some name")  users.update().where(users.c.id==5).values(name="some name")   * ****\*args**** –   As an alternative to passing key/value parameters, a dictionary, tuple, or list of dictionaries or tuples can be passed as a single positional argument in order to form the VALUES or SET clause of the statement. The forms that are accepted vary based on whether this is an [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) or an [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update)construct.  For either an [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) or [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) construct, a single dictionary can be passed, which works the same as that of the kwargs form:  users.insert().values({"name": "some name"})  users.update().values({"name": "some new name"})  Also for either form but more typically for the [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) construct, a tuple that contains an entry for every column in the table is also accepted:  users.insert().values((5, "some name"))  The [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) construct also supports being passed a list of dictionaries or full-table-tuples, which on the server will render the less common SQL syntax of "multiple values" - this syntax is supported on backends such as SQLite, PostgreSQL, MySQL, but not necessarily others:  users.insert().values([  {"name": "some name"},  {"name": "some other name"},  {"name": "yet another name"},  ])  The above form would render a multiple VALUES statement similar to:  INSERT INTO users (name) VALUES  (:name\_1),  (:name\_2),  (:name\_3)  It is essential to note that ****passing multiple values is NOT the same as using traditional executemany() form****. The above syntax is a ****special**** syntax not typically used. To emit an INSERT statement against multiple rows, the normal method is to pass a multiple values list to the [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) method, which is supported by all database backends and is generally more efficient for a very large number of parameters.  **See also**  [Executing Multiple Statements](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "execute-multiple) - an introduction to the traditional Core method of multiple parameter set invocation for INSERTs and other statements.  *Changed in version 1.0.0:*an INSERT that uses a multiple-VALUES clause, even a list of length one, implies that the [Insert.inline](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert.params.inline" \o "sqlalchemy.sql.expression.Insert) flag is set to True, indicating that the statement will not attempt to fetch the "last inserted primary key" or other defaults. The statement deals with an arbitrary number of rows, so the [ResultProxy.inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key) accessor does not apply.  *Changed in version 1.0.0:*A multiple-VALUES INSERT now supports columns with Python side default values and callables in the same way as that of an "executemany" style of invocation; the callable is invoked for each row. See [Python-side defaults invoked for each row invidually when using a multivalued insert](http://docs.sqlalchemy.org/en/rel_1_1/changelog/migration_10.html" \l "bug-3288) for other details.  The [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) construct supports a special form which is a list of 2-tuples, which when provided must be passed in conjunction with the[preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) parameter. This form causes the UPDATE statement to render the SET clauses using the order of parameters given to [Update.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.values" \o "sqlalchemy.sql.expression.Update.values), rather than the ordering of columns given in the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).  *New in version 1.0.10:*- added support for parameter-ordered UPDATE statements via the [preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) flag.  **See also**  [Parameter-Ordered Updates](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "updates-order-parameters) - full example of the [preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) flag |

**See also**

[Inserts, Updates and Deletes](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "inserts-and-updates) - SQL Expression Language Tutorial

[insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.insert" \o "sqlalchemy.sql.expression.insert) - produce an INSERT statement

[update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) - produce an UPDATE statement

**with\_hint**(*text*, *selectable=None*, *dialect\_name='\*'*)

*inherited from the* [with\_hint()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.with_hint" \o "sqlalchemy.sql.expression.UpdateBase.with_hint) *method of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Add a table hint for a single table to this INSERT/UPDATE/DELETE statement.

**Note**

[UpdateBase.with\_hint()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.with_hint" \o "sqlalchemy.sql.expression.UpdateBase.with_hint) currently applies only to Microsoft SQL Server. For MySQL INSERT/UPDATE/DELETE hints, use [UpdateBase.prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.prefix_with" \o "sqlalchemy.sql.expression.UpdateBase.prefix_with).

The text of the hint is rendered in the appropriate location for the database backend in use, relative to the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that is the subject of this statement, or optionally to that of the given [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) passed as the selectable argument.

The dialect\_name option will limit the rendering of a particular hint to a particular backend. Such as, to add a hint that only takes effect for SQL Server:

mytable.insert().with\_hint("WITH (PAGLOCK)", dialect\_name="mssql")

*New in version 0.7.6.*

|  |  |
| --- | --- |
| **Parameters:** | * ****text**** – Text of the hint. * ****selectable**** – optional [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that specifies an element of the FROM clause within an UPDATE or DELETE to be the subject of the hint - applies only to certain backends. * ****dialect\_name**** – defaults to \*, if specified as the name of a particular dialect, will apply these hints only when that dialect is in use. |

*class*sqlalchemy.sql.expression.**Update**(*table*, *whereclause=None*, *values=None*, *inline=False*, *bind=None*, *prefixes=None*, *returning=None*, *return\_defaults=False*, *preserve\_parameter\_order=False*, *\*\*dialect\_kw*)

Bases: [sqlalchemy.sql.expression.ValuesBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase" \o "sqlalchemy.sql.expression.ValuesBase)

Represent an Update construct.

The [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) object is created using the [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) function.

**\_\_init\_\_**(*table*, *whereclause=None*, *values=None*, *inline=False*, *bind=None*, *prefixes=None*, *returning=None*, *return\_defaults=False*, *preserve\_parameter\_order=False*, *\*\*dialect\_kw*)

Construct a new [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) object.

This constructor is mirrored as a public API function; see [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) for a full usage and argument description.

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

[DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for)方法是一种按参数方式向[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments)字典添加额外参数的方法。 这个字典提供了一个由各种模式级别的结构代表一个方言接受的参数名称列表。

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

新的方言通常应该将这个字典一次性地指定为方言类的数据成员。 用于临时添加参数名称的用例通常用于最终用户代码，该代码也使用了使用额外参数的自定义编译方案。

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary.一个方言的名字。 方言必须是可定位的，否则会引发NoSuchModuleError。 该方言还必须包含一个existingDefaultDialect.construct\_arguments集合，指示它参与关键字参数验证和默认系统，否则引发ArgumentError。 如果方言不包括这个集合，那么任何关键字参数都可以代表这个方言指定。 所有包含在SQLAlchemy中的方言都包括这个集合，但是对于第三方方言，支持可能会有所不同。 * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**bind**

*inherited from the* [bind](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.bind" \o "sqlalchemy.sql.expression.UpdateBase.bind) *attribute of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Return a 'bind' linked to this [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase) or a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) associated with it.

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered. * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column. * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**cte**(*name=None*, *recursive=False*)

*inherited from the* [cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte) *method of* [HasCTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE" \o "sqlalchemy.sql.expression.HasCTE)

Return a new [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE), or Common Table Expression instance.

Common table expressions are a SQL standard whereby SELECT statements can draw upon secondary statements specified along with the primary statement, using a clause called "WITH". Special semantics regarding UNION can also be employed to allow "recursive" queries, where a SELECT statement can draw upon the set of rows that have previously been selected.

CTEs can also be applied to DML constructs UPDATE, INSERT and DELETE on some databases, both as a source of CTE rows when combined with RETURNING, as well as a consumer of CTE rows.

SQLAlchemy detects [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE) objects, which are treated similarly to [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) objects, as special elements to be delivered to the FROM clause of the statement as well as to a WITH clause at the top of the statement.

*Changed in version 1.1:*Added support for UPDATE/INSERT/DELETE as CTE, CTEs added to UPDATE/INSERT/DELETE.

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – name given to the common table expression. Like \_FromClause.alias(), the name can be left as None in which case an anonymous symbol will be used at query compile time. * ****recursive**** – if True, will render WITH RECURSIVE. A recursive common table expression is intended to be used in conjunction with UNION ALL in order to derive rows from those already selected. |

The following examples include two from PostgreSQL's documentation at <http://www.postgresql.org/docs/current/static/queries-with.html>, as well as additional examples.

Example 1, non recursive:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

orders = Table('orders', metadata,

Column('region', String),

Column('amount', Integer),

Column('product', String),

Column('quantity', Integer))

regional\_sales = select([

orders.c.region,

func.sum(orders.c.amount).label('total\_sales')

]).group\_by(orders.c.region).cte("regional\_sales")

top\_regions = select([regional\_sales.c.region]).\

where(

regional\_sales.c.total\_sales >

select([

func.sum(regional\_sales.c.total\_sales)/10

])

).cte("top\_regions")

statement = select([

orders.c.region,

orders.c.product,

func.sum(orders.c.quantity).label("product\_units"),

func.sum(orders.c.amount).label("product\_sales")

]).where(orders.c.region.in\_(

select([top\_regions.c.region])

)).group\_by(orders.c.region, orders.c.product)

result = conn.execute(statement).fetchall()

Example 2, WITH RECURSIVE:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

parts = Table('parts', metadata,

Column('part', String),

Column('sub\_part', String),

Column('quantity', Integer),)

included\_parts = select([

parts.c.sub\_part,

parts.c.part,

parts.c.quantity]).\

where(parts.c.part=='our part').\

cte(recursive=**True**)

incl\_alias = included\_parts.alias()parts\_alias = parts.alias()included\_parts = included\_parts.union\_all(

select([

parts\_alias.c.sub\_part,

parts\_alias.c.part,

parts\_alias.c.quantity

]).

where(parts\_alias.c.part==incl\_alias.c.sub\_part))

statement = select([

included\_parts.c.sub\_part,

func.sum(included\_parts.c.quantity).

label('total\_quantity')

]).\

group\_by(included\_parts.c.sub\_part)

result = conn.execute(statement).fetchall()

Example 3, an upsert using UPDATE and INSERT with CTEs:

**from** **datetime** **import** date**from** **sqlalchemy** **import** (MetaData, Table, Column, Integer,

Date, select, literal, and\_, exists)

metadata = MetaData()

visitors = Table('visitors', metadata,

Column('product\_id', Integer, primary\_key=**True**),

Column('date', Date, primary\_key=**True**),

Column('count', Integer),)

*# add 5 visitors for the product\_id == 1*product\_id = 1day = date.today()count = 5

update\_cte = (

visitors.update()

.where(and\_(visitors.c.product\_id == product\_id,

visitors.c.date == day))

.values(count=visitors.c.count + count)

.returning(literal(1))

.cte('update\_cte'))

upsert = visitors.insert().from\_select(

[visitors.c.product\_id, visitors.c.date, visitors.c.count],

select([literal(product\_id), literal(day), literal(count)])

.where(~exists(update\_cte.select())))

connection.execute(upsert)

**See also**

[orm.query.Query.cte()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.cte" \o "sqlalchemy.orm.query.Query.cte) - ORM version of [HasCTE.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte).

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**execute**(*\*multiparams*, *\*\*params*)

*inherited from the* [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable).

**execution\_options**(*\*\*kw*)

*inherited from the* [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Set non-SQL options for the statement which take effect during execution.

Execution options can be set on a per-statement or per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis. Additionally, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and ORM [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) objects provide access to execution options which they in turn configure upon connections.

The [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.execution_options" \o "sqlalchemy.sql.expression.Update.execution_options) method is generative. A new instance of this statement is returned that contains the options:

statement = select([table.c.x, table.c.y])statement = statement.execution\_options(autocommit=**True**)

Note that only a subset of possible execution options can be applied to a statement - these include "autocommit" and "stream\_results", but not "isolation\_level" or "compiled\_cache". See [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) for a full list of possible options.

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)

[Query.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.execution_options" \o "sqlalchemy.orm.query.Query.execution_options)

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**params**(*\*arg*, *\*\*kw*)

*inherited from the* [params()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.params" \o "sqlalchemy.sql.expression.UpdateBase.params) *method of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Set the parameters for the statement.

This method raises NotImplementedError on the base class, and is overridden by [ValuesBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase" \o "sqlalchemy.sql.expression.ValuesBase) to provide the SET/VALUES clause of UPDATE and INSERT.

**prefix\_with**(*\*expr*, *\*\*kw*)

*inherited from the* [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes.prefix_with" \o "sqlalchemy.sql.expression.HasPrefixes.prefix_with) *method of* [HasPrefixes](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes" \o "sqlalchemy.sql.expression.HasPrefixes)

Add one or more expressions following the statement keyword, i.e. SELECT, INSERT, UPDATE, or DELETE. Generative.

This is used to support backend-specific prefix keywords such as those provided by MySQL.

E.g.:

stmt = table.insert().prefix\_with("LOW\_PRIORITY", dialect="mysql")

Multiple prefixes can be specified by multiple calls to [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.prefix_with" \o "sqlalchemy.sql.expression.Update.prefix_with).

|  |  |
| --- | --- |
| **Parameters:** | * ****\*expr**** – textual or [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) construct which will be rendered following the INSERT, UPDATE, or DELETE keyword. * ****\*\*kw**** – A single keyword 'dialect' is accepted. This is an optional string dialect name which will limit rendering of this prefix to only that dialect. |

**return\_defaults**(*\*cols*)

*inherited from the* [return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) *method of* [ValuesBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase" \o "sqlalchemy.sql.expression.ValuesBase)

Make use of a [RETURNING](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-returning) clause for the purpose of fetching server-side expressions and defaults.

E.g.:

stmt = table.insert().values(data='newdata').return\_defaults()

result = connection.execute(stmt)

server\_created\_at = result.returned\_defaults['created\_at']

When used against a backend that supports RETURNING, all column values generated by SQL expression or server-side-default will be added to any existing RETURNING clause, provided that [UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) is not used simultaneously. The column values will then be available on the result using the [ResultProxy.returned\_defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.returned_defaults" \o "sqlalchemy.engine.ResultProxy.returned_defaults) accessor as a dictionary, referring to values keyed to the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object as well as its .key.

当用于支持RETURNING的后端时，由SQL表达式或服务器端默认生成的所有列值都将添加到任何现有的RETURNING子句中，前提是不会同时使用UpdateBase.returning() 。 然后，列值将使用ResultProxy.returned\_defaults访问器作为字典在结果上可用，引用键对Column对象及其.key的值。

This method differs from [UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) in these ways:

此方法与UpdateBase.returning() 不同之处在于：

1. [ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is only intended for use with an INSERT or an UPDATE statement that matches exactly one row. While the RETURNING construct in the general sense supports multiple rows for a multi-row UPDATE or DELETE statement, or for special cases of INSERT that return multiple rows (e.g. INSERT from SELECT, multi-valued VALUES clause), [ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is intended only for an "ORM-style" single-row INSERT/UPDATE statement. The row returned by the statement is also consumed implicitly when[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is used. By contrast, [UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) leaves the RETURNING result-set intact with a collection of any number of rows.
2. It is compatible with the existing logic to fetch auto-generated primary key values, also known as "implicit returning". Backends that support RETURNING will automatically make use of RETURNING in order to fetch the value of newly generated primary keys; while the[UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) method circumvents this behavior, [ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) leaves it intact.
3. It can be called against any backend. Backends that don't support RETURNING will skip the usage of the feature, rather than raising an exception. The return value of [ResultProxy.returned\_defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.returned_defaults" \o "sqlalchemy.engine.ResultProxy.returned_defaults) will be None

[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is used by the ORM to provide an efficient implementation for the eager\_defaults feature of [mapper()](http://docs.sqlalchemy.org/en/rel_1_1/orm/mapping_api.html" \l "sqlalchemy.orm.mapper" \o "sqlalchemy.orm.mapper).

|  |  |
| --- | --- |
| **Parameters:** | ****cols**** – optional list of column key names or [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects. If omitted, all column expressions evaluated on the server are added to the returning list. |

*New in version 0.9.0.*

**See also**

[UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning)

[ResultProxy.returned\_defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.returned_defaults" \o "sqlalchemy.engine.ResultProxy.returned_defaults)

**returning**(*\*cols*)

*inherited from the* [returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) *method of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Add a [RETURNING](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-returning) or equivalent clause to this statement.

e.g.:

stmt = table.update().\

where(table.c.data == 'value').\

values(status='X').\

returning(table.c.server\_flag,

table.c.updated\_timestamp)

**for** server\_flag, updated\_timestamp **in** connection.execute(stmt):

print(server\_flag, updated\_timestamp)

The given collection of column expressions should be derived from the table that is the target of the INSERT, UPDATE, or DELETE. While [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects are typical, the elements can also be expressions:

stmt = table.insert().returning(

(table.c.first\_name + " " + table.c.last\_name).

label('fullname'))

Upon compilation, a RETURNING clause, or database equivalent, will be rendered within the statement. For INSERT and UPDATE, the values are the newly inserted/updated values. For DELETE, the values are those of the rows which were deleted.

Upon execution, the values of the columns to be returned are made available via the result set and can be iterated using [ResultProxy.fetchone()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchone" \o "sqlalchemy.engine.ResultProxy.fetchone)and similar. For DBAPIs which do not natively support returning values (i.e. cx\_oracle), SQLAlchemy will approximate this behavior at the result level so that a reasonable amount of behavioral neutrality is provided.

Note that not all databases/DBAPIs support RETURNING. For those backends with no support, an exception is raised upon compilation and/or execution. For those who do support it, the functionality across backends varies greatly, including restrictions on executemany() and other statements which return multiple rows. Please read the documentation notes for the database in use in order to determine the availability of RETURNING.

**See also**

[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) - an alternative method tailored towards efficient fetching of server-side defaults and triggers for single-row INSERTs or UPDATEs.

**scalar**(*\*multiparams*, *\*\*params*)

*inherited from the* [scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.scalar" \o "sqlalchemy.sql.expression.Executable.scalar) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), returning the result's scalar representation.

**self\_group**(*against=None*)

*inherited from the* [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.self_group" \o "sqlalchemy.sql.expression.ClauseElement.self_group) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Apply a 'grouping' to this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

对这个ClauseElement应用一个“分组”。

This method is overridden by subclasses to return a "grouping" construct, i.e. parenthesis. In particular it's used by "binary" expressions to provide a grouping around themselves when placed into a larger expression, as well as by [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs when placed into the FROM clause of another [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select). (Note that subqueries should be normally created using the [Select.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.alias" \o "sqlalchemy.sql.expression.Select.alias) method, as many platforms require nested SELECT statements to be named).

该方法被子类覆盖以返回“分组”结构，即括号。 特别是“二进制”表达式在被放置到一个更大的表达式时提供了一个分组，当被放置到另一个select（）的FROM子句中时，通过select（）构造。 （请注意，通常应使用Select.alias（）方法创建子查询，因为许多平台需要命名嵌套的SELECT语句）。

As expressions are composed together, the application of [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.self_group" \o "sqlalchemy.sql.expression.Update.self_group) is automatic - end-user code should never need to use this method directly. Note that SQLAlchemy's clause constructs take operator precedence into account - so parenthesis might not be needed, for example, in an expression like x OR (y AND z) - AND takes precedence over OR.

由于表达式组合在一起，[self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.self_group" \o "sqlalchemy.sql.expression.Update.self_group)的应用程序是自动的 - 最终用户代码不需要直接使用此方法。 请注意，SQLAlchemy的子句构造将运算符优先级考虑在内 - 因此可能不需要括号，例如在x OR (y AND z)等表达式中，AND优先于OR。

The base [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.self_group" \o "sqlalchemy.sql.expression.Update.self_group) method of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) just returns self.

ClauseElement的[self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.self_group" \o "sqlalchemy.sql.expression.Update.self_group)方法只返回self。

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

**values**(*\*args*, *\*\*kwargs*)

*inherited from the* [values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.values" \o "sqlalchemy.sql.expression.ValuesBase.values) *method of* [ValuesBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase" \o "sqlalchemy.sql.expression.ValuesBase)

specify a fixed VALUES clause for an INSERT statement, or the SET clause for an UPDATE.

Note that the [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) and [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) constructs support per-execution time formatting of the VALUES and/or SET clauses, based on the arguments passed to [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute). However, the [ValuesBase.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.values" \o "sqlalchemy.sql.expression.ValuesBase.values) method can be used to "fix" a particular set of parameters into the statement.

Multiple calls to [ValuesBase.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.values" \o "sqlalchemy.sql.expression.ValuesBase.values) will produce a new construct, each one with the parameter list modified to include the new parameters sent. In the typical case of a single dictionary of parameters, the newly passed keys will replace the same keys in the previous construct. In the case of a list-based "multiple values" construct, each new list of values is extended onto the existing list of values.

|  |  |
| --- | --- |
| **Parameters:** | * ****\*\*kwargs –****key value pairs representing the string key of a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) mapped to the value to be rendered into the VALUES or SET clause:   users.insert().values(name="some name")  users.update().where(users.c.id==5).values(name="some name")   * ****\*args**** –   As an alternative to passing key/value parameters, a dictionary, tuple, or list of dictionaries or tuples can be passed as a single positional argument in order to form the VALUES or SET clause of the statement. The forms that are accepted vary based on whether this is an [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) or an [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update)construct.  For either an [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) or [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) construct, a single dictionary can be passed, which works the same as that of the kwargs form:  users.insert().values({"name": "some name"})  users.update().values({"name": "some new name"})  Also for either form but more typically for the [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) construct, a tuple that contains an entry for every column in the table is also accepted:  users.insert().values((5, "some name"))  The [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) construct also supports being passed a list of dictionaries or full-table-tuples, which on the server will render the less common SQL syntax of "multiple values" - this syntax is supported on backends such as SQLite, PostgreSQL, MySQL, but not necessarily others:  users.insert().values([  {"name": "some name"},  {"name": "some other name"},  {"name": "yet another name"},  ])  The above form would render a multiple VALUES statement similar to:  INSERT INTO users (name) VALUES  (:name\_1),  (:name\_2),  (:name\_3)  It is essential to note that ****passing multiple values is NOT the same as using traditional executemany() form****. The above syntax is a ****special**** syntax not typically used. To emit an INSERT statement against multiple rows, the normal method is to pass a multiple values list to the [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) method, which is supported by all database backends and is generally more efficient for a very large number of parameters.  **See also**  [Executing Multiple Statements](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "execute-multiple) - an introduction to the traditional Core method of multiple parameter set invocation for INSERTs and other statements.  *Changed in version 1.0.0:*an INSERT that uses a multiple-VALUES clause, even a list of length one, implies that the [Insert.inline](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert.params.inline" \o "sqlalchemy.sql.expression.Insert) flag is set to True, indicating that the statement will not attempt to fetch the "last inserted primary key" or other defaults. The statement deals with an arbitrary number of rows, so the [ResultProxy.inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key) accessor does not apply.  *Changed in version 1.0.0:*A multiple-VALUES INSERT now supports columns with Python side default values and callables in the same way as that of an "executemany" style of invocation; the callable is invoked for each row. See [Python-side defaults invoked for each row invidually when using a multivalued insert](http://docs.sqlalchemy.org/en/rel_1_1/changelog/migration_10.html" \l "bug-3288) for other details.  The [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) construct supports a special form which is a list of 2-tuples, which when provided must be passed in conjunction with the[preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) parameter. This form causes the UPDATE statement to render the SET clauses using the order of parameters given to [Update.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.values" \o "sqlalchemy.sql.expression.Update.values), rather than the ordering of columns given in the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).  *New in version 1.0.10:*- added support for parameter-ordered UPDATE statements via the [preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) flag.  **See also**  [Parameter-Ordered Updates](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "updates-order-parameters) - full example of the [preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) flag |

**See also**

[Inserts, Updates and Deletes](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "inserts-and-updates) - SQL Expression Language Tutorial

[insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.insert" \o "sqlalchemy.sql.expression.insert) - produce an INSERT statement

[update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) - produce an UPDATE statement

**where**(*whereclause*)

return a new update() construct with the given expression added to its WHERE clause, joined to the existing clause via AND, if any.

**with\_hint**(*text*, *selectable=None*, *dialect\_name='\*'*)

*inherited from the* [with\_hint()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.with_hint" \o "sqlalchemy.sql.expression.UpdateBase.with_hint) *method of* [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Add a table hint for a single table to this INSERT/UPDATE/DELETE statement.

**Note**

[UpdateBase.with\_hint()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.with_hint" \o "sqlalchemy.sql.expression.UpdateBase.with_hint) currently applies only to Microsoft SQL Server. For MySQL INSERT/UPDATE/DELETE hints, use [UpdateBase.prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.prefix_with" \o "sqlalchemy.sql.expression.UpdateBase.prefix_with).

The text of the hint is rendered in the appropriate location for the database backend in use, relative to the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that is the subject of this statement, or optionally to that of the given [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) passed as the selectable argument.

The dialect\_name option will limit the rendering of a particular hint to a particular backend. Such as, to add a hint that only takes effect for SQL Server:

mytable.insert().with\_hint("WITH (PAGLOCK)", dialect\_name="mssql")

*New in version 0.7.6.*

|  |  |
| --- | --- |
| **Parameters:** | * ****text**** – Text of the hint. * ****selectable**** – optional [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that specifies an element of the FROM clause within an UPDATE or DELETE to be the subject of the hint - applies only to certain backends. * ****dialect\_name**** – defaults to \*, if specified as the name of a particular dialect, will apply these hints only when that dialect is in use. |

*class*sqlalchemy.sql.expression.**UpdateBase**

Bases: [sqlalchemy.sql.expression.HasCTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE" \o "sqlalchemy.sql.expression.HasCTE), [sqlalchemy.sql.base.DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs), [sqlalchemy.sql.expression.HasPrefixes](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes" \o "sqlalchemy.sql.expression.HasPrefixes), [sqlalchemy.sql.expression.Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), [sqlalchemy.sql.expression.ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Form the base for INSERT, UPDATE, and DELETE statements.

**\_\_init\_\_**

*inherited from the* \_\_init\_\_ *attribute of* object

x.\_\_init\_\_(…) initializes x; see help(type(x)) for signature

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary. * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**bind**

Return a 'bind' linked to this [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase) or a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) associated with it.

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

编译此SQL表达式。

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

返回值是一个编译对象。 对返回的值调用str() 或unicode() 将产生结果的字符串表示形式。 Compiled对象还可以使用params访问器返回绑定参数名称和值的字典。

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered.用于INSERT和UPDATE语句，应在编译语句的VALUES子句中存在列名称列表。 如果为None，则会渲染目标表对象中的所有列。 * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any.将从其中获取编译的方言实例。 此参数优先于bind参数以及此ClauseElement的绑定引擎（如果有）。 * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column.用于INSERT语句，对于不支持新生成的主键列的内联检索的方言，将强制用于创建新主键值的表达式在INSERT语句的VALUES子句中内联呈现。 这通常是指Sequence执行，但也可以指与主键Column相关联的任何服务器端默认生成函数。 * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:在所有“访问”方法中将附加参数的可选字典传递给编译器。 例如，这允许将任何自定义标志传递到自定义编译构造。 它也用于通过literal\_binds标志的情况：   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**cte**(*name=None*, *recursive=False*)

*inherited from the* [cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte) *method of* [HasCTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE" \o "sqlalchemy.sql.expression.HasCTE)

Return a new [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE), or Common Table Expression instance.

返回一个新的CTE或Common Table Expression实例。

Common table expressions are a SQL standard whereby SELECT statements can draw upon secondary statements specified along with the primary statement, using a clause called "WITH". Special semantics regarding UNION can also be employed to allow "recursive" queries, where a SELECT statement can draw upon the set of rows that have previously been selected.

公用表表达式是一种SQL标准，其中SELECT语句可以使用一个称为“WITH”的子句来使用主语句指定的辅助语句。 还可以使用有关UNION的特殊语义来允许“递归”查询，其中SELECT语句可以对先前已选择的行集合进行绘制。

CTEs can also be applied to DML constructs UPDATE, INSERT and DELETE on some databases, both as a source of CTE rows when combined with RETURNING, as well as a consumer of CTE rows.

CTE还可以应用于某些数据库上的DML构造UPDATE，INSERT和DELETE，作为与RETURNING组合的CTE行的源，以及CTE行的使用者。

SQLAlchemy detects [CTE](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.CTE" \o "sqlalchemy.sql.expression.CTE) objects, which are treated similarly to [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) objects, as special elements to be delivered to the FROM clause of the statement as well as to a WITH clause at the top of the statement.

SQLAlchemy检测到与Alias对象类似的CTE对象作为要传递到语句的FROM子句的特殊元素以及语句顶部的WITH子句。

*Changed in version 1.1:*Added support for UPDATE/INSERT/DELETE as CTE, CTEs added to UPDATE/INSERT/DELETE.

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – name given to the common table expression. Like \_FromClause.alias(), the name can be left as None in which case an anonymous symbol will be used at query compile time. * ****recursive**** – if True, will render WITH RECURSIVE. A recursive common table expression is intended to be used in conjunction with UNION ALL in order to derive rows from those already selected. |

The following examples include two from PostgreSQL's documentation at <http://www.postgresql.org/docs/current/static/queries-with.html>, as well as additional examples.

以下示例包括PostgreSQL在http://www.postgresql.org/docs/current/static/queries-with.html上的两个文档，以及其他示例。

Example 1, non recursive:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

orders = Table('orders', metadata,

Column('region', String),

Column('amount', Integer),

Column('product', String),

Column('quantity', Integer))

regional\_sales = select([

orders.c.region,

func.sum(orders.c.amount).label('total\_sales')

]).group\_by(orders.c.region).cte("regional\_sales")

top\_regions = select([regional\_sales.c.region]).\

where(

regional\_sales.c.total\_sales >

select([

func.sum(regional\_sales.c.total\_sales)/10

])

).cte("top\_regions")

statement = select([

orders.c.region,

orders.c.product,

func.sum(orders.c.quantity).label("product\_units"),

func.sum(orders.c.amount).label("product\_sales")

]).where(orders.c.region.in\_(

select([top\_regions.c.region])

)).group\_by(orders.c.region, orders.c.product)

result = conn.execute(statement).fetchall()

Example 2, WITH RECURSIVE:

**from** **sqlalchemy** **import** (Table, Column, String, Integer,

MetaData, select, func)

metadata = MetaData()

parts = Table('parts', metadata,

Column('part', String),

Column('sub\_part', String),

Column('quantity', Integer),)

included\_parts = select([

parts.c.sub\_part,

parts.c.part,

parts.c.quantity]).\

where(parts.c.part=='our part').\

cte(recursive=**True**)

incl\_alias = included\_parts.alias()parts\_alias = parts.alias()included\_parts = included\_parts.union\_all(

select([

parts\_alias.c.sub\_part,

parts\_alias.c.part,

parts\_alias.c.quantity

]).

where(parts\_alias.c.part==incl\_alias.c.sub\_part))

statement = select([

included\_parts.c.sub\_part,

func.sum(included\_parts.c.quantity).

label('total\_quantity')

]).\

group\_by(included\_parts.c.sub\_part)

result = conn.execute(statement).fetchall()

Example 3, an upsert using UPDATE and INSERT with CTEs:

**from** **datetime** **import** date

**from** **sqlalchemy** **import** (MetaData, Table, Column, Integer,

Date, select, literal, and\_, exists)

metadata = MetaData()

visitors = Table('visitors', metadata,

Column('product\_id', Integer, primary\_key=**True**),

Column('date', Date, primary\_key=**True**),

Column('count', Integer),)

*# add 5 visitors for the product\_id == 1*product\_id = 1day = date.today()count = 5

update\_cte = (

visitors.update()

.where(and\_(visitors.c.product\_id == product\_id,

visitors.c.date == day))

.values(count=visitors.c.count + count)

.returning(literal(1))

.cte('update\_cte'))

upsert = visitors.insert().from\_select(

[visitors.c.product\_id, visitors.c.date, visitors.c.count],

select([literal(product\_id), literal(day), literal(count)])

.where(~exists(update\_cte.select())))

connection.execute(upsert)

**See also**

[orm.query.Query.cte()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.cte" \o "sqlalchemy.orm.query.Query.cte) - ORM version of [HasCTE.cte()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasCTE.cte" \o "sqlalchemy.sql.expression.HasCTE.cte).

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

指定为此构造的方言特定选项的关键字参数的集合。

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

参数以原始<dialect> \_ <kwarg>格式存在。 只包括实际通过的论据; 不同于DialectKWArgs.dialect\_options集合，其中包含此方言已知的所有选项，包括默认值。

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

收藏也是可写的; 密钥被接受为<dialect> \_ <kwarg>的形式，其中值将被汇总到选项列表中。

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

指定为此构造的方言特定选项的关键字参数的集合。

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**execute**(*\*multiparams*, *\*\*params*)

*inherited from the* [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable).

**execution\_options**(*\*\*kw*)

*inherited from the* [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Set non-SQL options for the statement which take effect during execution.

为执行期间生效的语句设置非SQL选项。

Execution options can be set on a per-statement or per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis. Additionally, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and ORM [Query](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query" \o "sqlalchemy.orm.query.Query) objects provide access to execution options which they in turn configure upon connections.

可以在每个语句或每个连接的基础上设置执行选项。 此外，引擎和ORM查询对象提供对执行选项的访问，它们在连接时依次配置。

The [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.execution_options" \o "sqlalchemy.sql.expression.UpdateBase.execution_options) method is generative. A new instance of this statement is returned that contains the options:

execution\_options() 方法是生成的。 此语句的新实例将返回，其中包含以下选项：

statement = select([table.c.x, table.c.y])statement = statement.execution\_options(autocommit=**True**)

Note that only a subset of possible execution options can be applied to a statement - these include "autocommit" and "stream\_results", but not "isolation\_level" or "compiled\_cache". See [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) for a full list of possible options.

请注意，只有一个可能的执行选项的子集可以应用于一个语句 - 这些包括“autocommit”和“stream\_results”，而不是“isolation\_level”或“compiled\_cache”。 有关可能的选项的完整列表，请参阅Connection.execution\_options() 。

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)

[Query.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/orm/query.html" \l "sqlalchemy.orm.query.Query.execution_options" \o "sqlalchemy.orm.query.Query.execution_options)

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.get_children" \o "sqlalchemy.sql.expression.ClauseElement.get_children) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return immediate child elements of this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

返回此ClauseElement的即时子元素。

This is used for visit traversal.

这用于访问遍历。

\*\*kwargs may contain flags that change the collection that is returned, for example to return a subset of items in order to cut down on larger traversals, or to return child items from a different context (such as schema-level collections instead of clause-level).

\*\* kwargs可能包含改变所返回的集合的标志，例如返回一个子集，以减少较大的遍历，或从不同的上下文返回子项（如模式级集合而不是子句） -水平）。

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**params**(*\*arg*, *\*\*kw*)

Set the parameters for the statement.

设置语句的参数。

This method raises NotImplementedError on the base class, and is overridden by [ValuesBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase" \o "sqlalchemy.sql.expression.ValuesBase) to provide the SET/VALUES clause of UPDATE and INSERT.

此方法在基类上引发NotImplementedError，并由ValuesBase覆盖以提供UPDATE和INSERT的SET / VALUES子句。

**prefix\_with**(*\*expr*, *\*\*kw*)

*inherited from the* [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes.prefix_with" \o "sqlalchemy.sql.expression.HasPrefixes.prefix_with) *method of* [HasPrefixes](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.HasPrefixes" \o "sqlalchemy.sql.expression.HasPrefixes)

Add one or more expressions following the statement keyword, i.e. SELECT, INSERT, UPDATE, or DELETE. Generative.

在语句关键字之后添加一个或多个表达式，即SELECT，INSERT，UPDATE或DELETE。生成。

This is used to support backend-specific prefix keywords such as those provided by MySQL.

这用于支持后端特定的前缀关键字，如MySQL提供的那些。

E.g.:

stmt = table.insert().prefix\_with("LOW\_PRIORITY", dialect="mysql")

Multiple prefixes can be specified by multiple calls to [prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.prefix_with" \o "sqlalchemy.sql.expression.UpdateBase.prefix_with).

可以通过对prefix\_with() 的多次调用指定多个前缀。

|  |  |
| --- | --- |
| **Parameters:** | * ****\*expr**** – textual or [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) construct which will be rendered following the INSERT, UPDATE, or DELETE keyword.文本或ClauseElement构造，将在INSERT，UPDATE或DELETE关键字之后呈现。 * ****\*\*kw**** – A single keyword 'dialect' is accepted. This is an optional string dialect name which will limit rendering of this prefix to only that dialect.单一关键字“方言”被接受。 这是一个可选的字符串方言名称，它将限制将该前缀的渲染仅限于该方言。 |

**returning**(*\*cols*)

Add a [RETURNING](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-returning) or equivalent clause to this statement.

e.g.:

stmt = table.update().\

where(table.c.data == 'value').\

values(status='X').\

returning(table.c.server\_flag,

table.c.updated\_timestamp)

**for** server\_flag, updated\_timestamp **in** connection.execute(stmt):

print(server\_flag, updated\_timestamp)

The given collection of column expressions should be derived from the table that is the target of the INSERT, UPDATE, or DELETE. While [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects are typical, the elements can also be expressions:

列表达式的给定集合应该从作为INSERT，UPDATE或DELETE的目标的表导出。 虽然Column对象是典型的，但元素也可以是表达式：

stmt = table.insert().returning(

(table.c.first\_name + " " + table.c.last\_name).

label('fullname'))

Upon compilation, a RETURNING clause, or database equivalent, will be rendered within the statement. For INSERT and UPDATE, the values are the newly inserted/updated values. For DELETE, the values are those of the rows which were deleted.

编译后，RETURNING子句或数据库等价物将在语句中呈现。对于INSERT和UPDATE，值是新插入/更新的值。对于DELETE，值是被删除的行的值。

Upon execution, the values of the columns to be returned are made available via the result set and can be iterated using [ResultProxy.fetchone()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchone" \o "sqlalchemy.engine.ResultProxy.fetchone)and similar. For DBAPIs which do not natively support returning values (i.e. cx\_oracle), SQLAlchemy will approximate this behavior at the result level so that a reasonable amount of behavioral neutrality is provided.

执行后，要返回的列的值通过结果集可用，并且可以使用ResultProxy.fetchone() 等进行迭代。对于不本地支持返回值（即cx\_oracle）的DBAPI，SQLAlchemy将在结果级别近似此行为，从而提供合理数量的行为中立性。

Note that not all databases/DBAPIs support RETURNING. For those backends with no support, an exception is raised upon compilation and/or execution. For those who do support it, the functionality across backends varies greatly, including restrictions on executemany() and other statements which return multiple rows. Please read the documentation notes for the database in use in order to determine the availability of RETURNING.

请注意，并非所有数据库/ DBAPI都支持RETURNING。对于不支持的后端，在编译和/或执行时会出现异常。对于那些支持它的人，后端的功能差异很大，包括对executemany() 和其他返回多行的语句的限制。请阅读正在使用的数据库的文档说明，以确定RETURNING的可用性。

**See also**

[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) - an alternative method tailored towards efficient fetching of server-side defaults and triggers for single-row INSERTs or UPDATEs.

**scalar**(*\*multiparams*, *\*\*params*)

*inherited from the* [scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.scalar" \o "sqlalchemy.sql.expression.Executable.scalar) *method of* [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)

Compile and execute this [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), returning the result's scalar representation.

**self\_group**(*against=None*)

*inherited from the* [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.self_group" \o "sqlalchemy.sql.expression.ClauseElement.self_group) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Apply a 'grouping' to this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

对此ClauseElement应用“分组”。

This method is overridden by subclasses to return a "grouping" construct, i.e. parenthesis. In particular it's used by "binary" expressions to provide a grouping around themselves when placed into a larger expression, as well as by [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs when placed into the FROM clause of another [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select). (Note that subqueries should be normally created using the [Select.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.alias" \o "sqlalchemy.sql.expression.Select.alias) method, as many platforms require nested SELECT statements to be named).

这个方法被子类覆盖，以返回一个“分组”结构，即括号。 特别地，它被“二进制”表达式用于在放入更大的表达式时以及通过将select() 结构放入另一个select() 的FROM子句时围绕它们进行分组。 （请注意，通常使用Select.alias() 方法创建子查询，因为许多平台需要嵌套的SELECT语句来命名）。

As expressions are composed together, the application of [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.self_group" \o "sqlalchemy.sql.expression.UpdateBase.self_group) is automatic - end-user code should never need to use this method directly. Note that SQLAlchemy's clause constructs take operator precedence into account - so parenthesis might not be needed, for example, in an expression like x OR (y AND z) - AND takes precedence over OR.

由于表达式组合在一起，self\_group() 的应用是自动的 - 最终用户代码不应该直接使用这种方法。 请注意，SQLAlchemy的子句构造考虑到运算符优先级，因此可能不需要括号，例如，在像x OR（y AND z）之类的表达式中，AND优先于OR。

The base [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.self_group" \o "sqlalchemy.sql.expression.UpdateBase.self_group) method of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) just returns self.

ClauseElement的基本self\_group() 方法只返回自身。

**unique\_params**(*\*optionaldict*, *\*\*kwargs*)

*inherited from the* [unique\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.unique_params" \o "sqlalchemy.sql.expression.ClauseElement.unique_params) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Return a copy with [bindparam()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.bindparam" \o "sqlalchemy.sql.expression.bindparam) elements replaced.

用bindparam（）元素替换返回一个副本。

Same functionality as params(), except adds unique=True to affected bind parameters so that multiple statements can be used.

除了为受影响的绑定参数添加unique = True之外，其他功能与params（）相同，因此可以使用多个语句。

**with\_hint**(*text*, *selectable=None*, *dialect\_name='\*'*)

Add a table hint for a single table to this INSERT/UPDATE/DELETE statement.

为这个INSERT / UPDATE / DELETE语句添加一个表提示。

**Note**注意

[UpdateBase.with\_hint()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.with_hint" \o "sqlalchemy.sql.expression.UpdateBase.with_hint) currently applies only to Microsoft SQL Server. For MySQL INSERT/UPDATE/DELETE hints, use [UpdateBase.prefix\_with()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.prefix_with" \o "sqlalchemy.sql.expression.UpdateBase.prefix_with).

UpdateBase.with\_hint（）当前仅适用于Microsoft SQL Server。 对于MySQL INSERT / UPDATE / DELETE提示，请使用UpdateBase.prefix\_with（）。

The text of the hint is rendered in the appropriate location for the database backend in use, relative to the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that is the subject of this statement, or optionally to that of the given [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) passed as the selectable argument.

相对于作为此语句主题的表，相对于作为可选参数传递的给定表格，提示的文本呈现在正在使用的数据库后端的适当位置。

The dialect\_name option will limit the rendering of a particular hint to a particular backend. Such as, to add a hint that only takes effect for SQL Server:

dialect\_name选项将限制特定提示到特定后端的呈现。 比如，添加一个只对SQL Server有效的提示：

mytable.insert().with\_hint("WITH (PAGLOCK)", dialect\_name="mssql")

*New in version 0.7.6.*

|  |  |
| --- | --- |
| **Parameters:** | * ****text**** – Text of the hint.提示的文本。 * ****selectable**** – optional [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that specifies an element of the FROM clause within an UPDATE or DELETE to be the subject of the hint - applies only to certain backends.指定UPDATE或DELETE中的FROM子句的元素作为提示的主题的可选表格 - 仅适用于特定的后端。 * ****dialect\_name**** – defaults to \*, if specified as the name of a particular dialect, will apply these hints only when that dialect is in use.如果指定为特定方言的名称，则默认为\*，只有当该方言正在使用时才会应用这些提示。 |

*class*sqlalchemy.sql.expression.**ValuesBase**(*table*, *values*, *prefixes*)

Bases: [sqlalchemy.sql.expression.UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase)

Supplies support for [ValuesBase.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.values" \o "sqlalchemy.sql.expression.ValuesBase.values) to INSERT and UPDATE constructs.

提供对ValuesBase.values（）到INSERT和UPDATE结构的支持。

**return\_defaults**(*\*cols*)

Make use of a [RETURNING](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-returning) clause for the purpose of fetching server-side expressions and defaults.

使用RETURNING子句来获取服务器端表达式和默认值。

E.g.:

stmt = table.insert().values(data='newdata').return\_defaults()

result = connection.execute(stmt)

server\_created\_at = result.returned\_defaults['created\_at']

When used against a backend that supports RETURNING, all column values generated by SQL expression or server-side-default will be added to any existing RETURNING clause, provided that [UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) is not used simultaneously. The column values will then be available on the result using the [ResultProxy.returned\_defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.returned_defaults" \o "sqlalchemy.engine.ResultProxy.returned_defaults) accessor as a dictionary, referring to values keyed to the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object as well as its .key.

当用于支持RETURNING的后端时，由SQL表达式或server-side-default生成的所有列值将被添加到任何现有的RETURNING子句中，前提是不同时使用UpdateBase.returning（）。 然后，使用ResultProxy.returned\_defaults访问器作为字典，可以在结果上使用列值，引用键列到Column对象的值以及.key。

This method differs from [UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) in these ways:

这个方法与UpdateBase.returning（）在这些方面有所不同：

1. [ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is only intended for use with an INSERT or an UPDATE statement that matches exactly one row. While the RETURNING construct in the general sense supports multiple rows for a multi-row UPDATE or DELETE statement, or for special cases of INSERT that return multiple rows (e.g. INSERT from SELECT, multi-valued VALUES clause), [ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is intended only for an "ORM-style" single-row INSERT/UPDATE statement. The row returned by the statement is also consumed implicitly when[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is used. By contrast, [UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) leaves the RETURNING result-set intact with a collection of any number of rows.ValuesBase.return\_defaults（）仅用于与一行匹配的INSERT或UPDATE语句。 虽然一般意义上的RETURNING构造支持多行UPDATE或DELETE语句，或者对于返回多行的INSERT的特殊情况（例如INSERT SELECT，多值VALUES子句），ValuesBase.return\_defaults（）是 仅用于“ORM风格”的单行INSERT / UPDATE语句。 语句返回的行也会在使用ValueBase.return\_defaults（）时隐式消耗。 相比之下，UpdateBase.returning（）将RETURNING结果集保留为任意数量行的集合。
2. It is compatible with the existing logic to fetch auto-generated primary key values, also known as "implicit returning". Backends that support RETURNING will automatically make use of RETURNING in order to fetch the value of newly generated primary keys; while the[UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning) method circumvents this behavior, [ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) leaves it intact.与现有的逻辑兼容，以获取自动生成的主键值，也称为“隐式返回”。 支持RETURNING的后端将自动使用RETURNING来获取新生成的主键的值; 而UpdateBase.returning（）方法规避了这种行为，而ValuesBase.return\_defaults（）则保持不变。
3. It can be called against any backend. Backends that don't support RETURNING will skip the usage of the feature, rather than raising an exception. The return value of [ResultProxy.returned\_defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.returned_defaults" \o "sqlalchemy.engine.ResultProxy.returned_defaults) will be None它可以被称为反对任何后端。 不支持RETURNING的后端将跳过该功能的使用，而不是引发异常。 ResultProxy.returned\_defaults的返回值将是None

[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) is used by the ORM to provide an efficient implementation for the eager\_defaults feature of [mapper()](http://docs.sqlalchemy.org/en/rel_1_1/orm/mapping_api.html" \l "sqlalchemy.orm.mapper" \o "sqlalchemy.orm.mapper).

ORM使用ValuesBase.return\_defaults（）为mapper（）的eager\_defaults特性提供了一个高效的实现。

|  |  |
| --- | --- |
| **Parameters:** | ****cols**** – optional list of column key names or [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects. If omitted, all column expressions evaluated on the server are added to the returning list.列键名称或列对象的可选列表。 如果省略，则服务器上评估的所有列表达式都将添加到返回列表中。 |

*New in version 0.9.0.*

**See also**

[UpdateBase.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase.returning" \o "sqlalchemy.sql.expression.UpdateBase.returning)

[ResultProxy.returned\_defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.returned_defaults" \o "sqlalchemy.engine.ResultProxy.returned_defaults)

**values**(*\*args*, *\*\*kwargs*)

specify a fixed VALUES clause for an INSERT statement, or the SET clause for an UPDATE.

为INSERT语句或UPDATE的SET子句指定一个固定的VALUES子句。

Note that the [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) and [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) constructs support per-execution time formatting of the VALUES and/or SET clauses, based on the arguments passed to [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute). However, the [ValuesBase.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.values" \o "sqlalchemy.sql.expression.ValuesBase.values) method can be used to "fix" a particular set of parameters into the statement.

请注意，插入和更新构造基于传递给Connection.execute() 的参数支持VALUES和/或SET子句的每个执行时间格式。 但是，ValuesBase.values() 方法可用于将一组特定的参数“修复”到语句中。

Multiple calls to [ValuesBase.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.values" \o "sqlalchemy.sql.expression.ValuesBase.values) will produce a new construct, each one with the parameter list modified to include the new parameters sent. In the typical case of a single dictionary of parameters, the newly passed keys will replace the same keys in the previous construct. In the case of a list-based "multiple values" construct, each new list of values is extended onto the existing list of values.

对ValuesBase.values() 的多次调用将产生一个新构造，每个构造都修改了参数列表，以包括发送的新参数。 在典型的单个参数字典的情况下，新传递的键将替换先前结构中相同的键。 在基于列表的“多值”结构的情况下，每个新的值列表将扩展到现有的值列表。

|  |  |
| --- | --- |
| **Parameters:** | * ****\*\*kwargs**** –   key value pairs representing the string key of a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) mapped to the value to be rendered into the VALUES or SET clause:  users.insert().values(name="some name")  users.update().where(users.c.id==5).values(name="some name")   * –   As an alternative to passing key/value parameters, a dictionary, tuple, or list of dictionaries or tuples can be passed as a single positional argument in order to form the VALUES or SET clause of the statement. The forms that are accepted vary based on whether this is an [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) or an [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update)construct.  作为传递键/值参数的替代方法，字典，元组或字典或元组列表可以作为单个位置参数传递，以形成语句的VALUES或SET子句。 接受的表单根据这是插入还是更新构造而有所不同。  For either an [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) or [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) construct, a single dictionary can be passed, which works the same as that of the kwargs form:  对于“插入”或“更新”构造，可以传递单个字典，其工作方式与kwargs形式相同：  users.insert().values({"name": "some name"})  users.update().values({"name": "some new name"})  Also for either form but more typically for the [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) construct, a tuple that contains an entry for every column in the table is also accepted:同样对于任何一种形式，但更常用于“插入”构造，也可以接受包含表中每列的条目的元组：  users.insert().values((5, "some name"))  The [Insert](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) construct also supports being passed a list of dictionaries or full-table-tuples, which on the server will render the less common SQL syntax of "multiple values" - this syntax is supported on backends such as SQLite, PostgreSQL, MySQL, but not necessarily others:  “插入”构造还支持传递一个字典列表或全表格元组，其中服务器将呈现“多个值”的较不常见的SQL语法 - 后缀如SQLite，PostgreSQL，MySQL等支持此语法，但是 不一定是其他的：  users.insert().values([  {"name": "some name"},  {"name": "some other name"},  {"name": "yet another name"},  ])  The above form would render a multiple VALUES statement similar to:上述形式将呈现类似于以下的多个VALUES语句：  INSERT INTO users (name) VALUES  (:name\_1),  (:name\_2),  (:name\_3)  It is essential to note that ****passing multiple values is NOT the same as using traditional executemany() form****. The above syntax is a ****special**** syntax not typically used. To emit an INSERT statement against multiple rows, the normal method is to pass a multiple values list to the [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) method, which is supported by all database backends and is generally more efficient for a very large number of parameters.  注意传递多个值与使用传统的executemany（）形式是不一样的。 上面的语法是通常不使用的特殊语法。 要针对多行发出INSERT语句，常规方法是将多值列表传递给Connection.execute（）方法，该方法由所有数据库后端支持，并且对于大量参数通常更高效。  **See also**  [Executing Multiple Statements](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "execute-multiple) - an introduction to the traditional Core method of multiple parameter set invocation for INSERTs and other statements.  *Changed in version 1.0.0:*an INSERT that uses a multiple-VALUES clause, even a list of length one, implies that the [Insert.inline](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert.params.inline" \o "sqlalchemy.sql.expression.Insert) flag is set to True, indicating that the statement will not attempt to fetch the "last inserted primary key" or other defaults. The statement deals with an arbitrary number of rows, so the [ResultProxy.inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key) accessor does not apply.  执行多个语句 - INSERT和其他语句的多参数集调用的传统Core方法的介绍。  在版本1.0.0中进行了更改：使用多个VALUES子句（即使是长度为1的列表）的INSERT意味着将Insert.inline标志设置为True，表示该语句不会尝试读取“上次插入的主要 键“或其他默认值。 该语句处理任意数量的行，所以ResultProxy.inserted\_primary\_key访问器不适用。  *Changed in version 1.0.0:*A multiple-VALUES INSERT now supports columns with Python side default values and callables in the same way as that of an "executemany" style of invocation; the callable is invoked for each row. See [Python-side defaults invoked for each row invidually when using a multivalued insert](http://docs.sqlalchemy.org/en/rel_1_1/changelog/migration_10.html" \l "bug-3288) for other details.  在版本1.0.0中进行了更改：多值插入现在支持具有Python侧默认值和可调用列的列，方式与“executemany”样式的调用相同; 可调用的是每行调用的。 当为其他细节使用多值插入时，请参阅为每行调用的Python方面的默认值。  The [Update](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) construct supports a special form which is a list of 2-tuples, which when provided must be passed in conjunction with the[preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) parameter. This form causes the UPDATE statement to render the SET clauses using the order of parameters given to [Update.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.values" \o "sqlalchemy.sql.expression.Update.values), rather than the ordering of columns given in the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).  Update构造支持一个特殊的形式，它是一个2元组列表，当提供的时候必须和preserve\_parameter\_order参数一起传递。 这种形式导致UPDATE语句使用给定给Update.values（）的参数的顺序来呈现SET子句，而不是表中给出的列的顺序。  *New in version 1.0.10:*- added support for parameter-ordered UPDATE statements via the [preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) flag.  **See also**  [Parameter-Ordered Updates](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "updates-order-parameters) - full example of the [preserve\_parameter\_order](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update.params.preserve_parameter_order" \o "sqlalchemy.sql.expression.update) flag |

**See also**

[Inserts, Updates and Deletes](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "inserts-and-updates) - SQL Expression Language Tutorial

[insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.insert" \o "sqlalchemy.sql.expression.insert) - produce an INSERT statement

[update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) - produce an UPDATE statement

## 2.4 SQL and Generic Functions

SQL functions which are known to SQLAlchemy with regards to database-specific rendering, return types and argument behavior. Generic functions are invoked like all SQL functions, using the [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) attribute:

关于数据库特定渲染，返回类型和参数行为，SQLAlchemy已知的SQL函数。 泛型函数像所有SQL函数一样被调用，使用func属性：

select([func.count()]).select\_from(sometable)

Note that any name not known to [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) generates the function name as is - there is no restriction on what SQL functions can be called, known or unknown to SQLAlchemy, built-in or user defined. The section here only describes those functions where SQLAlchemy already knows what argument and return types are in use.

请注意，func不知道的任何名称都会生成函数名称 - 对SQLAlchemy，内置或用户定义的SQL函数可以调用的SQL函数没有任何限制。 这里的部分仅描述那些SQLAlchemy已经知道使用了什么参数和返回类型的函数。

SQL function API, factories, and built-in functions.

*class*sqlalchemy.sql.functions.**AnsiFunction**(*\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

**identifier***= 'AnsiFunction'*

**name***= 'AnsiFunction'*

*class*sqlalchemy.sql.functions.**Function**(*name*, *\*clauses*, *\*\*kw*)

Bases: [sqlalchemy.sql.functions.FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement)

Describe a named SQL function.

See the superclass [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement) for a description of public methods.

**See also**

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) - namespace which produces registered or ad-hoc [Function](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.Function" \o "sqlalchemy.sql.functions.Function) instances.

[GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction) - allows creation of registered function types.

**\_\_init\_\_**(*name*, *\*clauses*, *\*\*kw*)

Construct a [Function](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.Function" \o "sqlalchemy.sql.functions.Function).

The [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) construct is normally used to construct new [Function](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.Function" \o "sqlalchemy.sql.functions.Function) instances.

*class*sqlalchemy.sql.functions.**FunctionElement**(*\*clauses*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.expression.Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), [sqlalchemy.sql.expression.ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), [sqlalchemy.sql.expression.FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Base for SQL function-oriented constructs.

**See also**

[Function](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.Function" \o "sqlalchemy.sql.functions.Function) - named SQL function.

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) - namespace which produces registered or ad-hoc [Function](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.Function" \o "sqlalchemy.sql.functions.Function) instances.

[GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction) - allows creation of registered function types.

**\_\_init\_\_**(*\*clauses*, *\*\*kwargs*)

Construct a [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement).

**alias**(*name=None*, *flat=False*)

Produce a [Alias](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Alias" \o "sqlalchemy.sql.expression.Alias) construct against this [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement).

This construct wraps the function in a named alias which is suitable for the FROM clause, in the style accepted for example by PostgreSQL.

e.g.:

**from** **sqlalchemy.sql** **import** column

stmt = select([column('data\_view')]).\

select\_from(SomeTable).\

select\_from(func.unnest(SomeTable.data).alias('data\_view'))

Would produce:

**SELECT** data\_view

**FROM** sometable, **unnest**(sometable.**data**) **AS** data\_view

*New in version 0.9.8:*The [FunctionElement.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.alias" \o "sqlalchemy.sql.functions.FunctionElement.alias) method is now supported. Previously, this method's behavior was undefined and did not behave consistently across versions.

**clauses**

Return the underlying [ClauseList](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseList" \o "sqlalchemy.sql.expression.ClauseList) which contains the arguments for this [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement).

**columns**

The set of columns exported by this [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement).

Function objects currently have no result column names built in; this method returns a single-element column collection with an anonymously named column.

An interim approach to providing named columns for a function as a FROM clause is to build a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) with the desired columns:

**from** **sqlalchemy.sql** **import** column

stmt = select([column('x'), column('y')]). select\_from(func.myfunction())

**execute**()

Execute this [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement) against an embedded 'bind'.

This first calls [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.select" \o "sqlalchemy.sql.functions.FunctionElement.select) to produce a SELECT construct.

Note that [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement) can be passed to the [Connectable.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable.execute" \o "sqlalchemy.engine.Connectable.execute) method of [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) or [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

**filter**(*\*criterion*)

Produce a FILTER clause against this function.

Used against aggregate and window functions, for database backends that support the "FILTER" clause.

The expression:

func.count(1).filter(**True**)

is shorthand for:

**from** **sqlalchemy** **import** funcfilter

funcfilter(func.count(1), **True**)

*New in version 1.0.0.*

**See also**

[FunctionFilter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.FunctionFilter" \o "sqlalchemy.sql.expression.FunctionFilter)

[funcfilter()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.funcfilter" \o "sqlalchemy.sql.expression.funcfilter)

**get\_children**(*\*\*kwargs*)

**over**(*partition\_by=None*, *order\_by=None*, *rows=None*, *range\_=None*)

Produce an OVER clause against this function.

Used against aggregate or so-called "window" functions, for database backends that support window functions.

The expression:

func.row\_number().over(order\_by='x')

is shorthand for:

**from** **sqlalchemy** **import** over

over(func.row\_number(), order\_by='x')

See [over()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.over" \o "sqlalchemy.sql.expression.over) for a full description.

*New in version 0.7.*

**packagenames***= ()*

**scalar**()

Execute this [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement) against an embedded 'bind' and return a scalar value.

This first calls [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.select" \o "sqlalchemy.sql.functions.FunctionElement.select) to produce a SELECT construct.

Note that [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement) can be passed to the [Connectable.scalar()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable.scalar" \o "sqlalchemy.engine.Connectable.scalar) method of [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) or [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

**select**()

Produce a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct against this [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement).

This is shorthand for:

s = select([function\_element])

**self\_group**(*against=None*)

**within\_group**(*\*order\_by*)

Produce a WITHIN GROUP (ORDER BY expr) clause against this function.

针对此函数生成WITHIN GROUP（ORDER BY expr）子句。

Used against so-called "ordered set aggregate" and "hypothetical set aggregate" functions, including [percentile\_cont](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.percentile_cont" \o "sqlalchemy.sql.functions.percentile_cont), [rank](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.rank" \o "sqlalchemy.sql.functions.rank), [dense\_rank](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.dense_rank" \o "sqlalchemy.sql.functions.dense_rank), etc.

用于所谓的“有序集合”和“假设集合”功能，包括percentile\_cont，rank，dense\_rank等。

See [within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.within_group" \o "sqlalchemy.sql.expression.within_group) for a full description.

有关完整描述，请参阅within\_group() 。

*New in version 1.1.*

**within\_group\_type**(*within\_group*)

For types that define their return type as based on the criteria within a WITHIN GROUP (ORDER BY) expression, called by the [WithinGroup](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.WithinGroup" \o "sqlalchemy.sql.expression.WithinGroup) construct.

对于根据内部GROUP（ORDER BY）表达式中由WithinGroup构造调用的条件定义其返回类型的类型。

Returns None by default, in which case the function's normal .type is used.

默认情况下返回None，在这种情况下，使用函数的normal .type。

*class*sqlalchemy.sql.functions.**GenericFunction**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.Function](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.Function" \o "sqlalchemy.sql.functions.Function)

Define a 'generic' function.

定义“通用”函数。

A generic function is a pre-established [Function](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.Function" \o "sqlalchemy.sql.functions.Function) class that is instantiated automatically when called by name from the [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) attribute. Note that calling any name from [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) has the effect that a new [Function](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.Function" \o "sqlalchemy.sql.functions.Function) instance is created automatically, given that name. The primary use case for defining a [GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction) class is so that a function of a particular name may be given a fixed return type. It can also include custom argument parsing schemes as well as additional methods.

通用函数是一个预先建立的Function类，它通过名称从func属性调用时自动实例化。 请注意，从func调用任何名称会产生一个新的Function实例自动创建，给定该名称。 定义GenericFunction类的主要用例是使特定名称的函数可以被赋予固定的返回类型。 它还可以包括自定义参数解析方案以及其他方法。

Subclasses of [GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction) are automatically registered under the name of the class. For example, a user-defined function as\_utc() would be available immediately:

GenericFunction的子类自动注册在类的名称下。 例如，用户定义的函数as\_utc() 将立即可用：

**from** **sqlalchemy.sql.functions** **import** GenericFunction

**from** **sqlalchemy.types** **import** DateTime

**class** **as\_utc**(GenericFunction):

type = DateTime

print select([func.as\_utc()])

User-defined generic functions can be organized into packages by specifying the "package" attribute when defining [GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction). Third party libraries containing many functions may want to use this in order to avoid name conflicts with other systems. For example, if our as\_utc() function were part of a package "time":

用户定义的泛型函数可以通过在定义GenericFunction时指定“package”属性来组织成包。 包含许多功能的第三方库可能希望使用它来避免与其他系统的名称冲突。 例如，如果我们的as\_utc() 函数是包“time”的一部分：

**class** **as\_utc**(GenericFunction):

type = DateTime

package = "time"

The above function would be available from [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) using the package name time:

以上功能将从func中使用包名称时间可用：

print select([func.time.as\_utc()])

A final option is to allow the function to be accessed from one name in [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) but to render as a different name. The identifier attribute will override the name used to access the function as loaded from [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func), but will retain the usage of name as the rendered name:

最后一个选择是允许从func中的一个名称访问该函数，但是以不同的名称呈现。 标识符属性将覆盖用于访问从func加载的函数的名称，但将保留名称作为呈现名称的用法：

**class** **GeoBuffer**(GenericFunction):

type = Geometry

package = "geo"

name = "ST\_Buffer"

identifier = "buffer"

The above function will render as follows:

上述功能如下：

**>>>** print func.geo.buffer()ST\_Buffer()

*New in version 0.8:*[GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction) now supports automatic registration of new functions as well as package and custom naming support.

新版本0.8：GenericFunction现在支持自动注册新功能以及包和自定义命名支持。

*Changed in version 0.8:*The attribute name type is used to specify the function's return type at the class level. Previously, the name \_\_return\_type\_\_ was used. This name is still recognized for backwards-compatibility.

在版本0.8中更改：属性名称类型用于在类级别指定函数的返回类型。 以前，使用了\_\_return\_type\_\_的名字。 此名称仍然被识别为向后兼容性。

**coerce\_arguments***= True*

**identifier***= 'GenericFunction'*

**name***= 'GenericFunction'*

*class*sqlalchemy.sql.functions.**OrderedSetAgg**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

Define a function where the return type is based on the sort expression type as defined by the expression passed to the[FunctionElement.within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.within_group" \o "sqlalchemy.sql.functions.FunctionElement.within_group) method.

**array\_for\_multi\_clause***= False*

**identifier***= 'OrderedSetAgg'*

**name***= 'OrderedSetAgg'*

**within\_group\_type**(*within\_group*)

*class*sqlalchemy.sql.functions.**ReturnTypeFromArgs**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

Define a function whose return type is the same as its arguments.

**identifier***= 'ReturnTypeFromArgs'*

**name***= 'ReturnTypeFromArgs'*

*class*sqlalchemy.sql.functions.**array\_agg**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

support for the ARRAY\_AGG function.

The func.array\_agg(expr) construct returns an expression of type [types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY).

e.g.:

stmt = select([func.array\_agg(table.c.values)[2:5]])

*New in version 1.1.*

**See also**

[postgresql.array\_agg()](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.array_agg" \o "sqlalchemy.dialects.postgresql.array_agg) - PostgreSQL-specific version that returns [postgresql.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.ARRAY" \o "sqlalchemy.dialects.postgresql.ARRAY), which has PG-specific operators added.

**identifier***= 'array\_agg'*

**name***= 'array\_agg'*

**type**

alias of ARRAY

*class*sqlalchemy.sql.functions.**char\_length**(*arg*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

**identifier***= 'char\_length'*

**name***= 'char\_length'*

**type**

alias of Integer

*class*sqlalchemy.sql.functions.**coalesce**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.ReturnTypeFromArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.ReturnTypeFromArgs" \o "sqlalchemy.sql.functions.ReturnTypeFromArgs)

**identifier***= 'coalesce'*

**name***= 'coalesce'*

*class*sqlalchemy.sql.functions.**concat**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

**identifier***= 'concat'*

**name***= 'concat'*

**type**

alias of String

*class*sqlalchemy.sql.functions.**count**(*expression=None*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

The ANSI COUNT aggregate function. With no arguments, emits COUNT \*.

**identifier***= 'count'*

**name***= 'count'*

**type**

alias of Integer

*class*sqlalchemy.sql.functions.**cume\_dist**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

Implement the cume\_dist hypothetical-set aggregate function.

This function must be used with the [FunctionElement.within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.within_group" \o "sqlalchemy.sql.functions.FunctionElement.within_group) modifier to supply a sort expression to operate upon.

The return type of this function is [Numeric](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Numeric" \o "sqlalchemy.types.Numeric).

实现cume\_dist假设集合函数。

必须与FunctionElement.within\_group() 修饰符一起使用此函数来提供要进行操作的排序表达式。

此函数的返回类型为Numeric。

*New in version 1.1.*

**identifier***= 'cume\_dist'*

**name***= 'cume\_dist'*

**type***= Numeric()*

*class*sqlalchemy.sql.functions.**current\_date**(*\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.AnsiFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.AnsiFunction" \o "sqlalchemy.sql.functions.AnsiFunction)

**identifier***= 'current\_date'*

**name***= 'current\_date'*

**type**

alias of Date

*class*sqlalchemy.sql.functions.**current\_time**(*\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.AnsiFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.AnsiFunction" \o "sqlalchemy.sql.functions.AnsiFunction)

**identifier***= 'current\_time'*

**name***= 'current\_time'*

**type**

alias of Time

*class*sqlalchemy.sql.functions.**current\_timestamp**(*\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.AnsiFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.AnsiFunction" \o "sqlalchemy.sql.functions.AnsiFunction)

**identifier***= 'current\_timestamp'*

**name***= 'current\_timestamp'*

**type**

alias of DateTime

*class*sqlalchemy.sql.functions.**current\_user**(*\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.AnsiFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.AnsiFunction" \o "sqlalchemy.sql.functions.AnsiFunction)

**identifier***= 'current\_user'*

**name***= 'current\_user'*

**type**

alias of String

*class*sqlalchemy.sql.functions.**dense\_rank**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

Implement the dense\_rank hypothetical-set aggregate function.

This function must be used with the [FunctionElement.within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.within_group" \o "sqlalchemy.sql.functions.FunctionElement.within_group) modifier to supply a sort expression to operate upon.

The return type of this function is [Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer).

实现dense\_rank假设集合函数。

必须与FunctionElement.within\_group() 修饰符一起使用此函数来提供要进行操作的排序表达式。

此函数的返回类型为Integer。

*New in version 1.1.*

**identifier***= 'dense\_rank'*

**name***= 'dense\_rank'*

**type***= Integer()*

*class*sqlalchemy.sql.functions.**localtime**(*\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.AnsiFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.AnsiFunction" \o "sqlalchemy.sql.functions.AnsiFunction)

**identifier***= 'localtime'*

**name***= 'localtime'*

**type**

alias of DateTime

*class*sqlalchemy.sql.functions.**localtimestamp**(*\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.AnsiFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.AnsiFunction" \o "sqlalchemy.sql.functions.AnsiFunction)

**identifier***= 'localtimestamp'*

**name***= 'localtimestamp'*

**type**

alias of DateTime

*class*sqlalchemy.sql.functions.**max**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.ReturnTypeFromArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.ReturnTypeFromArgs" \o "sqlalchemy.sql.functions.ReturnTypeFromArgs)

**identifier***= 'max'*

**name***= 'max'*

*class*sqlalchemy.sql.functions.**min**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.ReturnTypeFromArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.ReturnTypeFromArgs" \o "sqlalchemy.sql.functions.ReturnTypeFromArgs)

**identifier***= 'min'*

**name***= 'min'*

*class*sqlalchemy.sql.functions.**mode**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.OrderedSetAgg](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.OrderedSetAgg" \o "sqlalchemy.sql.functions.OrderedSetAgg)

implement the mode ordered-set aggregate function.

This function must be used with the [FunctionElement.within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.within_group" \o "sqlalchemy.sql.functions.FunctionElement.within_group) modifier to supply a sort expression to operate upon.

The return type of this function is the same as the sort expression.

*New in version 1.1.*

**identifier***= 'mode'*

**name***= 'mode'*

*class*sqlalchemy.sql.functions.**next\_value**(*seq*, *\*\*kw*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

Represent the 'next value', given a [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) as its single argument.

Compiles into the appropriate function on each backend, or will raise NotImplementedError if used on a backend that does not provide support for sequences.

**identifier***= 'next\_value'*

**name***= 'next\_value'*

**type***= Integer()*

*class*sqlalchemy.sql.functions.**now**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

**identifier***= 'now'*

**name***= 'now'*

**type**

alias of DateTime

*class*sqlalchemy.sql.functions.**percent\_rank**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

Implement the percent\_rank hypothetical-set aggregate function.

This function must be used with the [FunctionElement.within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.within_group" \o "sqlalchemy.sql.functions.FunctionElement.within_group) modifier to supply a sort expression to operate upon.

The return type of this function is [Numeric](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Numeric" \o "sqlalchemy.types.Numeric).

*New in version 1.1.*

**identifier***= 'percent\_rank'*

**name***= 'percent\_rank'*

**type***= Numeric()*

*class*sqlalchemy.sql.functions.**percentile\_cont**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.OrderedSetAgg](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.OrderedSetAgg" \o "sqlalchemy.sql.functions.OrderedSetAgg)

implement the percentile\_cont ordered-set aggregate function.

This function must be used with the [FunctionElement.within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.within_group" \o "sqlalchemy.sql.functions.FunctionElement.within_group) modifier to supply a sort expression to operate upon.

The return type of this function is the same as the sort expression, or if the arguments are an array, an [types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY) of the sort expression's type.

*New in version 1.1.*

**array\_for\_multi\_clause***= True*

**identifier***= 'percentile\_cont'*

**name***= 'percentile\_cont'*

*class*sqlalchemy.sql.functions.**percentile\_disc**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.OrderedSetAgg](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.OrderedSetAgg" \o "sqlalchemy.sql.functions.OrderedSetAgg)

implement the percentile\_disc ordered-set aggregate function.

This function must be used with the [FunctionElement.within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.within_group" \o "sqlalchemy.sql.functions.FunctionElement.within_group) modifier to supply a sort expression to operate upon.

The return type of this function is the same as the sort expression, or if the arguments are an array, an [types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY) of the sort expression's type.

*New in version 1.1.*

**array\_for\_multi\_clause***= True*

**identifier***= 'percentile\_disc'*

**name***= 'percentile\_disc'*

*class*sqlalchemy.sql.functions.**random**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

**identifier***= 'random'*

**name***= 'random'*

*class*sqlalchemy.sql.functions.**rank**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.GenericFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.GenericFunction" \o "sqlalchemy.sql.functions.GenericFunction)

Implement the rank hypothetical-set aggregate function.

This function must be used with the [FunctionElement.within\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement.within_group" \o "sqlalchemy.sql.functions.FunctionElement.within_group) modifier to supply a sort expression to operate upon.

The return type of this function is [Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer).

*New in version 1.1.*

**identifier***= 'rank'*

**name***= 'rank'*

**type***= Integer()*

sqlalchemy.sql.functions.**register\_function**(*identifier*, *fn*, *package='\_default'*)

Associate a callable with a particular func. name.

This is normally called by \_GenericMeta, but is also available by itself so that a non-Function construct can be associated with the [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) accessor (i.e. CAST, EXTRACT).

*class*sqlalchemy.sql.functions.**session\_user**(*\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.AnsiFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.AnsiFunction" \o "sqlalchemy.sql.functions.AnsiFunction)

**identifier***= 'session\_user'*

**name***= 'session\_user'*

**type**

alias of String

*class*sqlalchemy.sql.functions.**sum**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.ReturnTypeFromArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.ReturnTypeFromArgs" \o "sqlalchemy.sql.functions.ReturnTypeFromArgs)

**identifier***= 'sum'*

**name***= 'sum'*

*class*sqlalchemy.sql.functions.**sysdate**(*\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.AnsiFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.AnsiFunction" \o "sqlalchemy.sql.functions.AnsiFunction)

**identifier***= 'sysdate'*

**name***= 'sysdate'*

**type**

alias of DateTime

*class*sqlalchemy.sql.functions.**user**(*\*\*kwargs*)

Bases: [sqlalchemy.sql.functions.AnsiFunction](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.AnsiFunction" \o "sqlalchemy.sql.functions.AnsiFunction)

**identifier***= 'user'*

**name***= 'user'*

**type**

alias of String

## 2.6 Custom SQL Constructs and Compilation Extension

Provides an API for creation of custom ClauseElements and compilers.

2.6.1 Synopsis

Usage involves the creation of one or more [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) subclasses and one or more callables defining its compilation:

**from** **sqlalchemy.ext.compiler** **import** compiles

**from** **sqlalchemy.sql.expression** **import** ColumnClause

**class** **MyColumn**(ColumnClause):

**pass**

**@compiles**(MyColumn)

**def** compile\_mycolumn(element, compiler, \*\*kw):

**return** "[*%s*]" % element.name

Above, MyColumn extends [ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause), the base expression element for named column objects. The compiles decorator registers itself with the MyColumnclass so that it is invoked when the object is compiled to a string:

**from** **sqlalchemy** **import** select

s = select([MyColumn('x'), MyColumn('y')])print str(s)

Produces:

SELECT [x], [y]

### 2.6.2 Dialect-specific compilation rules

Compilers can also be made dialect-specific. The appropriate compiler will be invoked for the dialect in use:

**from** **sqlalchemy.schema** **import** DDLElement

**class** **AlterColumn**(DDLElement):

**def** \_\_init\_\_(self, column, cmd):

self.column = column

self.cmd = cmd

**@compiles**(AlterColumn)

**def** visit\_alter\_column(element, compiler, \*\*kw):

**return** "ALTER COLUMN *%s* ..." % element.column.name

**@compiles**(AlterColumn, 'postgresql')

**def** visit\_alter\_column(element, compiler, \*\*kw):

**return** "ALTER TABLE *%s* ALTER COLUMN *%s* ..." % (element.table.name,

element.column.name)

The second visit\_alter\_table will be invoked when any postgresql dialect is used.

2.6.3 Compiling sub-elements of a custom expression construct

The compiler argument is the [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object in use. This object can be inspected for any information about the in-progress compilation, including compiler.dialect, compiler.statement etc. The [SQLCompiler](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.sql.compiler.SQLCompiler" \o "sqlalchemy.sql.compiler.SQLCompiler) and [DDLCompiler](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.sql.compiler.DDLCompiler" \o "sqlalchemy.sql.compiler.DDLCompiler) both include a process() method which can be used for compilation of embedded attributes:

**from** **sqlalchemy.sql.expression** **import** Executable, ClauseElement

**class** **InsertFromSelect**(Executable, ClauseElement):

**def** \_\_init\_\_(self, table, select):

self.table = table

self.select = select

**@compiles**(InsertFromSelect)

**def** visit\_insert\_from\_select(element, compiler, \*\*kw):

**return** "INSERT INTO *%s* (*%s*)" % (

compiler.process(element.table, asfrom=**True**),

compiler.process(element.select)

)

insert = InsertFromSelect(t1, select([t1]).where(t1.c.x>5))

print insert

Produces:

"INSERT INTO mytable (SELECT mytable.x, mytable.y, mytable.z

FROM mytable WHERE mytable.x > :x\_1)"

**Note**

The above InsertFromSelect construct is only an example, this actual functionality is already available using the [Insert.from\_select()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert.from_select" \o "sqlalchemy.sql.expression.Insert.from_select) method.

**Note**

The above InsertFromSelect construct probably wants to have "autocommit" enabled. See [Enabling Autocommit on a Construct](http://docs.sqlalchemy.org/en/rel_1_1/core/compiler.html" \l "enabling-compiled-autocommit) for this step.

### Cross Compiling between SQL and DDL compilers

SQL and DDL constructs are each compiled using different base compilers - SQLCompiler and DDLCompiler. A common need is to access the compilation rules of SQL expressions from within a DDL expression. The DDLCompiler includes an accessor sql\_compiler for this reason, such as below where we generate a CHECK constraint that embeds a SQL expression:

**@compiles**(MyConstraint)

**def** compile\_my\_constraint(constraint, ddlcompiler, \*\*kw):

**return** "CONSTRAINT *%s* CHECK (*%s*)" % (

constraint.name,

ddlcompiler.sql\_compiler.process(

constraint.expression, literal\_binds=**True**)

)

Above, we add an additional flag to the process step as called by SQLCompiler.process(), which is the literal\_binds flag. This indicates that any SQL expression which refers to a [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) object or other "literal" object such as those which refer to strings or integers should be rendered ****in-place****, rather than being referred to as a bound parameter; when emitting DDL, bound parameters are typically not supported.

在上面，我们为流程步骤添加了一个额外的标志，由SQLCompiler.process() 调用，它是literal\_binds标志。 这表示引用BindParameter对象或其他“literal”对象（如引用字符串或整数的对象）的任何SQL表达式都应该原位呈现，而不是被称为绑定参数; 当发射DDL时，通常不支持绑定的参数。

2.6.4 Enabling Autocommit on a Construct

Recall from the section [Understanding Autocommit](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "autocommit) that the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), when asked to execute a construct in the absence of a user-defined transaction, detects if the given construct represents DML or DDL, that is, a data modification or data definition statement, which requires (or may require, in the case of DDL) that the transaction generated by the DBAPI be committed (recall that DBAPI always has a transaction going on regardless of what SQLAlchemy does). Checking for this is actually accomplished by checking for the "autocommit" execution option on the construct. When building a construct like an INSERT derivation, a new DDL type, or perhaps a stored procedure that alters data, the "autocommit" option needs to be set in order for the statement to function with "connectionless" execution (as described in [Connectionless Execution, Implicit Execution](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "dbengine-implicit)).

从“了解自动提交”一节回想，引擎在被要求在没有用户定义事务的情况下执行构造时会检测给定的结构是否表示DML或DDL，即数据修改或数据定义语句， 或者在DDL的情况下可能需要提交DBAPI生成的事务（请注意，无论SQLAlchemy如何，DBAPI始终都有事务进行）。 通过检查构造上的“自动提交”执行选项，实际上可以检查这一点。 当构建类似于INSERT派生的构造，新的DDL类型或者可能改变数据的存储过程时，需要设置“autocommit”选项，以便语句以“无连接”的方式执行（如“无连接执行” ，隐式执行）。

Currently a quick way to do this is to subclass [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), then add the "autocommit" flag to the \_execution\_options dictionary (note this is a "frozen" dictionary which supplies a generative union() method):

目前一个快速的方法是将Executable子类化，然后将“autocommit”标志添加到\_execution\_options字典（注意这是一个提供一个生成的union() 方法）的“冻结”字典：

**from** **sqlalchemy.sql.expression** **import** Executable, ClauseElement

**class** **MyInsertThing**(Executable, ClauseElement):

\_execution\_options = \

Executable.\_execution\_options.union({'autocommit': **True**})

More succinctly, if the construct is truly similar to an INSERT, UPDATE, or DELETE, [UpdateBase](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.UpdateBase" \o "sqlalchemy.sql.expression.UpdateBase) can be used, which already is a subclass of [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) and includes the autocommit flag:

更简洁，如果构造与INSERT，UPDATE或DELETE真正相似，则可以使用UpdateBase，它已经是Executable，ClauseElement的子类，并且包含autocommit标志：

**from** **sqlalchemy.sql.expression** **import** UpdateBase

**class** **MyInsertThing**(UpdateBase):

**def** \_\_init\_\_(self, ...):

...

DDL elements that subclass [DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement) already have the "autocommit" flag turned on.

2.6.5 Changing the default compilation of existing constructs

The compiler extension applies just as well to the existing constructs. When overriding the compilation of a built in SQL construct, the @compiles decorator is invoked upon the appropriate class (be sure to use the class, i.e. Insert or Select, instead of the creation function such as insert() or select()).

编译器扩展也适用于现有的构造。 当覆盖内置SQL构造的编译时，@compiles装饰器将在适当的类上被调用（请确保使用类，即插入或选择，而不是像insert() 或select() 这样的创建函数）。

Within the new compilation function, to get at the "original" compilation routine, use the appropriate visit\_XXX method - this because compiler.process() will call upon the overriding routine and cause an endless loop. Such as, to add "prefix" to all insert statements:

在新的编译功能中，要获得"原始"编译例程，请使用适当的visit\_XXX方法 - 这是因为compile.process() 将调用重写例程并导致无限循环。 例如，为所有insert语句添加"prefix"：

**from** **sqlalchemy.sql.expression** **import** Insert

**@compiles**(Insert)

**def** prefix\_inserts(insert, compiler, \*\*kw):

**return** compiler.visit\_insert(insert.prefix\_with("some prefix"), \*\*kw)

The above compiler will prefix all INSERT statements with "some prefix" when compiled.

上述编译器将在编译时将所有INSERT语句前缀为“some prefix”。

2.6.6 Changing Compilation of Types

compiler works for types, too, such as below where we implement the MS-SQL specific 'max' keyword for String/VARCHAR:

编译器也适用于类型，例如下面我们为String / VARCHAR实现MS-SQL特定的'max'关键字：

**@compiles**(String, 'mssql')

**@compiles**(VARCHAR, 'mssql')

**def** compile\_varchar(element, compiler, \*\*kw):

**if** element.length == 'max':

**return** "VARCHAR('max')"

**else**:

**return** compiler.visit\_VARCHAR(element, \*\*kw)

foo = Table('foo', metadata,

Column('data', VARCHAR('max')))

### 2.6.7 Subclassing Guidelines

A big part of using the compiler extension is subclassing SQLAlchemy expression constructs. To make this easier, the expression and schema packages feature a set of "bases" intended for common tasks. A synopsis is as follows:

使用编译器扩展的很大一部分是对SQLAlchemy表达式构造进行子类化。 为了使这更容易，表达式和模式包具有一组用于常见任务的"基础"。 摘要如下：

[ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) - This is the root expression class. Any SQL expression can be derived from this base, and is probably the best choice for longer constructs such as specialized INSERT statements.

ClauseElement - 这是根表达式类。 任何SQL表达式都可以从此基础派生，并且可能是更长的构造（如专用INSERT语句）的最佳选择。

[ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) - The root of all "column-like" elements. Anything that you'd place in the "columns" clause of a SELECT statement (as well as order by and group by) can derive from this - the object will automatically have Python "comparison" behavior.

ColumnElement - 所有"列类"元素的根。 任何你放在SELECT语句（以及order by和group by）的"columns"子句中的东西都可以从这里得到 - 对象将自动具有Python"比较"的行为。

[ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) classes want to have a type member which is expression's return type. This can be established at the instance level in the constructor, or at the class level if its generally constant:

ColumnElement类希望有一个类型成员，它是表达式的返回类型。 这可以在构造函数的实例级别建立，或者在类级别建立，如果它通常是常量的：

**class** **timestamp**(ColumnElement):

type = TIMESTAMP()

[FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement) - This is a hybrid of a ColumnElement and a "from clause" like object, and represents a SQL function or stored procedure type of call. Since most databases support statements along the line of "SELECT FROM <some function>" FunctionElement adds in the ability to be used in the FROM clause of a select() construct:

FunctionElement - 这是一个ColumnElement和一个"from子句"的对象的混合，它表示一个SQL函数或存储过程类型的调用。 由于大多数数据库支持"SELECT FROM <some function"行的功能，所以FunctionElement增加了在select() 结构的FROM子句中使用的能力：

**from** **sqlalchemy.sql.expression** **import** FunctionElement

**class** **coalesce**(FunctionElement):

name = 'coalesce'

**@compiles**(coalesce)

**def** compile(element, compiler, \*\*kw):

**return** "coalesce(*%s*)" % compiler.process(element.clauses)

**@compiles**(coalesce, 'oracle')

**def** compile(element, compiler, \*\*kw):

**if** len(element.clauses) > 2:

**raise** TypeError("coalesce only supports two arguments on Oracle")

**return** "nvl(*%s*)" % compiler.process(element.clauses)

[DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement) - The root of all DDL expressions, like CREATE TABLE, ALTER TABLE, etc. Compilation of DDLElement subclasses is issued by a DDLCompilerinstead of a SQLCompiler. DDLElement also features Table and MetaData event hooks via the execute\_at() method, allowing the construct to be invoked during CREATE TABLE and DROP TABLE sequences.

[Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable) - This is a mixin which should be used with any expression class that represents a "standalone" SQL statement that can be passed directly to an execute() method. It is already implicit within DDLElement and FunctionElement.

2.6.8 Further Examples

### "UTC timestamp" function

A function that works like "CURRENT\_TIMESTAMP" except applies the appropriate conversions so that the time is in UTC time. Timestamps are best stored in relational databases as UTC, without time zones. UTC so that your database doesn't think time has gone backwards in the hour when daylight savings ends, without timezones because timezones are like character encodings - they're best applied only at the endpoints of an application (i.e. convert to UTC upon user input, re-apply desired timezone upon display).

一个类似"CURRENT\_TIMESTAMP"的功能除了应用适当的转换，以便时间在UTC时间。 时间戳最好以UTC形式存储在关系数据库中，无时区。 UTC，以便您的数据库不会在夏令时结束的时候没有时间倒退，没有时区，因为时区就像字符编码 - 它们最好仅应用于应用程序的端点（即在用户输入时转换为UTC ，显示时重新应用所需的时区）。

For PostgreSQL and Microsoft SQL Server:

对于PostgreSQL和Microsoft SQL Server：

**from** **sqlalchemy.sql** **import** expression

**from** **sqlalchemy.ext.compiler** **import** compiles

**from** **sqlalchemy.types** **import** DateTime

**class** **utcnow**(expression.FunctionElement):

type = DateTime()

**@compiles**(utcnow, 'postgresql')

**def** pg\_utcnow(element, compiler, \*\*kw):

**return** "TIMEZONE('utc', CURRENT\_TIMESTAMP)"

**@compiles**(utcnow, 'mssql')

**def** ms\_utcnow(element, compiler, \*\*kw):

**return** "GETUTCDATE()"

Example usage:

**from** **sqlalchemy** **import** (

Table, Column, Integer, String, DateTime, MetaData

)metadata = MetaData()event = Table("event", metadata,

Column("id", Integer, primary\_key=**True**),

Column("description", String(50), nullable=**False**),

Column("timestamp", DateTime, server\_default=utcnow()))

### "GREATEST" function

The "GREATEST" function is given any number of arguments and returns the one that is of the highest value - its equivalent to Python's max function. A SQL standard version versus a CASE based version which only accommodates two arguments:

给出了"GREATEST"函数的任意数量的参数，并返回一个值最高的值，这相当于Python的最大函数。 SQL标准版本与基于CASE的版本，仅适用于两个参数：

**from** **sqlalchemy.sql** **import** expression

**from** **sqlalchemy.ext.compiler** **import** compiles

**from** **sqlalchemy.types** **import** Numeric

**class** **greatest**(expression.FunctionElement):

type = Numeric()

name = 'greatest'

**@compiles**(greatest)

**def** default\_greatest(element, compiler, \*\*kw):

**return** compiler.visit\_function(element)

**@compiles**(greatest, 'sqlite')

**@compiles**(greatest, 'mssql')

**@compiles**(greatest, 'oracle')

**def** case\_greatest(element, compiler, \*\*kw):

arg1, arg2 = list(element.clauses)

**return** "CASE WHEN *%s* > *%s* THEN *%s* ELSE *%s* END" % (

compiler.process(arg1),

compiler.process(arg2),

compiler.process(arg1),

compiler.process(arg2),

)

Example usage:

Session.query(Account).\

filter(

greatest(

Account.checking\_balance,

Account.savings\_balance) > 10000

)

### "false" expression

Render a "false" constant expression, rendering as "0" on platforms that don't have a "false" constant:

渲染"false"常量表达式，在没有"false"常量的平台上呈现为"0"

**from** **sqlalchemy.sql** **import** expression

**from** **sqlalchemy.ext.compiler** **import** compiles

**class** **sql\_false**(expression.ColumnElement):

**pass**

**@compiles**(sql\_false)

**def** default\_false(element, compiler, \*\*kw):

**return** "false"

**@compiles**(sql\_false, 'mssql')

**@compiles**(sql\_false, 'mysql')

**@compiles**(sql\_false, 'oracle')

**def** int\_false(element, compiler, \*\*kw):

**return** "0"

Example usage:

**from** **sqlalchemy** **import** select, union\_all

exp = union\_all(

select([users.c.name, sql\_false().label("enrolled")]),

select([customers.c.name, customers.c.enrolled]))

sqlalchemy.ext.compiler.**compiles**(*class\_*, *\*specs*)

Register a function as a compiler for a given [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) type.

sqlalchemy.ext.compiler.**deregister**(*class\_*)

Remove all custom compilers associated with a given [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) type.

## 2.7 Expression Serializer Extension

Serializer/Deserializer objects for usage with SQLAlchemy query structures, allowing "contextual" deserialization.

使用SQLAlchemy查询结构的Serializer / Deserializer对象，允许"上下文"反序列化。

Any SQLAlchemy query structure, either based on sqlalchemy.sql.\* or sqlalchemy.orm.\* can be used. The mappers, Tables, Columns, Session etc. which are referenced by the structure are not persisted in serialized form, but are instead re-associated with the query structure when it is deserialized.

可以使用任何基于sqlalchemy.sql。\*或sqlalchemy.orm。\*的SQLAlchemy查询结构。 由结构引用的映射器，表，列，会话等不会以序列化形式持久化，而是在反序列化时重新与查询结构相关联。

Usage is nearly the same as that of the standard Python pickle module:

用法与Python pickle模块的使用几乎相同：

**from** **sqlalchemy.ext.serializer** **import** loads, dumps

metadata = MetaData(bind=some\_engine)Session = scoped\_session(sessionmaker())

*# ... define mappers*

query = Session.query(MyClass).

filter(MyClass.somedata=='foo').order\_by(MyClass.sortkey)

*# pickle the query*

serialized = dumps(query)

*# unpickle. Pass in metadata + scoped\_session*

query2 = loads(serialized, metadata, Session)

print query2.all()

Similar restrictions as when using raw pickle apply; mapped classes must be themselves be pickleable, meaning they are importable from a module-level namespace.

使用原料泡菜时使用类似的限制; 映射类必须本身是可挑选的，这意味着它们可以从模块级命名空间导入。

The serializer module is only appropriate for query structures. It is not needed for:

串行器模块仅适用于查询结构。 不需要：

* instances of user-defined classes. These contain no references to engines, sessions or expression constructs in the typical case and can be serialized directly.用户定义类的情况。 它们在典型情况下不包含引擎，会话或表达式构造的引用，并且可以直接序列化。
* Table metadata that is to be loaded entirely from the serialized structure (i.e. is not already declared in the application). Regular pickle.loads()/dumps() can be used to fully dump any MetaData object, typically one which was reflected from an existing database at some previous point in time. The serializer module is specifically for the opposite case, where the Table metadata is already present in memory.要从序列化结构中完全加载的表元数据（即尚未在应用程序中声明）。 常规pickle.loads() / dumps() 可用于完全转储任何MetaData对象，通常是在某个先前时间点从现有数据库反映的对象。 串行器模块专门用于相反的情况，其中表元数据已经存在于存储器中。

sqlalchemy.ext.serializer.**Serializer**(*\*args*, *\*\*kw*)

sqlalchemy.ext.serializer.**Deserializer**(*file*, *metadata=None*, *scoped\_session=None*, *engine=None*)

sqlalchemy.ext.serializer.**dumps**(*obj*, *protocol=0*)

sqlalchemy.ext.serializer.**loads**(*data*, *metadata=None*, *scoped\_session=None*, *engine=None*)

# Chapter 3 Schema Definition Language

This section references SQLAlchemy ****schema metadata****, a comprehensive system of describing and inspecting database schemas.

本部分引用SQLAlchemy架构元数据，这是一个描述和检查数据库模式的综合系统。

The core of SQLAlchemy's query and object mapping operations are supported by *database metadata*, which is comprised of Python objects that describe tables and other schema-level objects. These objects are at the core of three major types of operations - issuing CREATE and DROP statements (known as *DDL*), constructing SQL queries, and expressing information about structures that already exist within the database.

SQLAlchemy的查询和对象映射操作的核心由数据库元数据支持，该元数据由描述表和其他模式级对象的Python对象组成。这些对象是三种主要操作类型的核心 - 发布CREATE和DROP语句（称为DDL），构造SQL查询以及表达有关数据库中已存在的结构的信息。

Database metadata can be expressed by explicitly naming the various components and their properties, using constructs such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) and[Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence), all of which are imported from the sqlalchemy.schema package. It can also be generated by SQLAlchemy using a process called *reflection*, which means you start with a single object such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), assign it a name, and then instruct SQLAlchemy to load all the additional information related to that name from a particular engine source.

数据库元数据可以通过使用诸如[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)，[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)，[ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey)和[Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence)之类的构造来明确命名各种组件及其属性来表示，所有这些构造都是从sqlalchemy.schema包导入的。它也可以由SQLAlchemy使用称为反射的过程生成，这意味着您从单个对象（如[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)）开始，为其分配名称，然后指示SQLAlchemy从特定引擎源加载与该名称相关的所有其他信息。

A key feature of SQLAlchemy's database metadata constructs is that they are designed to be used in a *declarative* style which closely resembles that of real DDL. They are therefore most intuitive to those who have some background in creating real schema generation scripts.

SQLAlchemy的数据库元数据结构的一个关键特性是它们被设计为以非常类似于真实DDL的声明样式使用。因此，对于在创建真正的模式生成脚本中有一些背景的人来说，这是最直观的。

### 3.1 Describing Databases with MetaData

This section discusses the fundamental [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) and [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) objects.

本节讨论基本的[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)，[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)和[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)对象。

A collection of metadata entities is stored in an object aptly named [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData):

元数据实体的集合存储在一个名为[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)的对象中：

**from** **sqlalchemy** **import** \*

metadata = MetaData()

[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) is a container object that keeps together many different features of a database (or multiple databases) being described.

[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)是一个容器对象，用于保存正在描述的数据库（或多个数据库）的许多不同功能。

To represent a table, use the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) class. Its two primary arguments are the table name, then the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object which it will be associated with. The remaining positional arguments are mostly [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects describing each column:

要表示表，请使用[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)类。 它的[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)个主要参数是表名称，然后是与它相关联的[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)对象。 剩下的位置参数主要是描述每一列的[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)对象：

user = Table('user', metadata,

Column('user\_id', Integer, primary\_key=**True**),

Column('user\_name', String(16), nullable=**False**),

Column('email\_address', String(60)),

Column('password', String(20), nullable=**False**))

Above, a table called user is described, which contains four columns. The primary key of the table consists of the user\_id column. Multiple columns may be assigned the primary\_key=True flag which denotes a multi-column primary key, known as a *composite* primary key.

以上，描述了一个名为user的表，其中包含四列。 该表的主键由user\_id列组成。 可以为多个列分配primary\_key=True标志，该标志表示多列主键，称为复合主键。

Note also that each column describes its datatype using objects corresponding to genericized types, such as [Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer) and [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String). SQLAlchemy features dozens of types of varying levels of specificity as well as the ability to create custom types. Documentation on the type system can be found at [Column and Data Types](http://docs.sqlalchemy.org/en/rel_1_1/core/types.html).

还要注意，每一列都使用与泛型类型相对应的对象来描述其数据类型，例如[Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer)和[String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String)。 SQLAlchemy具有几十种类型的不同级别的特异性以及创建自定义类型的能力。 类型系统上的文档可以在列和数据类型中找到。

3.1.1 Accessing Tables and Columns

The [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object contains all of the schema constructs we've associated with it. It supports a few methods of accessing these table objects, such as the sorted\_tables accessor which returns a list of each [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object in order of foreign key dependency (that is, each table is preceded by all tables which it references):

[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)对象包含我们与之关联的所有模式结构。 它支持访问这些表对象的几种方法，例如sorted\_tables存取器，它按照外键依赖性的顺序返回每个[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)对象的列表（也就是说，每个表前面都是引用的所有表）：

**>>> for** t **in** metadata.sorted\_tables:

**...**  print(t.name)

user

user\_preference

invoice

invoice\_item

In most cases, individual [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects have been explicitly declared, and these objects are typically accessed directly as module-level variables in an application. Once a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) has been defined, it has a full set of accessors which allow inspection of its properties. Given the following [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) definition:

在大多数情况下，已经显式声明了各个[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)对象，这些对象通常直接作为应用程序中的模块级变量访问。 一旦定义了[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)，它有一整套访问器，可以检查其属性。 给定以下[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)定义：

employees = Table('employees', metadata,

Column('employee\_id', Integer, primary\_key=**True**),

Column('employee\_name', String(60), nullable=**False**),

Column('employee\_dept', Integer, ForeignKey("departments.department\_id")))

Note the [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) object used in this table - this construct defines a reference to a remote table, and is fully described in [Defining Foreign Keys](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "metadata-foreignkeys). Methods of accessing information about this table include:

注意此表中使用的[ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey)对象 - 此构造定义了对远程表的引用，并在定义外键中进行了详细描述。 访问有关此表的信息的方法包括：

*# access the column "EMPLOYEE\_ID":*

employees.columns.employee\_id

*# or just*

employees.c.employee\_id

*# via string*

employees.c['employee\_id']

*# iterate through all columns*

**for** c **in** employees.c:

print(c)

*# get the table's primary key columns*

**for** primary\_key **in** employees.primary\_key:

print(primary\_key)

*# get the table's foreign key objects:*

**for** fkey **in** employees.foreign\_keys:

print(fkey)

*# access the table's MetaData:*

employees.metadata

*# access the table's bound Engine or Connection, if its MetaData is bound:*

employees.bind

*# access a column's name, type, nullable, primary key, foreign key*

employees.c.employee\_id.name

employees.c.employee\_id.type

employees.c.employee\_id.nullable

employees.c.employee\_id.primary\_key

employees.c.employee\_dept.foreign\_keys

*# get the "key" of a column, which defaults to its name, but can# be any user-defined string:*

employees.c.employee\_name.key

*# access a column's table:*

employees.c.employee\_id.table **is** employees

*# get the table related by a foreign key*

list(employees.c.employee\_dept.foreign\_keys)[0].column.table

### 3.1.2 Creating and Dropping Database Tables

Once you've defined some [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects, assuming you're working with a brand new database one thing you might want to do is issue CREATE statements for those tables and their related constructs (as an aside, it's also quite possible that you *don't* want to do this, if you already have some preferred methodology such as tools included with your database or an existing scripting system - if that's the case, feel free to skip this section - SQLAlchemy has no requirement that it be used to create your tables).

一旦你定义了一些[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)对象，假设你正在使用一个全新的数据库，你可能想做的一件事就是为这些表和它们的相关结构发出CREATE语句（除此之外， 如果您已经有了一些首选的方法，例如您的数据库或现有的脚本系统所包含的工具，如果是这样，请随时跳过本节 - SQLAlchemy不需要用于创建表）。

The usual way to issue CREATE is to use [create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) on the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object. This method will issue queries that first check for the existence of each individual table, and if not found will issue the CREATE statements:

发布CREATE的通常方法是在[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)对象上使用[create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all)。 此方法将发出查询，首先检查每个单独的表的存在，如果没有找到将发出CREATE语句：

engine = create\_engine('sqlite:///:memory:')

metadata = MetaData()

user = Table('user', metadata,

Column('user\_id', Integer, primary\_key=True),

Column('user\_name', String(16), nullable=False),

Column('email\_address', String(60), key='email'),

Column('password', String(20), nullable=False))

user\_prefs = Table('user\_prefs', metadata,

Column('pref\_id', Integer, primary\_key=True),

Column('user\_id', Integer, ForeignKey("user.user\_id"), nullable=False),

Column('pref\_name', String(40), nullable=False),

Column('pref\_value', String(100)))

metadata.create\_all(engine)

PRAGMA table\_info(user){}

CREATE TABLE user(

user\_id INTEGER NOT NULL PRIMARY KEY,

user\_name VARCHAR(16) NOT NULL,

email\_address VARCHAR(60),

password VARCHAR(20) NOT NULL

)

PRAGMA table\_info(user\_prefs){}

CREATE TABLE user\_prefs(

pref\_id INTEGER NOT NULL PRIMARY KEY,

user\_id INTEGER NOT NULL REFERENCES user(user\_id),

pref\_name VARCHAR(40) NOT NULL,

pref\_value VARCHAR(100)

)

[create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) creates foreign key constraints between tables usually inline with the table definition itself, and for this reason it also generates the tables in order of their dependency. There are options to change this behavior such that ALTER TABLE is used instead.

[create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all)创建通常与表定义本身内联的表之间的外键约束，因此，它还会依依依次生成表。 有更改此行为的选项，以改为使用ALTER TABLE。

Dropping all tables is similarly achieved using the [drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all) method. This method does the exact opposite of [create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) - the presence of each table is checked first, and tables are dropped in reverse order of dependency.

使用[drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all)方法同样实现删除所有表。 该方法与[create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all)完全相反，首先检查每个表的存在，并按相反的顺序删除表。

Creating and dropping individual tables can be done via the create() and drop() methods of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table). These methods by default issue the CREATE or DROP regardless of the table being present:

创建和删除单个表可以通过[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)的create()和drop()方法完成。 默认情况下，这些方法会发出CREATE或DROP，而不管该表是否存在：

engine = create\_engine('sqlite:///:memory:')

meta = MetaData()

employees = Table('employees', meta,

Column('employee\_id', Integer, primary\_key=True),

Column('employee\_name', String(60), nullable=False, key='name'),

Column('employee\_dept', Integer, ForeignKey("departments.department\_id")))

employees.create(engine)

CREATE TABLE employees(

employee\_id SERIAL NOT NULL PRIMARY KEY,

employee\_name VARCHAR(60) NOT NULL,

employee\_dept INTEGER REFERENCES departments(department\_id)

)

{}

drop() method:

employees.drop(engine)

DROP TABLE employees

{}

To enable the "check first for the table existing" logic, add the checkfirst=True argument to create() or drop():

employees.create(engine, checkfirst=**True**)

employees.drop(engine, checkfirst=**False**)

### 3.1.3 Altering Schemas through Migrations

While SQLAlchemy directly supports emitting CREATE and DROP statements for schema constructs, the ability to alter those constructs, usually via the ALTER statement as well as other database-specific constructs, is outside of the scope of SQLAlchemy itself. While it's easy enough to emit ALTER statements and similar by hand, such as by passing a string to [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) or by using the [DDL](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDL" \o "sqlalchemy.schema.DDL) construct, it's a common practice to automate the maintenance of database schemas in relation to application code using schema migration tools.

虽然SQLAlchemy直接支持为模式结构发布CREATE和DROP语句，但通常通过ALTER语句以及其他特定于数据库的结构来更改这些结构的能力不在SQLAlchemy本身的范围之内。 尽管通过将字符串传递给[Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute)或通过使用[DDL](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDL" \o "sqlalchemy.schema.DDL)构造来发送ALTER语句和类似操作非常简单，但是通过使用模式自动执行与应用程序代码相关的数据库模式的维护是一个常见的做法 迁移工具。

There are two major migration tools available for SQLAlchemy:

SQLAlchemy有两个主要的迁移工具：

* [Alembic](http://alembic.zzzcomputing.com/) - Written by the author of SQLAlchemy, Alembic features a highly customizable environment and a minimalistic usage pattern, supporting such features as transactional DDL, automatic generation of "candidate" migrations, an "offline" mode which generates SQL scripts, and support for branch resolution.
* Alembic - 由SQLAlchemy的作者撰写，Alembic具有高度可定制的环境和简约的使用模式，支持事务DDL，自动生成"候选"迁移功能，生成SQL脚本的"离线"模式，并支持 分支决议。
* [SQLAlchemy-Migrate](https://github.com/openstack/sqlalchemy-migrate) - The original migration tool for SQLAlchemy, SQLAlchemy-Migrate is widely used and continues under active development. SQLAlchemy-Migrate includes features such as SQL script generation, ORM class generation, ORM model comparison, and extensive support for SQLite migrations.
* SQLAlchemy，SQLAlchemy-Migrate的原生迁移工具被广泛使用并继续积极发展。 SQLAlchemy-Migrate包括SQL脚本生成，ORM类生成，ORM模型比较以及对SQLite迁移的广泛支持等功能。

3.1.4 Specifying the Schema Name

Some databases support the concept of multiple schemas. A [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) can reference this by specifying the schema keyword argument:

一些数据库支持多种模式的概念。 表可以通过指定schema关键字参数来引用它：

financial\_info = Table('financial\_info', meta,

Column('id', Integer, primary\_key=**True**),

Column('value', String(100), nullable=**False**),

schema='remote\_banks')

Within the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) collection, this table will be identified by the combination of financial\_info and remote\_banks. If another table called financial\_info is referenced without the remote\_banks schema, it will refer to a different [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table). [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) objects can specify references to columns in this table using the form remote\_banks.financial\_info.id.

在[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)集合中，该表将由financial\_info和remote\_banks的组合来标识。 如果没有remote\_banks模式引用另一个名为financial\_info的表，那么它将引用另一个不同的[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)。 [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey)对象可以使用表单remote\_banks.financial\_info.id指定此表中对列的引用。

The schema argument should be used for any name qualifiers required, including Oracle's "owner" attribute and similar. It also can accommodate a dotted name for longer schemes:

schema参数应该用于所需的任何名称限定符，包括Oracle的"owner"属性和类似的。 它也可以容纳一个dotted name的更长的模式：

schema="dbo.scott"

### 3.1.5 Backend-Specific Options

[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) supports database-specific options. For example, MySQL has different table backend types, including "MyISAM" and "InnoDB". This can be expressed with [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) using mysql\_engine:

表支持特定于数据库的选项。 例如，MySQL具有不同的表后端类型，包括“MyISAM”和“InnoDB”。 这可以用表使用mysql\_engine表示：

addresses = Table('engine\_email\_addresses', meta,

Column('address\_id', Integer, primary\_key=**True**),

Column('remote\_user\_id', Integer, ForeignKey(users.c.user\_id)),

Column('email\_address', String(20)),

mysql\_engine='InnoDB')

Other backends may support table-level options as well - these would be described in the individual documentation sections for each dialect.

其他后端还可以支持表级选项，这些将在每个方言的各个文档部分中进行描述。

3.1.6 Column, Table, MetaData API

sqlalchemy.schema.**BLANK\_SCHEMA**

Symbol indicating that a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) or [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) should have 'None' for its schema, even if the parent [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) has specified a schema.

表示表或序列对其模式应具有“无”，即使父元MetaData指定了模式。

**See also**

[MetaData.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.schema" \o "sqlalchemy.schema.MetaData)

[Table.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.schema" \o "sqlalchemy.schema.Table)

[Sequence.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.params.schema" \o "sqlalchemy.schema.Sequence)

*New in version 1.0.14.*

*class*sqlalchemy.schema.**Column**(*\*args*, *\*\*kwargs*)

Bases: [sqlalchemy.schema.SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem), [sqlalchemy.sql.expression.ColumnClause](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnClause" \o "sqlalchemy.sql.expression.ColumnClause)

Represents a column in a database table.

基地：sqlalchemy.schema.SchemaItem，sqlalchemy.sql.expression.ColumnClause

表示数据库表中的列。

**\_\_eq\_\_**(*other*)

*inherited from the* [\_\_eq\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__eq__" \o "sqlalchemy.sql.operators.ColumnOperators.__eq__) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the == operator.

实现==运算符。

In a column context, produces the clause a = b. If the target is None, produces a IS NULL.

在列上下文中，生成子句a = b。 如果目标为无，则产生IS NULL。

**\_\_init\_\_**(*\*args*, *\*\*kwargs*)

Construct a new Column object.

|  |  |
| --- | --- |
| **Parameters:** | * ****name –****The name of this column as represented in the database. This argument may be the first positional argument, or specified via keyword.数据库中表示的此列的名称。 此参数可能是第一个位置参数，或通过关键字指定。   Names which contain no upper case characters will be treated as case insensitive names, and will not be quoted unless they are a reserved word. Names with any number of upper case characters will be quoted and sent exactly. Note that this behavior applies even for databases which standardize upper case names as case insensitive such as Oracle.  不包含大写字母的名称将被视为不区分大小写的名称，除非是保留字，否则不会引用。 具有任何大写字母数字的名称将被引用并准确发送。 请注意，这种行为甚至适用于将大写字母名称标识为不区分大小写的数据库，如Oracle。  The name field may be omitted at construction time and applied later, at any time before the Column is associated with a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table). This is to support convenient usage within the [declarative](http://docs.sqlalchemy.org/en/rel_1_1/orm/extensions/declarative/api.html" \l "module-sqlalchemy.ext.declarative" \o "sqlalchemy.ext.declarative) extension.  名称字段在施工时可能会被省略，稍后应用在列与表关联之前的任何时间。 这是为了支持声明式扩展中的方便使用。   * ****type\_ –****The column's type, indicated using an instance which subclasses [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine). If no arguments are required for the type, the class of the type can be sent as well, e.g.:列的类型，使用TypeEngine子类的实例指示。 如果类型不需要参数，也可以发送类型的类，例如：   *# use a type with arguments*  Column('data', String(50))  *# use no arguments*  Column('level', Integer)  The type argument may be the second positional argument or specified by keyword.  type参数可以是第二个位置参数或由关键字指定。  If the type is None or is omitted, it will first default to the special type [NullType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.NullType" \o "sqlalchemy.types.NullType). If and when this [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) is made to refer to another column using[ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) and/or [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint), the type of the remote-referenced column will be copied to this column as well, at the moment that the foreign key is resolved against that remote [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object.  如果类型为None或省略，则首先将其默认为特殊类型NullType。 如果此列被用来引用另一列使用ForeignKey和/或ForeignKeyConstraint，那么远程引用的列的类型也将被复制到该列，而外键是针对该远程Column对象进行解析的。  *Changed in version 0.9.0:*Support for propagation of type to a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) from its [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) object has been improved and should be more reliable and timely.  版本0.9.0更改：支持从ForeignKey对象向列传播类型已得到改进，应该更加可靠和及时。   * ****\*args**** – Additional positional arguments include various [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem) derived constructs which will be applied as options to the column. These include instances of [Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint), [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey), [ColumnDefault](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.ColumnDefault" \o "sqlalchemy.schema.ColumnDefault), and [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence). In some cases an equivalent keyword argument is available such as server\_default, default and unique.其他位置参数包括将作为列的选项应用的各种SchemaItem派生结构。 这些包括约束，ForeignKey，ColumnDefault和Sequence的实例。 在某些情况下，可以使用等效的关键字参数，如server\_default，default和unique。 * ****autoincrement –****Set up "auto increment" semantics for an integer primary key column. The default value is the string "auto" which indicates that a single-column primary key that is of an INTEGER type with no stated client-side or python-side defaults should receive auto increment semantics automatically; all other varieties of primary key columns will not. This includes that [DDL](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-ddl) such as PostgreSQL SERIAL or MySQL AUTO\_INCREMENT will be emitted for this column during a table create, as well as that the column is assumed to generate new integer primary key values when an INSERT statement invokes which will be retrieved by the dialect.为整数主键列设置"自动递增"语义。 默认值是字符串"auto"，表示没有指定客户端或python侧默认值为INTEGER类型的单列主键应自动接收自动增量语义; 所有其他品种的主键列都不会。 这包括在表创建期间将为此列发出诸如PostgreSQL SERIAL或MySQL AUTO\_INCREMENT之类的[DDL](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-ddl)，以及当INSERT语句调用将由方言检索时，该列被假定为生成新的整数主键值。   The flag may be set to True to indicate that a column which is part of a composite (e.g. multi-column) primary key should have autoincrement semantics, though note that only one column within a primary key may have this setting. It can also be set to True to indicate autoincrement semantics on a column that has a client-side or server-side default configured, however note that not all dialects can accommodate all styles of default as an "autoincrement". It can also be set to False on a single-column primary key that has a datatype of INTEGER in order to disable auto increment semantics for that column  标志可能设置为True，表示作为复合（例如多列）主键的一部分的列应具有自动增量语义，但请注意，主键中只有一列可能具有此设置。 也可以将其设置为True，以便在已配置客户端或服务器端的列上指示自动增量语义，但请注意，并非所有方言都可以将所有样式的默认值都适用为"自动增量"。 也可以在数据类型为INTEGER的单列主键上设置为False，以禁用该列的自动增量语义  *Changed in version 1.1:*The autoincrement flag now defaults to "auto" which indicates autoincrement semantics by default for single-column integer primary keys only; for composite (multi-column) primary keys, autoincrement is never implicitly enabled; as always, autoincrement=True will allow for at most one of those columns to be an "autoincrement" column. autoincrement=True may also be set on a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) that has an explicit client-side or server-side default, subject to limitations of the backend database and dialect.  版本1.1中更改：自动增量标志现在默认为"auto"，默认情况下仅显示单列整数主键的autoincrement语义; 对于复合（多列）主键，自动增量不会隐式启用; 一如以往，autoincrement = True将允许这些列中的最多一个作为"自动增量"列。 autoincrement = True也可以在具有明确的客户端或服务器端默认值的列上设置，但受到后端数据库和方言的限制。  The setting *only* has an effect for columns which are:  该设置仅对以下列的影响：   * + Integer derived (i.e. INT, SMALLINT, BIGINT).   + Part of the primary key   + Not referring to another column via [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey), unless the value is specified as 'ignore\_fk':   *# turn on autoincrement for this column despite# the ForeignKey()*  Column('id', ForeignKey('other.id'),  primary\_key=**True**, autoincrement='ignore\_fk')  It is typically not desirable to have "autoincrement" enabled on a column that refers to another via foreign key, as such a column is required to refer to a value that originates from elsewhere.  在通过外键引用另一个列的列上启用“自动增量”通常是不希望的，因为这个列需要引用来自别处的值。  The setting has these two effects on columns that meet the above criteria:  该设置对满足上述标准的列有两个影响：   * + DDL issued for the column will include database-specific keywords intended to signify this column as an "autoincrement" column, such as AUTO INCREMENT on MySQL, SERIAL on PostgreSQL, and IDENTITY on MS-SQL. It does not issue AUTOINCREMENT for SQLite since this is a special SQLite flag that is not required for autoincrementing behavior.该列的DDL将包括旨在将此列表示为“自动增量”列的数据库特定关键字，例如MySQL上的AUTO INCREMENT，PostgreSQL上的SERIAL和MS-SQL上的IDENTITY。 它不会对SQLite发出AUTOINCREMENT，因为这是一个特殊的SQLite标志，对于自动增量行为不是必需的。   **See also**  [SQLite Auto Incrementing Behavior](http://docs.sqlalchemy.org/en/rel_1_1/dialects/sqlite.html" \l "sqlite-autoincrement)   * + The column will be considered to be available using an "autoincrement" method specific to the backend database, such as calling upon cursor.lastrowid, using RETURNING in an INSERT statement to get at a sequence-generated value, or using special functions such as "SELECT scope\_identity()". These methods are highly specific to the DBAPIs and databases in use and vary greatly, so care should be taken when associating autoincrement=True with a custom default generation function.该列将被认为是可用的，使用特定于后端数据库的“自动增量”方法，例如调用cursor.lastrowid，在INSERT语句中使用RETURNING获取序列生成的值，或使用特殊功能，例如“ SELECT scope\_identity() “。 这些方法对于正在使用的DBAPI和数据库具有高度的特殊性，并且变化很大，因此在将autoincrement = True与自定义默认生成函数相关联时应小心。 * ****default –****A scalar, Python callable, or [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) expression representing the *default value* for this column, which will be invoked upon insert if this column is otherwise not specified in the VALUES clause of the insert. This is a shortcut to using [ColumnDefault](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.ColumnDefault" \o "sqlalchemy.schema.ColumnDefault) as a positional argument; see that class for full detail on the structure of the argument.代表此列的默认值的标量，Python可调用或ColumnElement表达式，如果此列在插入的VALUES子句中未指定，则将在插入时调用该列。 这是使用ColumnDefault作为位置参数的快捷方式; 看到这个类的参数的结构的全部细节。   Contrast this argument to [Column.server\_default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.server_default" \o "sqlalchemy.schema.Column) which creates a default generator on the database side.将此参数与Column.server\_default对比，在数据库端创建一个默认生成器。  **See also**  [Column Insert/Update Defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html)   * ****doc –**** optional String that can be used by the ORM or similar to document attributes. This attribute does not render SQL comments (a future attribute 'comment' will achieve that).可选字符串可以由ORM使用或类似于文档属性。 此属性不会呈现SQL注释（未来的属性“注释”将会实现）。 * ****key**** – An optional string identifier which will identify this Column object on the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table). When a key is provided, this is the only identifier referencing the Column within the application, including ORM attribute mapping; the name field is used only when rendering SQL.一个可选的字符串标识符，用于标识表上的Column对象。 当提供密钥时，这是唯一标识应用程序中列的标识符，包括ORM属性映射; 该名称字段仅在呈现SQL时使用。 * ****index**** – When True, indicates that the column is indexed. This is a shortcut for using a [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) construct on the table. To specify indexes with explicit names or indexes that contain multiple columns, use the [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) construct instead.当为True时，表示列已编入索引。 这是在表上使用Index构造的快捷方式。 要使用包含多个列的显式名称或索引来指定索引，请改用Index构造。 * ****info**** – Optional data dictionary which will be populated into the [SchemaItem.info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) attribute of this object.可选的数据字典将被填充到该对象的SchemaItem.info属性中。 * ****nullable**** – When set to False, will cause the "NOT NULL" phrase to be added when generating DDL for the column. When True, will normally generate nothing (in SQL this defaults to "NULL"), except in some very specific backend-specific edge cases where "NULL" may render explicitly. Defaults to True unless [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.primary_key" \o "sqlalchemy.schema.Column) is also True, in which case it defaults to False. This parameter is only used when issuing CREATE TABLE statements.当设置为False时，会在为列生成DDL时添加“NOT NULL”短语。 当为True时，通常不会生成任何内容（在SQL中，默认为“NULL”），除非在某些特定的后端特定边缘情况下，“NULL”可能会显式呈现。 默认为True，除非primary\_key也为True，在这种情况下，它默认为False。 此参数仅在发出CREATE TABLE语句时使用。 * ****onupdate –****A scalar, Python callable, or [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) representing a default value to be applied to the column within UPDATE statements, which wil be invoked upon update if this column is not present in the SET clause of the update. This is a shortcut to using [ColumnDefault](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.ColumnDefault" \o "sqlalchemy.schema.ColumnDefault) as a positional argument with for\_update=True.标量，Python可调用或ClauseElement表示要应用于UPDATE语句中的列的默认值，如果该列不在更新的SET子句中，则更新后将被调用。 这是使用ColumnDefault作为for\_update = True的位置参数的快捷方式。   **See also**  [Column Insert/Update Defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "metadata-defaults) - complete discussion of onupdate   * ****primary\_key**** – If True, marks this column as a primary key column. Multiple columns can have this flag set to specify composite primary keys. As an alternative, the primary key of a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) can be specified via an explicit [PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint) object.如果为True，则将此列标记为主键列。 多个列可以设置此标志来指定复合主键。 作为替代，可以通过显式的PrimaryKeyConstraint对象来指定表的主键。 * ****erver\_default**** –A [FetchedValue](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.FetchedValue" \o "sqlalchemy.schema.FetchedValue) instance, str, Unicode or [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct representing the DDL DEFAULT value for the column.FetchedValue实例，str，Unicode或text() 构造，表示列的DDL DEFAULT值。   String types will be emitted as-is, surrounded by single quotes:字符串类型将按原样排列，由单引号包围：  Column('x', Text, server\_default="val")  x TEXT DEFAULT 'val'  A [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) expression will be rendered as-is, without quotes:  text() 表达式将按原样呈现，不带引号：  Column('y', DateTime, server\_default=text('NOW()'))  y DATETIME DEFAULT NOW()  Strings and text() will be converted into a [DefaultClause](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.DefaultClause" \o "sqlalchemy.schema.DefaultClause) object upon initialization.  初始化时，字符串和文本() 将被转换为DefaultClause对象。  Use [FetchedValue](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.FetchedValue" \o "sqlalchemy.schema.FetchedValue) to indicate that an already-existing column will generate a default value on the database side which will be available to SQLAlchemy for post-fetch after inserts. This construct does not specify any DDL and the implementation is left to the database, such as via a trigger.  使用FetchedValue表示已经存在的列将在数据库端生成一个默认值，该值将在SQLAlchemy中插入后进行后置提取。 此构造没有指定任何DDL，并且实现将留给数据库，例如通过触发器。  **See also**  [Server Side Defaults](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "server-defaults) - complete discussion of server side defaults   * ****server\_onupdate –****A [FetchedValue](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.FetchedValue" \o "sqlalchemy.schema.FetchedValue) instance representing a database-side default generation function, such as a trigger. This indicates to SQLAlchemy that a newly generated value will be available after updates. This construct does not actually implement any kind of generation function within the database, which instead must be specified separately.表示数据库端默认生成函数（例如触发器）的FetchedValue实例。 这表明SQLAlchemy在更新后新生成的值将可用。 该构造实际上并不实现数据库中的任何类型的生成函数，而是必须单独指定。   **See also**  [Triggered Columns](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "triggered-columns)   * ****quote**** – Force quoting of this column's name on or off, corresponding to True or False. When left at its default of None, the column identifier will be quoted according to whether the name is case sensitive (identifiers with at least one upper case character are treated as case sensitive), or if it's a reserved word. This flag is only needed to force quoting of a reserved word which is not known by the SQLAlchemy dialect.强制引用此列的名称，打开或关闭，对应于True或False。 当默认为None时，列标识符将根据该名称是否区分大小写引用（至少有一个大写字符的标识符被视为区分大小写），或者如果它是保留字。 该标志只需要强制引用SQLAlchemy方言不知道的保留字。 * ****unique**** – When True, indicates that this column contains a unique constraint, or if index is True as well, indicates that the [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) should be created with the unique flag. To specify multiple columns in the constraint/index or to specify an explicit name, use the [UniqueConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.UniqueConstraint" \o "sqlalchemy.schema.UniqueConstraint) or[Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) constructs explicitly.当为True时，表示此列包含唯一的约束，或者如果index也为True，则表示应使用唯一标记创建Index。 要在约束/索引中指定多个列或指定显式名称，请明确使用UniqueConstraint或InDex构造。 * ****system –****When True, indicates this is a "system" column, that is a column which is automatically made available by the database, and should not be included in the columns list for a CREATE TABLE statement.当为True时，表示这是一个“系统”列，它是由数据库自动使用的列，不应包含在CREATE TABLE语句的列列表中。   For more elaborate scenarios where columns should be conditionally rendered differently on different backends, consider custom compilation rules for [CreateColumn](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateColumn" \o "sqlalchemy.schema.CreateColumn).  对于需要在不同后端有条件地对列进行不同渲染的更精细的场景，请考虑CreateColumn的自定义编译规则。  *New in version 0.8.3:*Added the system=True parameter to [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column). |

**\_\_le\_\_**(*other*)

*inherited from the* [\_\_le\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__le__" \o "sqlalchemy.sql.operators.ColumnOperators.__le__) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the <= operator.

In a column context, produces the clause a <= b.

**\_\_lt\_\_**(*other*)

*inherited from the* [\_\_lt\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__lt__" \o "sqlalchemy.sql.operators.ColumnOperators.__lt__) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the < operator.

In a column context, produces the clause a < b.

**\_\_ne\_\_**(*other*)

*inherited from the* [\_\_ne\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__ne__" \o "sqlalchemy.sql.operators.ColumnOperators.__ne__) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the != operator.

In a column context, produces the clause a != b. If the target is None, produces a IS NOT NULL.

**all\_**()

*inherited from the* [all\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.all_" \o "sqlalchemy.sql.operators.ColumnOperators.all_) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [all\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.all_" \o "sqlalchemy.sql.expression.all_) clause against the parent object.

*New in version 1.1.*

**anon\_label**

*inherited from the* [anon\_label](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.anon_label" \o "sqlalchemy.sql.expression.ColumnElement.anon_label) *attribute of* [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

provides a constant 'anonymous label' for this ColumnElement.

为此ColumnElement提供了一个不变的“匿名标签”。

This is a label() expression which will be named at compile time. The same label() is returned each time anon\_label is called so that expressions can reference anon\_label multiple times, producing the same label name at compile time.

这是一个在编译时被命名的label() 表达式。 每次调用anon\_label时都会返回相同的label() ，以便表达式可以多次引用anon\_label，在编译时生成相同的标签名称。

the compiler uses this function automatically at compile time for expressions that are known to be 'unnamed' like binary expressions and function calls.

编译器在编译时自动使用这个函数，这个表达式被称为“未命名”，就像二进制表达式和函数调用一样。

**any\_**()

*inherited from the* [any\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.any_" \o "sqlalchemy.sql.operators.ColumnOperators.any_) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [any\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.any_" \o "sqlalchemy.sql.expression.any_) clause against the parent object.

*New in version 1.1.*

**asc**()

*inherited from the* [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.asc" \o "sqlalchemy.sql.operators.ColumnOperators.asc) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [asc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.asc" \o "sqlalchemy.sql.expression.asc) clause against the parent object.

**between**(*cleft*, *cright*, *symmetric=False*)

*inherited from the* [between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.between" \o "sqlalchemy.sql.operators.ColumnOperators.between) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [between()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.between" \o "sqlalchemy.sql.expression.between) clause against the parent object, given the lower and upper range.

**cast**(*type\_*)

*inherited from the* [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.cast" \o "sqlalchemy.sql.expression.ColumnElement.cast) *method of* [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Produce a type cast, i.e. CAST(<expression> AS <type>).

This is a shortcut to the [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) function.

*New in version 1.0.7.*

**collate**(*collation*)

*inherited from the* [collate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.collate" \o "sqlalchemy.sql.operators.ColumnOperators.collate) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [collate()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.collate" \o "sqlalchemy.sql.expression.collate) clause against the parent object, given the collation string.

**compare**(*other*, *use\_proxies=False*, *equivalents=None*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.compare" \o "sqlalchemy.sql.expression.ColumnElement.compare) *method of* [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Compare this ColumnElement to another.

Special arguments understood:

|  |  |
| --- | --- |
| **Parameters:** | * ****use\_proxies**** – when True, consider two columns that share a common base column as equivalent (i.e. shares\_lineage()) * ****equivalents**** – a dictionary of columns as keys mapped to sets of columns. If the given "other" column is present in this dictionary, if any of the columns in the corresponding set() pass the comparison test, the result is True. This is used to expand the comparison to other columns that may be known to be equivalent to this one via foreign key or other criterion. |

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered. * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column. * ****compile\_kwargs**** –   optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:  **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**concat**(*other*)

*inherited from the* [concat()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.concat" \o "sqlalchemy.sql.operators.ColumnOperators.concat) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the 'concat' operator.

In a column context, produces the clause a || b, or uses the concat() operator on MySQL.

**contains**(*other*, *\*\*kwargs*)

*inherited from the* [contains()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.contains" \o "sqlalchemy.sql.operators.ColumnOperators.contains) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the 'contains' operator.

In a column context, produces the clause LIKE '%<other>%'

**copy**(*\*\*kw*)

Create a copy of this Column, unitialized.

This is used in Table.tometadata.

**desc**()

*inherited from the* [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.desc" \o "sqlalchemy.sql.operators.ColumnOperators.desc) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.desc" \o "sqlalchemy.sql.expression.desc) clause against the parent object.

**distinct**()

*inherited from the* [distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.distinct" \o "sqlalchemy.sql.operators.ColumnOperators.distinct) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [distinct()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.distinct" \o "sqlalchemy.sql.expression.distinct) clause against the parent object.

**endswith**(*other*, *\*\*kwargs*)

*inherited from the* [endswith()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.endswith" \o "sqlalchemy.sql.operators.ColumnOperators.endswith) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the 'endswith' operator.

In a column context, produces the clause LIKE '%<other>'

**expression**

*inherited from the* [expression](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.expression" \o "sqlalchemy.sql.expression.ColumnElement.expression) *attribute of* [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Return a column expression.

Part of the inspection interface; returns self.

**ilike**(*other*, *escape=None*)

*inherited from the* [ilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.ilike" \o "sqlalchemy.sql.operators.ColumnOperators.ilike) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the ilike operator, e.g. case insensitive LIKE.

In a column context, produces an expression either of the form:

lower(a) LIKE lower(other)

Or on backends that support the ILIKE operator:

a ILIKE other

E.g.:

stmt = select([sometable]).\

where(sometable.c.column.ilike("*%f*oobar%"))

|  |  |
| --- | --- |
| **Parameters:** | * ****other**** – expression to be compared * ****escape**** –   optional escape character, renders the ESCAPE keyword, e.g.:  somecolumn.ilike("foo/%bar", escape="/") |

**See also**

[ColumnOperators.like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like)

**in\_**(*other*)

*inherited from the* [in\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.in_" \o "sqlalchemy.sql.operators.ColumnOperators.in_) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the in operator.

In a column context, produces the clause a IN other. "other" may be a tuple/list of column expressions, or a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct.

**info**

*inherited from the* [info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Info dictionary associated with the object, allowing user-defined data to be associated with this [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

The dictionary is automatically generated when first accessed. It can also be specified in the constructor of some objects, such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

**is\_**(*other*)

*inherited from the* [is\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.is_" \o "sqlalchemy.sql.operators.ColumnOperators.is_) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the IS operator.

Normally, IS is generated automatically when comparing to a value of None, which resolves to NULL. However, explicit usage of IS may be desirable if comparing to boolean values on certain platforms.

*New in version 0.7.9.*

**See also**

[ColumnOperators.isnot()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.isnot" \o "sqlalchemy.sql.operators.ColumnOperators.isnot)

**is\_distinct\_from**(*other*)

*inherited from the* [is\_distinct\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.is_distinct_from" \o "sqlalchemy.sql.operators.ColumnOperators.is_distinct_from) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the IS DISTINCT FROM operator.

Renders "a IS DISTINCT FROM b" on most platforms; on some such as SQLite may render "a IS NOT b".

*New in version 1.1.*

**isnot**(*other*)

*inherited from the* [isnot()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.isnot" \o "sqlalchemy.sql.operators.ColumnOperators.isnot) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the IS NOT operator.

Normally, IS NOT is generated automatically when comparing to a value of None, which resolves to NULL. However, explicit usage of IS NOT may be desirable if comparing to boolean values on certain platforms.

*New in version 0.7.9.*

**See also**

[ColumnOperators.is\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.is_" \o "sqlalchemy.sql.operators.ColumnOperators.is_)

**isnot\_distinct\_from**(*other*)

*inherited from the* [isnot\_distinct\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.isnot_distinct_from" \o "sqlalchemy.sql.operators.ColumnOperators.isnot_distinct_from) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the IS NOT DISTINCT FROM operator.

Renders "a IS NOT DISTINCT FROM b" on most platforms; on some such as SQLite may render "a IS b".

*New in version 1.1.*

**label**(*name*)

*inherited from the* [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.label" \o "sqlalchemy.sql.expression.ColumnElement.label) *method of* [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Produce a column label, i.e. <columnname> AS <name>.

This is a shortcut to the [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.label" \o "sqlalchemy.sql.expression.label) function.

if 'name' is None, an anonymous label name will be generated.

**like**(*other*, *escape=None*)

*inherited from the* [like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the like operator.

In a column context, produces the expression:

a LIKE other

E.g.:

stmt = select([sometable]).\

where(sometable.c.column.like("*%f*oobar%"))

|  |  |
| --- | --- |
| **Parameters:** | * ****other**** – expression to be compared * ****escape**** –   optional escape character, renders the ESCAPE keyword, e.g.:  somecolumn.like("foo/%bar", escape="/") |

**See also**

[ColumnOperators.ilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.ilike" \o "sqlalchemy.sql.operators.ColumnOperators.ilike)

**match**(*other*, *\*\*kwargs*)

*inherited from the* [match()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.match" \o "sqlalchemy.sql.operators.ColumnOperators.match) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implements a database-specific 'match' operator.

[match()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.match" \o "sqlalchemy.sql.operators.ColumnOperators.match) attempts to resolve to a MATCH-like function or operator provided by the backend. Examples include:

* PostgreSQL - renders x @@ to\_tsquery(y)
* MySQL - renders MATCH (x) AGAINST (y IN BOOLEAN MODE)
* Oracle - renders CONTAINS(x, y)
* other backends may provide special implementations.
* Backends without any special implementation will emit the operator as "MATCH". This is compatible with SQlite, for example.

**notilike**(*other*, *escape=None*)

*inherited from the* [notilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.notilike" \o "sqlalchemy.sql.operators.ColumnOperators.notilike) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

implement the NOT ILIKE operator.

This is equivalent to using negation with [ColumnOperators.ilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.ilike" \o "sqlalchemy.sql.operators.ColumnOperators.ilike), i.e. ~x.ilike(y).

*New in version 0.8.*

**See also**

[ColumnOperators.ilike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.ilike" \o "sqlalchemy.sql.operators.ColumnOperators.ilike)

**notin\_**(*other*)

*inherited from the* [notin\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.notin_" \o "sqlalchemy.sql.operators.ColumnOperators.notin_) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

implement the NOT IN operator.

This is equivalent to using negation with [ColumnOperators.in\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.in_" \o "sqlalchemy.sql.operators.ColumnOperators.in_), i.e. ~x.in\_(y).

*New in version 0.8.*

**See also**

[ColumnOperators.in\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.in_" \o "sqlalchemy.sql.operators.ColumnOperators.in_)

**notlike**(*other*, *escape=None*)

*inherited from the* [notlike()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.notlike" \o "sqlalchemy.sql.operators.ColumnOperators.notlike) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

implement the NOT LIKE operator.

This is equivalent to using negation with [ColumnOperators.like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like), i.e. ~x.like(y).

*New in version 0.8.*

**See also**

[ColumnOperators.like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like)

**nullsfirst**()

*inherited from the* [nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.nullsfirst" \o "sqlalchemy.sql.operators.ColumnOperators.nullsfirst) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [nullsfirst()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullsfirst" \o "sqlalchemy.sql.expression.nullsfirst) clause against the parent object.

**nullslast**()

*inherited from the* [nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.nullslast" \o "sqlalchemy.sql.operators.ColumnOperators.nullslast) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Produce a [nullslast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.nullslast" \o "sqlalchemy.sql.expression.nullslast) clause against the parent object.

**op**(*opstring*, *precedence=0*, *is\_comparison=False*)

*inherited from the* [op()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.op" \o "sqlalchemy.sql.operators.Operators.op) *method of* [Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators" \o "sqlalchemy.sql.operators.Operators)

produce a generic operator function.

e.g.:

somecolumn.op("\*")(5)

produces:

somecolumn \* 5

This function can also be used to make bitwise operators explicit. For example:

somecolumn.op('&')(0xff)

is a bitwise AND of the value in somecolumn.

|  |  |
| --- | --- |
| **Parameters:** | * ****operator**** – a string which will be output as the infix operator between this element and the expression passed to the generated function. * ****precedence –****precedence to apply to the operator, when parenthesizing expressions. A lower number will cause the expression to be parenthesized when applied against another operator with higher precedence. The default value of 0 is lower than all operators except for the comma (,) and AS operators. A value of 100 will be higher or equal to all operators, and -100 will be lower than or equal to all operators.   *New in version 0.8:*- added the 'precedence' argument.   * ****is\_comparison –****if True, the operator will be considered as a "comparison" operator, that is which evaluates to a boolean true/false value, like ==, >, etc. This flag should be set so that ORM relationships can establish that the operator is a comparison operator when used in a custom join condition.   *New in version 0.9.2:*- added the [Operators.op.is\_comparison](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.Operators.op.params.is_comparison" \o "sqlalchemy.sql.operators.Operators.op) flag. |

**See also**

[Redefining and Creating New Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-operators)

[Using custom operators in join conditions](http://docs.sqlalchemy.org/en/rel_1_1/orm/join_conditions.html" \l "relationship-custom-operator)

**quote**

*inherited from the* [quote](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.quote" \o "sqlalchemy.schema.SchemaItem.quote) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Return the value of the quote flag passed to this schema object, for those schema items which have a name field.

*Deprecated since version 0.9:*Use <obj>.name.quote

**references**(*column*)

Return True if this Column references the given column via foreign key.

**shares\_lineage**(*othercolumn*)

*inherited from the* [shares\_lineage()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.shares_lineage" \o "sqlalchemy.sql.expression.ColumnElement.shares_lineage) *method of* [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement)

Return True if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) has a common ancestor to this [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement).

**startswith**(*other*, *\*\*kwargs*)

*inherited from the* [startswith()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.startswith" \o "sqlalchemy.sql.operators.ColumnOperators.startswith) *method of* [ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Implement the startwith operator.

In a column context, produces the clause LIKE '<other>%'

*class*sqlalchemy.schema.**MetaData**(*bind=None*, *reflect=False*, *schema=None*, *quote\_schema=None*, *naming\_convention=immutabledict({'ix': 'ix\_%(column\_0\_label)s'})*, *info=None*)

Bases: [sqlalchemy.schema.SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

A collection of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects and their associated schema constructs.

Table对象及其关联模式结构的集合。

Holds a collection of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects as well as an optional binding to an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection). If bound, the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects in the collection and their columns may participate in implicit SQL execution.

持有Table对象的集合以及对引擎或连接的可选绑定。 如果绑定，则集合中的Table对象及其列可能会参与隐式SQL执行。

The [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects themselves are stored in the [MetaData.tables](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.tables" \o "sqlalchemy.schema.MetaData.tables) dictionary.

Table对象本身存储在MetaData.tables字典中。

[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) is a thread-safe object for read operations. Construction of new tables within a single [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object, either explicitly or via reflection, may not be completely thread-safe.

MetaData是读操作的线程安全对象。 在单个MetaData对象中，通过显式或通过反射来构建新表可能不是完全线程安全的。

**See also**

[Describing Databases with MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "metadata-describing) - Introduction to database metadata

**\_\_init\_\_**(*bind=None*, *reflect=False*, *schema=None*, *quote\_schema=None*, *naming\_convention=immutabledict({'ix': 'ix\_%(column\_0\_label)s'})*, *info=None*)

Create a new MetaData object.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection to bind to. May also be a string or URL instance, these are passed to create\_engine() and this MetaData will be bound to the resulting engine. * ****~~reflect –~~****~~Optional, automatically load all tables from the bound database. Defaults to False. bind is required when this option is set.~~   *~~Deprecated since version 0.8:~~*Please use the [MetaData.reflect()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.reflect" \o "sqlalchemy.schema.MetaData.reflect) method.   * ****schema –****The default schema to use for the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence), and potentially other objects associated with this [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData). Defaults to None.用于与此MetaData相关联的表，序列和潜在其他对象的默认模式。 默认为无。   When this value is set, any [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) or [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) which specifies None for the schema parameter will instead have this schema name defined. To build a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) or [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) that still has None for the schema even when this parameter is present, use the [BLANK\_SCHEMA](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.sqlalchemy.schema.BLANK_SCHEMA" \o "sqlalchemy.schema.sqlalchemy.schema.BLANK_SCHEMA) symbol.  当设置此值时，将为schema参数指定None的任何表或序列将定义此模式名称。 要构建表或序列，即使存在此参数，该模式仍然具有“否”，请使用BLANK\_SCHEMA符号。  **Note**  As refered above, the [MetaData.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.schema" \o "sqlalchemy.schema.MetaData) parameter only refers to the ****default value**** that will be applied to the [Table.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.schema" \o "sqlalchemy.schema.Table) parameter of an incoming [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)object. It does not refer to how the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) is catalogued within the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), which remains consistent vs. a [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) collection that does not define this parameter. The [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) within the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) will still be keyed based on its schema-qualified name, e.g.my\_metadata.tables["some\_schema.my\_table"].  如上所述，MetaData.schema参数仅指将应用于传入Table对象的Table.schema参数的默认值。 它不是指MetaData中如何对表进行编目，它与MetaData集合保持一致，但不定义此参数。 MetaData中的表仍将根据其模式限定名称（如my\_metadata.tables [“some\_schema.my\_table”]）键入。  The current behavior of the [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) object is to circumvent this restriction, where it can locate a table given the table name alone, where the schema will be assumed to be present from this value as specified on the owning [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) collection. However, this implies that a table qualified with BLANK\_SCHEMA cannot currently be referred to by string name from [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey). Other parts of SQLAlchemy such as Declarative may not have similar behaviors built in, however may do so in a future release, along with a consistent method of referring to a table in BLANK\_SCHEMA.  ForeignKey对象的当前行为是绕过这个限制，在那里它可以定位一个给定表名的表，其中假定模式从这个值出现，该属性在所属的MetaData集合中指定。 但是，这意味着使用BLANK\_SCHEMA限定的表格目前无法通过ForeignKey的字符串名称引用。 SQLAlchemy的其他部分（如Declarative）可能不具有内置的类似行为，但在将来的版本中可能会这样做，以及引用BLANK\_SCHEMA中的表的一致方法。  **See also**  [Table.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.schema" \o "sqlalchemy.schema.Table)  [Sequence.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.params.schema" \o "sqlalchemy.schema.Sequence)   * ****quote\_schema**** – Sets the quote\_schema flag for those [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence), and other objects which make usage of the local schema name.为那些使用本地架构名称的表，序列和其他对象设置quote\_schema标志。 * ****info –****Optional data dictionary which will be populated into the [SchemaItem.info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) attribute of this object.可选的数据字典将被填充到该对象的SchemaItem.info属性中。   *New in version 1.0.0.*   * ****naming\_convention –****a dictionary referring to values which will establish default naming conventions for [Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint) and [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) objects, for those objects which are not given a name explicitly.一个引用将为Constraint和Index对象建立默认命名约定的值的字典，用于那些没有明确赋予名称的对象。   The keys of this dictionary may be:   * + a constraint or Index class, e.g. the [UniqueConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.UniqueConstraint" \o "sqlalchemy.schema.UniqueConstraint), [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) class, the [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) class   + a string mnemonic for one of the known constraint classes; "fk", "pk", "ix", "ck", "uq" for foreign key, primary key, index, check, and unique constraint, respectively.   + the string name of a user-defined "token" that can be used to define new naming tokens.   The values associated with each "constraint class" or "constraint mnemonic" key are string naming templates, such as "uq\_%(table\_name)s\_%(column\_0\_name)s", which describe how the name should be composed. The values associated with user-defined "token" keys should be callables of the form fn(constraint, table), which accepts the constraint/index object and [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) as arguments, returning a string result.  与每个“约束类”或“约束助记符”密钥相关联的值是字符串命名模板，例如“uq \_％（table\_name）s \_％（column\_0\_name）s”，它们描述如何组成名称。 与用户定义的“令牌”密钥相关联的值应为fn（constraint，table）形式的可调用函数，它接受constraint / index对象和Table作为参数，返回字符串结果。  The built-in names are as follows, some of which may only be available for certain types of constraint:  内置的名称如下，其中一些可能仅适用于某些类型的约束：   * + %(table\_name)s - the name of the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object associated with the constraint.   + %(referred\_table\_name)s - the name of the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object associated with the referencing target of a[ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint).   + %(column\_0\_name)s - the name of the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) at index position "0" within the constraint.   + %(column\_0\_label)s - the label of the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) at index position "0", e.g. Column.label   + %(column\_0\_key)s - the key of the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) at index position "0", e.g. Column.key   + %(referred\_column\_0\_name)s - the name of a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) at index position "0" referenced by a [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint).   + %(constraint\_name)s - a special key that refers to the existing name given to the constraint. When this key is present, the [Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint) object's existing name will be replaced with one that is composed from template string that uses this token. When this token is present, it is required that the [Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint) is given an explicit name ahead of time.   + user-defined: any additional token may be implemented by passing it along with a fn(constraint, table) callable to the naming\_convention dictionary.   *New in version 0.9.2.*  **See also**  [Configuring Constraint Naming Conventions](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "constraint-naming-conventions) - for detailed usage examples. |

**append\_ddl\_listener**(*event\_name*, *listener*)

Append a DDL event listener to this MetaData.

*Deprecated since version 0.7:*See [DDLEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents" \o "sqlalchemy.events.DDLEvents).

**bind**

An [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) to which this [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) is bound.

Typically, a [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is assigned to this attribute so that "implicit execution" may be used, or alternatively as a means of providing engine binding information to an ORM [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) object:

engine = create\_engine("someurl://")metadata.bind = engine

**See also**

[Connectionless Execution, Implicit Execution](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "dbengine-implicit) - background on "bound metadata"

**clear**()

Clear all Table objects from this MetaData.

**create\_all**(*bind=None*, *tables=None*, *checkfirst=True*)

Create all tables stored in this metadata.

Conditional by default, will not attempt to recreate tables already present in the target database.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – A [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) used to access the database; if None, uses the existing bind on this MetaData, if any. * ****tables**** – Optional list of Table objects, which is a subset of the total tables in the MetaData (others are ignored). * ****checkfirst**** – Defaults to True, don't issue CREATEs for tables already present in the target database. |

**drop\_all**(*bind=None*, *tables=None*, *checkfirst=True*)

Drop all tables stored in this metadata.

Conditional by default, will not attempt to drop tables not present in the target database.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – A [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) used to access the database; if None, uses the existing bind on this MetaData, if any. * ****tables**** – Optional list of Table objects, which is a subset of the total tables in the MetaData (others are ignored). * ****checkfirst**** – Defaults to True, only issue DROPs for tables confirmed to be present in the target database. |

**is\_bound**()

True if this MetaData is bound to an Engine or Connection.

**reflect**(*bind=None*, *schema=None*, *views=False*, *only=None*, *extend\_existing=False*, *autoload\_replace=True*, *\*\*dialect\_kwargs*)

Load all available table definitions from the database.

Automatically creates Table entries in this MetaData for any table available in the database but not yet present in the MetaData. May be called multiple times to pick up tables recently added to the database, however no special action is taken if a table in this MetaData no longer exists in the database.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – A [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) used to access the database; if None, uses the existing bind on this MetaData, if any. * ****schema**** – Optional, query and reflect tables from an alterate schema. If None, the schema associated with this [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) is used, if any. * ****views –**** If True, also reflect views. * ****only –****Optional. Load only a sub-set of available named tables. May be specified as a sequence of names or a callable.   If a sequence of names is provided, only those tables will be reflected. An error is raised if a table is requested but not available. Named tables already present in this MetaData are ignored.  If a callable is provided, it will be used as a boolean predicate to filter the list of potential table names. The callable is called with a table name and this MetaData instance as positional arguments and should return a true value for any table to reflect.   * ****extend\_existing –****Passed along to each [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) as [Table.extend\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.extend_existing" \o "sqlalchemy.schema.Table).   *New in version 0.9.1.*   * ****autoload\_replace –****Passed along to each [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) as [Table.autoload\_replace](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload_replace" \o "sqlalchemy.schema.Table).   *New in version 0.9.1.*   * ****\*\*dialect\_kwargs –****Additional keyword arguments not mentioned above are dialect specific, and passed in the form <dialectname>\_<argname>. See the documentation regarding an individual dialect at [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html) for detail on documented arguments.   *New in version 0.9.2:*- Added [MetaData.reflect.\*\*dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.reflect.params.**dialect_kwargs" \o "sqlalchemy.schema.MetaData.reflect) to support dialect-level reflection options for all [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects reflected. |

**remove**(*table*)

Remove the given Table object from this MetaData.

**sorted\_tables**

Returns a list of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects sorted in order of foreign key dependency.

The sorting will place [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects that have dependencies first, before the dependencies themselves, representing the order in which they can be created. To get the order in which the tables would be dropped, use the reversed() Python built-in.

**Warning**

The [sorted\_tables](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.sorted_tables" \o "sqlalchemy.schema.MetaData.sorted_tables) accessor cannot by itself accommodate automatic resolution of dependency cycles between tables, which are usually caused by mutually dependent foreign key constraints. To resolve these cycles, either the [ForeignKeyConstraint.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint.params.use_alter" \o "sqlalchemy.schema.ForeignKeyConstraint) parameter may be appled to those constraints, or use the [schema.sort\_tables\_and\_constraints()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.sort_tables_and_constraints" \o "sqlalchemy.schema.sort_tables_and_constraints) function which will break out foreign key constraints involved in cycles separately.

**See also**

[schema.sort\_tables()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.sort_tables" \o "sqlalchemy.schema.sort_tables)

[schema.sort\_tables\_and\_constraints()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.sort_tables_and_constraints" \o "sqlalchemy.schema.sort_tables_and_constraints)

[MetaData.tables](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.tables" \o "sqlalchemy.schema.MetaData.tables)

[Inspector.get\_table\_names()](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector.get_table_names" \o "sqlalchemy.engine.reflection.Inspector.get_table_names)

[Inspector.get\_sorted\_table\_and\_fkc\_names()](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector.get_sorted_table_and_fkc_names" \o "sqlalchemy.engine.reflection.Inspector.get_sorted_table_and_fkc_names)

**tables***= None*

A dictionary of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects keyed to their name or "table key".

The exact key is that determined by the [Table.key](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.key" \o "sqlalchemy.schema.Table.key) attribute; for a table with no Table.schema attribute, this is the same as Table.name. For a table with a schema, it is typically of the form schemaname.tablename.

**See also**

[MetaData.sorted\_tables](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.sorted_tables" \o "sqlalchemy.schema.MetaData.sorted_tables)

*class*sqlalchemy.schema.**SchemaItem**

Bases: sqlalchemy.sql.expression.SchemaEventTarget, sqlalchemy.sql.visitors.Visitable

Base class for items that define a database schema.

**get\_children**(*\*\*kwargs*)

used to allow SchemaVisitor access

**info**

Info dictionary associated with the object, allowing user-defined data to be associated with this [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

The dictionary is automatically generated when first accessed. It can also be specified in the constructor of some objects, such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

**quote**

Return the value of the quote flag passed to this schema object, for those schema items which have a name field.

*Deprecated since version 0.9:*Use <obj>.name.quote

*class*sqlalchemy.schema.**Table**(*\*args*, *\*\*kw*)

Bases: [sqlalchemy.sql.base.DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs), [sqlalchemy.schema.SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem), [sqlalchemy.sql.expression.TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause)

Represent a table in a database.

e.g.:

mytable = Table("mytable", metadata,

Column('mytable\_id', Integer, primary\_key=**True**),

Column('value', String(50))

)

The [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object constructs a unique instance of itself based on its name and optional schema name within the given [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object. Calling the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)constructor with the same name and same [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) argument a second time will return the *same* [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object - in this way the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) constructor acts as a registry function.

**See also**

[Describing Databases with MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "metadata-describing) - Introduction to database metadata

Constructor arguments are as follows:

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** –   The name of this table as represented in the database.  The table name, along with the value of the schema parameter, forms a key which uniquely identifies this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) within the owning [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) collection. Additional calls to [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) with the same name, metadata, and schema name will return the same [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object.  Names which contain no upper case characters will be treated as case insensitive names, and will not be quoted unless they are a reserved word or contain special characters. A name with any number of upper case characters is considered to be case sensitive, and will be sent as quoted.  To enable unconditional quoting for the table name, specify the flag quote=True to the constructor, or use the [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name) construct to specify the name.   * ****metadata**** – a [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object which will contain this table. The metadata is used as a point of association of this table with other tables which are referenced via foreign key. It also may be used to associate this table with a particular [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable). * ****\*args**** – Additional positional arguments are used primarily to add the list of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects contained within this table. Similar to the style of a CREATE TABLE statement, other [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem) constructs may be added here, including [PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint), and [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint). * ****autoload**** –   Defaults to False, unless [Table.autoload\_with](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload_with" \o "sqlalchemy.schema.Table) is set in which case it defaults to True; [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects for this table should be reflected from the database, possibly augmenting or replacing existing [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects that were explicitly specified.  *Changed in version 1.0.0:*setting the [Table.autoload\_with](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload_with" \o "sqlalchemy.schema.Table) parameter implies that [Table.autoload](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload" \o "sqlalchemy.schema.Table) will default to True.  **See also**  [Reflecting Database Objects](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html)   * ****autoload\_replace**** –   Defaults to True; when using [Table.autoload](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload" \o "sqlalchemy.schema.Table) in conjunction with [Table.extend\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.extend_existing" \o "sqlalchemy.schema.Table), indicates that [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects present in the already-existing [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object should be replaced with columns of the same name retrieved from the autoload process. When False, columns already present under existing names will be omitted from the reflection process.  Note that this setting does not impact [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects specified programmatically within the call to [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that also is autoloading; those [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects will always replace existing columns of the same name when [Table.extend\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.extend_existing" \o "sqlalchemy.schema.Table) is True.  *New in version 0.7.5.*  **See also**  [Table.autoload](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload" \o "sqlalchemy.schema.Table)  [Table.extend\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.extend_existing" \o "sqlalchemy.schema.Table)   * ****autoload\_with**** –   An [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object with which this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object will be reflected; when set to a non-None value, it implies that [Table.autoload](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload" \o "sqlalchemy.schema.Table) is True. If left unset, but [Table.autoload](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload" \o "sqlalchemy.schema.Table) is explicitly set to True, an autoload operation will attempt to proceed by locating an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection)bound to the underlying [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object.  **See also**  [Table.autoload](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload" \o "sqlalchemy.schema.Table)   * ****extend\_existing**** –   When True, indicates that if this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) is already present in the given [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), apply further arguments within the constructor to the existing [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).  If [Table.extend\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.extend_existing" \o "sqlalchemy.schema.Table) or [Table.keep\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.keep_existing" \o "sqlalchemy.schema.Table) are not set, and the given name of the new [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) refers to a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that is already present in the target [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) collection, and this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) specifies additional columns or other constructs or flags that modify the table's state, an error is raised. The purpose of these two mutually-exclusive flags is to specify what action should be taken when a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) is specified that matches an existing [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), yet specifies additional constructs.  [Table.extend\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.extend_existing" \o "sqlalchemy.schema.Table) will also work in conjunction with [Table.autoload](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload" \o "sqlalchemy.schema.Table) to run a new reflection operation against the database, even if a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)of the same name is already present in the target [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData); newly reflected [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects and other options will be added into the state of the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), potentially overwriting existing columns and options of the same name.  *Changed in version 0.7.4:*[Table.extend\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.extend_existing" \o "sqlalchemy.schema.Table) will invoke a new reflection operation when combined with [Table.autoload](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload" \o "sqlalchemy.schema.Table) set to True.  As is always the case with [Table.autoload](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload" \o "sqlalchemy.schema.Table), [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects can be specified in the same [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) constructor, which will take precedence. Below, the existing table mytable will be augmented with [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects both reflected from the database, as well as the given [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) named "y":  Table("mytable", metadata,  Column('y', Integer),  extend\_existing=**True**,  autoload=**True**,  autoload\_with=engine  )  **See also**  [Table.autoload](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload" \o "sqlalchemy.schema.Table)  [Table.autoload\_replace](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.autoload_replace" \o "sqlalchemy.schema.Table)  [Table.keep\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.keep_existing" \o "sqlalchemy.schema.Table)   * ****implicit\_returning**** – True by default - indicates that RETURNING can be used by default to fetch newly inserted primary key values, for backends which support this. Note that create\_engine() also provides an implicit\_returning flag. * ****include\_columns**** – A list of strings indicating a subset of columns to be loaded via the autoload operation; table columns who aren't present in this list will not be represented on the resulting Table object. Defaults to None which indicates all columns should be reflected. * ****info**** – Optional data dictionary which will be populated into the [SchemaItem.info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) attribute of this object. * ****keep\_existing –****When True, indicates that if this Table is already present in the given [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), ignore further arguments within the constructor to the existing [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), and return the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object as originally created. This is to allow a function that wishes to define a new [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) on first call, but on subsequent calls will return the same [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), without any of the declarations (particularly constraints) being applied a second time.   If [Table.extend\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.extend_existing" \o "sqlalchemy.schema.Table) or [Table.keep\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.keep_existing" \o "sqlalchemy.schema.Table) are not set, and the given name of the new [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) refers to a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that is already present in the target [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) collection, and this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) specifies additional columns or other constructs or flags that modify the table's state, an error is raised. The purpose of these two mutually-exclusive flags is to specify what action should be taken when a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) is specified that matches an existing [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), yet specifies additional constructs.  **See also**  [Table.extend\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.extend_existing" \o "sqlalchemy.schema.Table)   * ****listeners –****A list of tuples of the form (<eventname>, <fn>) which will be passed to [event.listen()](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html" \l "sqlalchemy.event.listen" \o "sqlalchemy.event.listen) upon construction. This alternate hook to [event.listen()](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html" \l "sqlalchemy.event.listen" \o "sqlalchemy.event.listen) allows the establishment of a listener function specific to this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) before the "autoload" process begins. Particularly useful for the [DDLEvents.column\_reflect()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents.column_reflect" \o "sqlalchemy.events.DDLEvents.column_reflect) event:   **def** listen\_for\_reflect(table, column\_info):  "handle the column reflection event"  *# ...*  t = Table(  'sometable',  autoload=**True**,  listeners=[  ('column\_reflect', listen\_for\_reflect)  ])   * ****mustexist**** – When True, indicates that this Table must already be present in the given [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) collection, else an exception is raised. * ****prefixes**** – A list of strings to insert after CREATE in the CREATE TABLE statement. They will be separated by spaces. * ****quote**** – Force quoting of this table's name on or off, corresponding to True or False. When left at its default of None, the column identifier will be quoted according to whether the name is case sensitive (identifiers with at least one upper case character are treated as case sensitive), or if it's a reserved word. This flag is only needed to force quoting of a reserved word which is not known by the SQLAlchemy dialect. * ****quote\_schema**** – same as 'quote' but applies to the schema identifier. * ****schema –****The schema name for this table, which is required if the table resides in a schema other than the default selected schema for the engine's database connection. Defaults to None.   If the owning [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) of this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) specifies its own [MetaData.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.schema" \o "sqlalchemy.schema.MetaData) parameter, then that schema name will be applied to this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) if the schema parameter here is set to None. To set a blank schema name on a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that would otherwise use the schema set on the owning [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), specify the special symbol [BLANK\_SCHEMA](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.sqlalchemy.schema.BLANK_SCHEMA" \o "sqlalchemy.schema.sqlalchemy.schema.BLANK_SCHEMA).  *New in version 1.0.14:*Added the [BLANK\_SCHEMA](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.sqlalchemy.schema.BLANK_SCHEMA" \o "sqlalchemy.schema.sqlalchemy.schema.BLANK_SCHEMA) symbol to allow a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) to have a blank schema name even when the parent [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) specifies [MetaData.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.schema" \o "sqlalchemy.schema.MetaData).  The quoting rules for the schema name are the same as those for the name parameter, in that quoting is applied for reserved words or case-sensitive names; to enable unconditional quoting for the schema name, specify the flag quote\_schema=True to the constructor, or use the [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name) construct to specify the name.   * ****useexisting**** – Deprecated. Use [Table.extend\_existing](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.extend_existing" \o "sqlalchemy.schema.Table). * ****\*\*kw**** – Additional keyword arguments not mentioned above are dialect specific, and passed in the form <dialectname>\_<argname>. See the documentation regarding an individual dialect at [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html) for detail on documented arguments. |

**\_\_init\_\_**(*\*args*, *\*\*kw*)

Constructor for [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

This method is a no-op. See the top-level documentation for [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) for constructor arguments.

**add\_is\_dependent\_on**(*table*)

Add a 'dependency' for this Table.

This is another Table object which must be created first before this one can, or dropped after this one.

Usually, dependencies between tables are determined via ForeignKey objects. However, for other situations that create dependencies outside of foreign keys (rules, inheriting), this method can manually establish such a link.

**alias**(*name=None*, *flat=False*)

*inherited from the* [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.alias" \o "sqlalchemy.sql.expression.FromClause.alias) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return an alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

This is shorthand for calling:

**from** **sqlalchemy** **import** alias

a = alias(self, name=name)

See [alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.alias" \o "sqlalchemy.sql.expression.alias) for details.

**append\_column**(*column*)

Append a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) to this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

The "key" of the newly added [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), i.e. the value of its .key attribute, will then be available in the .c collection of this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), and the column definition will be included in any CREATE TABLE, SELECT, UPDATE, etc. statements generated from this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) construct.

Note that this does ****not**** change the definition of the table as it exists within any underlying database, assuming that table has already been created in the database. Relational databases support the addition of columns to existing tables using the SQL ALTER command, which would need to be emitted for an already-existing table that doesn't contain the newly added column.

**append\_constraint**(*constraint*)

Append a [Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint) to this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

This has the effect of the constraint being included in any future CREATE TABLE statement, assuming specific DDL creation events have not been associated with the given [Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint) object.

Note that this does ****not**** produce the constraint within the relational database automatically, for a table that already exists in the database. To add a constraint to an existing relational database table, the SQL ALTER command must be used. SQLAlchemy also provides the [AddConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.AddConstraint" \o "sqlalchemy.schema.AddConstraint) construct which can produce this SQL when invoked as an executable clause.

**append\_ddl\_listener**(*event\_name*, *listener*)

Append a DDL event listener to this Table.

*Deprecated since version 0.7:*See [DDLEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents" \o "sqlalchemy.events.DDLEvents).

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary. * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**bind**

Return the connectable associated with this Table.

**c**

*inherited from the* [c](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.c" \o "sqlalchemy.sql.expression.FromClause.c) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

An alias for the [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.columns" \o "sqlalchemy.schema.Table.columns) attribute.

**columns**

*inherited from the* [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.columns" \o "sqlalchemy.sql.expression.FromClause.columns) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

A named-based collection of [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects maintained by this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The [columns](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.columns" \o "sqlalchemy.schema.Table.columns), or [c](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.c" \o "sqlalchemy.schema.Table.c) collection, is the gateway to the construction of SQL expressions using table-bound or other selectable-bound columns:

select([mytable]).where(mytable.c.somecolumn == 5)

**compare**(*other*, *\*\*kw*)

*inherited from the* [compare()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compare" \o "sqlalchemy.sql.expression.ClauseElement.compare) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compare this ClauseElement to the given ClauseElement.

Subclasses should override the default behavior, which is a straight identity comparison.

\*\*kw are arguments consumed by subclass compare() methods and may be used to modify the criteria for comparison. (see [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement))

**compile**(*bind=None*, *dialect=None*, *\*\*kw*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.compile" \o "sqlalchemy.sql.expression.ClauseElement.compile) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Compile this SQL expression.

The return value is a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. Calling str() or unicode() on the returned value will yield a string representation of the result. The[Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object also can return a dictionary of bind parameter names and values using the params accessor.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – An Engine or Connection from which a Compiled will be acquired. This argument takes precedence over this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****column\_keys**** – Used for INSERT and UPDATE statements, a list of column names which should be present in the VALUES clause of the compiled statement. If None, all columns from the target table object are rendered. * ****dialect**** – A Dialect instance from which a Compiled will be acquired. This argument takes precedence over the bind argument as well as this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)'s bound engine, if any. * ****inline**** – Used for INSERT statements, for a dialect which does not support inline retrieval of newly generated primary key columns, will force the expression used to create the new primary key value to be rendered inline within the INSERT statement's VALUES clause. This typically refers to Sequence execution but may also refer to any server-side default generation function associated with a primary key Column. * ****compile\_kwargs –****optional dictionary of additional parameters that will be passed through to the compiler within all "visit" methods. This allows any custom flag to be passed through to a custom compilation construct, for example. It is also used for the case of passing the literal\_binds flag through:   **from** **sqlalchemy.sql** **import** table, column, select  t = table('t', column('x'))  s = select([t]).where(t.c.x == 5)  print s.compile(compile\_kwargs={"literal\_binds": **True**})  *New in version 0.9.0.* |

**See also**

[How do I render SQL expressions as strings, possibly with bound parameters inlined?](http://docs.sqlalchemy.org/en/rel_1_1/faq/sqlexpressions.html" \l "faq-sql-expression-string)

**correspond\_on\_equivalents**(*column*, *equivalents*)

*inherited from the* [correspond\_on\_equivalents()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents" \o "sqlalchemy.sql.expression.FromClause.correspond_on_equivalents) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return corresponding\_column for the given column, or if None search for a match in the given dictionary.

**corresponding\_column**(*column*, *require\_embedded=False*)

*inherited from the* [corresponding\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.corresponding_column" \o "sqlalchemy.sql.expression.FromClause.corresponding_column) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Given a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), return the exported [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) object from this [Selectable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Selectable" \o "sqlalchemy.sql.expression.Selectable) which corresponds to that original [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) via a common ancestor column.

|  |  |
| --- | --- |
| **Parameters:** | * ****column**** – the target [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) to be matched * ****require\_embedded**** – only return corresponding columns for the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement), if the given [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) is actually present within a sub-element of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). Normally the column will match if it merely shares a common ancestor with one of the exported columns of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause). |

**count**(*whereclause=None*, *\*\*params*)

*inherited from the* [count()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.count" \o "sqlalchemy.sql.expression.FromClause.count) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT COUNT generated against this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

*Deprecated since version 1.1:*FromClause.count() is deprecated. Counting rows requires that the correct column expression and accommodations for joins, DISTINCT, etc. must be made, otherwise results may not be what's expected. Please use an appropriate func.count() expression directly.

The function generates COUNT against the first column in the primary key of the table, or against the first column in the table overall. Explicit use offunc.count() should be preferred:

row\_count = conn.scalar(

select([func.count('\*')]).select\_from(table))

**See also**

[func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)

**create**(*bind=None*, *checkfirst=False*)

Issue a CREATE statement for this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), using the given [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) for connectivity.

**See also**

[MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all).

**delete**(*whereclause=None*, *\*\*kwargs*)

*inherited from the* [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.delete" \o "sqlalchemy.sql.expression.TableClause.delete) *method of* [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause)

Generate a [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.delete" \o "sqlalchemy.sql.expression.delete) construct against this [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause).

E.g.:

table.delete().where(table.c.id==7)

See [delete()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.delete" \o "sqlalchemy.sql.expression.delete) for argument and usage information.

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**drop**(*bind=None*, *checkfirst=False*)

Issue a DROP statement for this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), using the given [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) for connectivity.

**See also**

[MetaData.drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all).

**exists**(*bind=None*)

Return True if this table exists.

**foreign\_key\_constraints**

[ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) objects referred to by this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

This list is produced from the collection of [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) objects currently associated.

*New in version 1.0.0.*

**foreign\_keys**

*inherited from the* [foreign\_keys](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.foreign_keys" \o "sqlalchemy.sql.expression.FromClause.foreign_keys) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of ForeignKey objects which this FromClause references.

**info**

*inherited from the* [info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Info dictionary associated with the object, allowing user-defined data to be associated with this [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

The dictionary is automatically generated when first accessed. It can also be specified in the constructor of some objects, such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

**insert**(*values=None*, *inline=False*, *\*\*kwargs*)

*inherited from the* [insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.insert" \o "sqlalchemy.sql.expression.TableClause.insert) *method of* [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause)

Generate an [insert()](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.dml.insert" \o "sqlalchemy.dialects.postgresql.dml.insert) construct against this [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause).

E.g.:

table.insert().values(name='foo')

See [insert()](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.dml.insert" \o "sqlalchemy.dialects.postgresql.dml.insert) for argument and usage information.

**is\_derived\_from**(*fromclause*)

*inherited from the* [is\_derived\_from()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.is_derived_from" \o "sqlalchemy.sql.expression.FromClause.is_derived_from) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return True if this FromClause is 'derived' from the given FromClause.

An example would be an Alias of a Table is derived from that Table.

**join**(*right*, *onclause=None*, *isouter=False*, *full=False*)

*inherited from the* [join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another FromClause.

E.g.:

**from** **sqlalchemy** **import** join

j = user\_table.join(address\_table,

user\_table.c.id == address\_table.c.user\_id)stmt = select([user\_table]).select\_from(j)

would emit SQL along the lines of:

SELECT user.id, user.name FROM userJOIN address ON user.id = address.user\_id

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****isouter**** – if True, render a LEFT OUTER JOIN, instead of JOIN. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN. Implies [FromClause.join.isouter](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join.params.isouter" \o "sqlalchemy.sql.expression.FromClause.join)   *New in version 1.1.* |

**See also**

[join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.join" \o "sqlalchemy.sql.expression.join) - standalone function

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) - the type of object produced

**key**

Return the 'key' for this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

This value is used as the dictionary key within the [MetaData.tables](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.tables" \o "sqlalchemy.schema.MetaData.tables) collection. It is typically the same as that of Table.name for a table with noTable.schema set; otherwise it is typically of the form schemaname.tablename.

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**lateral**(*name=None*)

*inherited from the* [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.lateral" \o "sqlalchemy.sql.expression.FromClause.lateral) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a LATERAL alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [Lateral](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Lateral" \o "sqlalchemy.sql.expression.Lateral) construct also provided by the top-level [lateral()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.lateral" \o "sqlalchemy.sql.expression.lateral) function.

*New in version 1.1.*

**See also**

[LATERAL correlation](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html" \l "lateral-selects) - overview of usage.

**outerjoin**(*right*, *onclause=None*, *full=False*)

*inherited from the* [outerjoin()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.outerjoin" \o "sqlalchemy.sql.expression.FromClause.outerjoin) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a [Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join) from this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) to another FromClause, with the "isouter" flag set to True.

E.g.:

**from** **sqlalchemy** **import** outerjoin

j = user\_table.outerjoin(address\_table,

user\_table.c.id == address\_table.c.user\_id)

The above is equivalent to:

j = user\_table.join(

address\_table,

user\_table.c.id == address\_table.c.user\_id,

isouter=**True**)

|  |  |
| --- | --- |
| **Parameters:** | * ****right**** – the right side of the join; this is any [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause) object such as a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object, and may also be a selectable-compatible object such as an ORM-mapped class. * ****onclause**** – a SQL expression representing the ON clause of the join. If left at None, [FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join) will attempt to join the two tables based on a foreign key relationship. * ****full –****if True, render a FULL OUTER JOIN, instead of LEFT OUTER JOIN.   *New in version 1.1.* |

**See also**

[FromClause.join()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.join" \o "sqlalchemy.sql.expression.FromClause.join)

[Join](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Join" \o "sqlalchemy.sql.expression.Join)

**primary\_key**

*inherited from the* [primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.primary_key" \o "sqlalchemy.sql.expression.FromClause.primary_key) *attribute of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return the collection of Column objects which comprise the primary key of this FromClause.

**quote**

*inherited from the* [quote](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.quote" \o "sqlalchemy.schema.SchemaItem.quote) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Return the value of the quote flag passed to this schema object, for those schema items which have a name field.

*Deprecated since version 0.9:*Use <obj>.name.quote

**quote\_schema**

Return the value of the quote\_schema flag passed to this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

*Deprecated since version 0.9:*Use table.schema.quote

**replace\_selectable**(*old*, *alias*)

*inherited from the* [replace\_selectable()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.replace_selectable" \o "sqlalchemy.sql.expression.FromClause.replace_selectable) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

replace all occurrences of FromClause 'old' with the given Alias object, returning a copy of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**select**(*whereclause=None*, *\*\*params*)

*inherited from the* [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.select" \o "sqlalchemy.sql.expression.FromClause.select) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

return a SELECT of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

**See also**

[select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) - general purpose method which allows for arbitrary column lists.

**self\_group**(*against=None*)

*inherited from the* [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement.self_group" \o "sqlalchemy.sql.expression.ClauseElement.self_group) *method of* [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement)

Apply a 'grouping' to this [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement).

This method is overridden by subclasses to return a "grouping" construct, i.e. parenthesis. In particular it's used by "binary" expressions to provide a grouping around themselves when placed into a larger expression, as well as by [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) constructs when placed into the FROM clause of another [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select). (Note that subqueries should be normally created using the [Select.alias()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Select.alias" \o "sqlalchemy.sql.expression.Select.alias) method, as many platforms require nested SELECT statements to be named).

As expressions are composed together, the application of [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.self_group" \o "sqlalchemy.schema.Table.self_group) is automatic - end-user code should never need to use this method directly. Note that SQLAlchemy's clause constructs take operator precedence into account - so parenthesis might not be needed, for example, in an expression like x OR (y AND z) - AND takes precedence over OR.

The base [self\_group()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.self_group" \o "sqlalchemy.schema.Table.self_group) method of [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) just returns self.

**tablesample**(*sampling*, *name=None*, *seed=None*)

*inherited from the* [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause.tablesample" \o "sqlalchemy.sql.expression.FromClause.tablesample) *method of* [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause)

Return a TABLESAMPLE alias of this [FromClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.FromClause" \o "sqlalchemy.sql.expression.FromClause).

The return value is the [TableSample](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableSample" \o "sqlalchemy.sql.expression.TableSample) construct also provided by the top-level [tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) function.

*New in version 1.1.*

**See also**

[tablesample()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.tablesample" \o "sqlalchemy.sql.expression.tablesample) - usage guidelines and parameters

**tometadata**(*metadata*, *schema=symbol('retain\_schema')*, *referred\_schema\_fn=None*, *name=None*)

Return a copy of this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) associated with a different [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData).

E.g.:

m1 = MetaData()

user = Table('user', m1, Column('id', Integer, priamry\_key=**True**))

m2 = MetaData()user\_copy = user.tometadata(m2)

|  |  |
| --- | --- |
| **Parameters:** | * ****metadata**** – Target [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object, into which the new [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object will be created. * ****schema –****optional string name indicating the target schema. Defaults to the special symbol RETAIN\_SCHEMA which indicates that no change to the schema name should be made in the new [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table). If set to a string name, the new [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) will have this new name as the .schema. If set to None, the schema will be set to that of the schema set on the target [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), which is typically None as well, unless set explicitly:   m2 = MetaData(schema='newschema')  *# user\_copy\_one will have "newschema" as the schema name*user\_copy\_one = user.tometadata(m2, schema=**None**)  m3 = MetaData() *# schema defaults to None*  *# user\_copy\_two will have None as the schema name*user\_copy\_two = user.tometadata(m3, schema=**None**)   * ****referred\_schema\_fn**** –   optional callable which can be supplied in order to provide for the schema name that should be assigned to the referenced table of a [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint). The callable accepts this parent [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), the target schema that we are changing to, the [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint)object, and the existing "target schema" of that constraint. The function should return the string schema name that should be applied. E.g.:  **def** referred\_schema\_fn(table, to\_schema,  constraint, referred\_schema):  **if** referred\_schema == 'base\_tables':  **return** referred\_schema  **else**:  **return** to\_schema  new\_table = table.tometadata(m2, schema="alt\_schema",  referred\_schema\_fn=referred\_schema\_fn)  *New in version 0.9.2.*   * ****name**** –   optional string name indicating the target table name. If not specified or None, the table name is retained. This allows a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) to be copied to the same [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) target with a new name.  *New in version 1.0.0.* |

**update**(*whereclause=None*, *values=None*, *inline=False*, *\*\*kwargs*)

*inherited from the* [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause.update" \o "sqlalchemy.sql.expression.TableClause.update) *method of* [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause)

Generate an [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) construct against this [TableClause](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.TableClause" \o "sqlalchemy.sql.expression.TableClause).

E.g.:

table.update().where(table.c.id==7).values(name='foo')

See [update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.update" \o "sqlalchemy.sql.expression.update) for argument and usage information.

*class*sqlalchemy.schema.**ThreadLocalMetaData**

Bases: [sqlalchemy.schema.MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)

A MetaData variant that presents a different bind in every thread.

Makes the bind property of the MetaData a thread-local value, allowing this collection of tables to be bound to different Engine implementations or connections in each thread.

The ThreadLocalMetaData starts off bound to None in each thread. Binds must be made explicitly by assigning to the bind property or using connect(). You can also re-bind dynamically multiple times per thread, just like a regular MetaData.

**\_\_init\_\_**()

Construct a ThreadLocalMetaData.

**bind**

The bound Engine or Connection for this thread.

This property may be assigned an Engine or Connection, or assigned a string or URL to automatically create a basic Engine for this bind with create\_engine().

**dispose**()

Dispose all bound engines, in all thread contexts.

**is\_bound**()

True if there is a bind for this thread.

## 3.2 Reflecting Database Objects

A [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object can be instructed to load information about itself from the corresponding database schema object already existing within the database. This process is called *reflection*. In the most simple case you need only specify the table name, a [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object, and the autoload=True flag. If the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) is not persistently bound, also add the autoload\_with argument:

可以指示Table对象从数据库中已有的相应数据库模式对象加载有关自己的信息。 这个过程被称为反射。 在最简单的情况下，您只需要指定表名称，MetaData对象和autoload = True标志。 如果元数据不是永久绑定的，还要添加autoload\_with参数：

**>>>** messages = Table('messages', meta, autoload=**True**, autoload\_with=engine)

**>>>** [c.name **for** c **in** messages.columns]['message\_id', 'message\_name', 'date']

The above operation will use the given engine to query the database for information about the messages table, and will then generate [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey), and other objects corresponding to this information as though the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object were hand-constructed in Python.

When tables are reflected, if a given table references another one via foreign key, a second [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object is created within the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object representing the connection. Below, assume the table shopping\_cart\_items references a table named shopping\_carts. Reflecting the shopping\_cart\_items table has the effect such that the shopping\_carts table will also be loaded:

上面的操作将使用给定的引擎来查询数据库中关于消息表的信息，然后生成与这个信息相对应的Column，ForeignKey和其他对象，就好像Table对象是用Python手工构造的一样。

当表被反映时，如果给定的表通过外键引用另一个表，则在表示连接的MetaData对象内创建第二个表对象。 在下面，假设表shopping\_cart\_items引用了一个名为shopping\_carts的表。 反映shopping\_cart\_items表具有这样的效果，即shopping\_carts表也将被加载：

**>>>** shopping\_cart\_items = Table('shopping\_cart\_items', meta, autoload=**True**, autoload\_with=engine)

**>>>** 'shopping\_carts' **in** meta.tables:True

The [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) has an interesting "singleton-like" behavior such that if you requested both tables individually, [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) will ensure that exactly one [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object is created for each distinct table name. The [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) constructor actually returns to you the already-existing [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object if one already exists with the given name. Such as below, we can access the already generated shopping\_carts table just by naming it:

MetaData有一个有趣的“类似单身”的行为，如果您单独请求两个表，MetaData将确保为每个不同的表名创建一个Table对象。 如果已经存在具有给定名称的表，则表构造函数实际返回已经存在的Table对象。 如下所示，我们可以通过命名来访问已经生成的shopping\_carts表：

shopping\_carts = Table('shopping\_carts', meta)

Of course, it's a good idea to use autoload=True with the above table regardless. This is so that the table's attributes will be loaded if they have not been already. The autoload operation only occurs for the table if it hasn't already been loaded; once loaded, new calls to [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) with the same name will not re-issue any reflection queries.

当然，无论如何，使用autoload = True和上面的表格是一个好主意。 这样就可以加载表的属性，如果还没有。 如果尚未加载表，则仅对该表进行自动加载操作; 一旦加载，对同名的表的新调用将不会重新发出任何反射查询。

3.2.1 Overriding Reflected Columns

Individual columns can be overridden with explicit values when reflecting tables; this is handy for specifying custom datatypes, constraints such as primary keys that may not be configured within the database, etc.:

反射表时，可以用显式值覆盖各列; 这有助于指定自定义数据类型，诸如可能在数据库中未配置的主键等约束。

**>>>** mytable = Table('mytable', meta,

**...** Column('id', Integer, primary\_key=**True**), *# override reflected 'id' to have primary key*

**...** Column('mydata', Unicode(50)), *# override reflected 'mydata' to be Unicode*

**...** autoload=**True**)

### 3.2.2 Reflecting Views

The reflection system can also reflect views. Basic usage is the same as that of a table:

my\_view = Table("some\_view", metadata, autoload=**True**)

Above, my\_view is a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object with [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects representing the names and types of each column within the view "some\_view".

Usually, it's desired to have at least a primary key constraint when reflecting a view, if not foreign keys as well. View reflection doesn't extrapolate these constraints.

Use the "override" technique for this, specifying explicitly those columns which are part of the primary key or have foreign key constraints:

my\_view = Table("some\_view", metadata,

Column("view\_id", Integer, primary\_key=**True**),

Column("related\_thing", Integer, ForeignKey("othertable.thing\_id")),

autoload=**True**)

### 3.2.3 Reflecting All Tables at Once

The [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object can also get a listing of tables and reflect the full set. This is achieved by using the [reflect()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.reflect" \o "sqlalchemy.schema.MetaData.reflect) method. After calling it, all located tables are present within the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object's dictionary of tables:

meta = MetaData()meta.reflect(bind=someengine)users\_table = meta.tables['users']addresses\_table = meta.tables['addresses']

metadata.reflect() also provides a handy way to clear or delete all the rows in a database:

meta = MetaData()meta.reflect(bind=someengine)**for** table **in** reversed(meta.sorted\_tables):

someengine.execute(table.delete())

### 3.2.4 Fine Grained Reflection with Inspector

A low level interface which provides a backend-agnostic system of loading lists of schema, table, column, and constraint descriptions from a given database is also available. This is known as the "Inspector":

还提供了一个低级接口，它提供了一个从给定数据库加载模式，表，列和约束描述列表的后端无关系统。 这被称为“检查员”：

**from** **sqlalchemy** **import** create\_engine

**from** **sqlalchemy.engine** **import** reflection

engine = create\_engine('...')

insp = reflection.Inspector.from\_engine(engine)

print(insp.get\_table\_names())

*class*sqlalchemy.engine.reflection.**Inspector**(*bind*)

Performs database schema inspection.

执行数据库模式检查。

The Inspector acts as a proxy to the reflection methods of the [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect), providing a consistent interface as well as caching support for previously fetched metadata.

检查员充当方言的反射方法的代理，为先前提取的元数据提供一致的界面以及缓存支持。

A [Inspector](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector" \o "sqlalchemy.engine.reflection.Inspector) object is usually created via the [inspect()](http://docs.sqlalchemy.org/en/rel_1_1/core/inspection.html" \l "sqlalchemy.inspection.inspect" \o "sqlalchemy.inspection.inspect) function:

Inspector对象通常通过inspect() 函数创建：

**from** **sqlalchemy** **import** inspect, create\_engine

engine = create\_engine('...')

insp = inspect(engine)

The inspection method above is equivalent to using the [Inspector.from\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector.from_engine" \o "sqlalchemy.engine.reflection.Inspector.from_engine) method, i.e.:

engine = create\_engine('...')insp = Inspector.from\_engine(engine)

Where above, the [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) may opt to return an [Inspector](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector" \o "sqlalchemy.engine.reflection.Inspector) subclass that provides additional methods specific to the dialect's target database.

**\_\_init\_\_**(*bind*)

Initialize a new [Inspector](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector" \o "sqlalchemy.engine.reflection.Inspector).

|  |  |
| --- | --- |
| **Parameters:** | ****bind**** – a [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable), which is typically an instance of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection). |

For a dialect-specific instance of [Inspector](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector" \o "sqlalchemy.engine.reflection.Inspector), see [Inspector.from\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector.from_engine" \o "sqlalchemy.engine.reflection.Inspector.from_engine)

**default\_schema\_name**

Return the default schema name presented by the dialect for the current engine's database user.

返回当前引擎的数据库用户的方言显示的默认模式名称。

E.g. this is typically public for PostgreSQL and dbo for SQL Server.

例如。 这通常是PostgreSQL公开的，对于SQL Server是dbo。

*classmethod***from\_engine**(*bind*)

Construct a new dialect-specific Inspector object from the given engine or connection.

从给定的引擎或连接构建一个新的方言特定的Inspector对象。

|  |  |
| --- | --- |
| **Parameters:** | ****bind**** – a [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable), which is typically an instance of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection). |

This method differs from direct a direct constructor call of [Inspector](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector" \o "sqlalchemy.engine.reflection.Inspector) in that the [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) is given a chance to provide a dialect-specific [Inspector](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector" \o "sqlalchemy.engine.reflection.Inspector)instance, which may provide additional methods.

该方法与Inspector的直接构造函数调用不同之处在于，方言有机会提供方言特定的检查器，可提供其他方法。

See the example at [Inspector](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector" \o "sqlalchemy.engine.reflection.Inspector).

**get\_check\_constraints**(*table\_name*, *schema=None*, *\*\*kw*)

Return information about check constraints in table\_name.

返回有关table\_name中检查约束的信息。

Given a string table\_name and an optional string schema, return check constraint information as a list of dicts with these keys:

给定一个字符串table\_name和一个可选的字符串模式，返回检查约束信息作为具有这些键的dicts列表：

name

the check constraint's name

sqltext

the check constraint's SQL expression

|  |  |
| --- | --- |
| **Parameters:** | * ****table\_name**** – string name of the table. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). * ****schema**** – string schema name; if omitted, uses the default schema of the database connection. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). |

*New in version 1.1.0.*

**get\_columns**(*table\_name*, *schema=None*, *\*\*kw*)

Return information about columns in table\_name.

Given a string table\_name and an optional string schema, return column information as a list of dicts with these keys:

* name - the column's name
* type - the type of this column; an instance of [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)
* nullable - boolean flag if the column is NULL or NOT NULL
* default - the column's server default value - this is returned as a string SQL expression.
* attrs - dict containing optional column attributes

|  |  |
| --- | --- |
| **Parameters:** | * ****table\_name**** – string name of the table. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). * ****schema**** – string schema name; if omitted, uses the default schema of the database connection. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). |
| **Returns:** | list of dictionaries, each representing the definition of a database column. |

**get\_foreign\_keys**(*table\_name*, *schema=None*, *\*\*kw*)

Return information about foreign\_keys in table\_name.

Given a string table\_name, and an optional string schema, return foreign key information as a list of dicts with these keys:

constrained\_columns

a list of column names that make up the foreign key

referred\_schema

the name of the referred schema

referred\_table

the name of the referred table

referred\_columns

a list of column names in the referred table that correspond to constrained\_columns

name

optional name of the foreign key constraint.

|  |  |
| --- | --- |
| **Parameters:** | * ****table\_name**** – string name of the table. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). * ****schema**** – string schema name; if omitted, uses the default schema of the database connection. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). |

**get\_indexes**(*table\_name*, *schema=None*, *\*\*kw*)

Return information about indexes in table\_name.

Given a string table\_name and an optional string schema, return index information as a list of dicts with these keys:

name

the index's name

column\_names

list of column names in order

unique

boolean

dialect\_options

dict of dialect-specific index options. May not be present for all dialects.

*New in version 1.0.0.*

|  |  |
| --- | --- |
| **Parameters:** | * ****table\_name**** – string name of the table. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). * ****schema**** – string schema name; if omitted, uses the default schema of the database connection. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). |

**get\_pk\_constraint**(*table\_name*, *schema=None*, *\*\*kw*)

Return information about primary key constraint on table\_name.

Given a string table\_name, and an optional string schema, return primary key information as a dictionary with these keys:

constrained\_columns

a list of column names that make up the primary key

name

optional name of the primary key constraint.

|  |  |
| --- | --- |
| **Parameters:** | * ****table\_name**** – string name of the table. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). * ****schema**** – string schema name; if omitted, uses the default schema of the database connection. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). |

**get\_primary\_keys**(*table\_name*, *schema=None*, *\*\*kw*)

Return information about primary keys in table\_name.

*Deprecated since version 0.7:*Call to deprecated method get\_primary\_keys. Use get\_pk\_constraint instead.

Given a string table\_name, and an optional string schema, return primary key information as a list of column names.

**get\_schema\_names**()

Return all schema names.

**get\_sorted\_table\_and\_fkc\_names**(*schema=None*)

Return dependency-sorted table and foreign key constraint names in referred to within a particular schema.

This will yield 2-tuples of (tablename, [(tname, fkname), (tname, fkname), ...]) consisting of table names in CREATE order grouped with the foreign key constraint names that are not detected as belonging to a cycle. The final element will be (None, [(tname, fkname), (tname,fkname), ..]) which will consist of remaining foreign key constraint names that would require a separate CREATE step after-the-fact, based on dependencies between tables.

*New in version 1.0.-.*

**See also**

[Inspector.get\_table\_names()](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector.get_table_names" \o "sqlalchemy.engine.reflection.Inspector.get_table_names)

[sort\_tables\_and\_constraints()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.sort_tables_and_constraints" \o "sqlalchemy.schema.sort_tables_and_constraints) - similar method which works

with an already-given [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData).

**get\_table\_names**(*schema=None*, *order\_by=None*)

Return all table names in referred to within a particular schema.

The names are expected to be real tables only, not views. Views are instead returned using the [Inspector.get\_view\_names()](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector.get_view_names" \o "sqlalchemy.engine.reflection.Inspector.get_view_names) method.

|  |  |
| --- | --- |
| **Parameters:** | * ****schema**** – Schema name. If schema is left at None, the database's default schema is used, else the named schema is searched. If the database does not support named schemas, behavior is undefined if schema is not passed as None. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). * ****order\_by**** –   Optional, may be the string "foreign\_key" to sort the result on foreign key dependencies. Does not automatically resolve cycles, and will raise [CircularDependencyError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.CircularDependencyError" \o "sqlalchemy.exc.CircularDependencyError) if cycles exist.  *Deprecated since version 1.0.0:*- see [Inspector.get\_sorted\_table\_and\_fkc\_names()](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector.get_sorted_table_and_fkc_names" \o "sqlalchemy.engine.reflection.Inspector.get_sorted_table_and_fkc_names) for a version of this which resolves foreign key cycles between tables automatically.  *Changed in version 0.8:*the "foreign\_key" sorting sorts tables in order of dependee to dependent; that is, in creation order, rather than in drop order. This is to maintain consistency with similar features such as [MetaData.sorted\_tables](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.sorted_tables" \o "sqlalchemy.schema.MetaData.sorted_tables) and util.sort\_tables(). |

**See also**

[Inspector.get\_sorted\_table\_and\_fkc\_names()](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector.get_sorted_table_and_fkc_names" \o "sqlalchemy.engine.reflection.Inspector.get_sorted_table_and_fkc_names)

[MetaData.sorted\_tables](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.sorted_tables" \o "sqlalchemy.schema.MetaData.sorted_tables)

**get\_table\_options**(*table\_name*, *schema=None*, *\*\*kw*)

Return a dictionary of options specified when the table of the given name was created.

This currently includes some options that apply to MySQL tables.

|  |  |
| --- | --- |
| **Parameters:** | * ****table\_name**** – string name of the table. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). * ****schema**** – string schema name; if omitted, uses the default schema of the database connection. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). |

**get\_temp\_table\_names**()

return a list of temporary table names for the current bind.

This method is unsupported by most dialects; currently only SQLite implements it.

*New in version 1.0.0.*

**get\_temp\_view\_names**()

return a list of temporary view names for the current bind.

This method is unsupported by most dialects; currently only SQLite implements it.

*New in version 1.0.0.*

**get\_unique\_constraints**(*table\_name*, *schema=None*, *\*\*kw*)

Return information about unique constraints in table\_name.

Given a string table\_name and an optional string schema, return unique constraint information as a list of dicts with these keys:

name

the unique constraint's name

column\_names

list of column names in order

|  |  |
| --- | --- |
| **Parameters:** | * ****table\_name**** – string name of the table. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). * ****schema**** – string schema name; if omitted, uses the default schema of the database connection. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). |

*New in version 0.8.4.*

**get\_view\_definition**(*view\_name*, *schema=None*)

Return definition for view\_name.

|  |  |
| --- | --- |
| **Parameters:** | ****schema**** – Optional, retrieve names from a non-default schema. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). |

**get\_view\_names**(*schema=None*)

Return all view names in schema.

|  |  |
| --- | --- |
| **Parameters:** | ****schema**** – Optional, retrieve names from a non-default schema. For special quoting, use [quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name). |

**reflecttable**(*table*, *include\_columns*, *exclude\_columns=()*, *\_extend\_on=None*)

Given a Table object, load its internal constructs based on introspection.

给定一个Table对象，加载其内部构造基于内省。

This is the underlying method used by most dialects to produce table reflection. Direct usage is like:

这是大多数方言用于产生表反射的基础方法。 直接使用就像：

**from** **sqlalchemy** **import** create\_engine, MetaData, Table

**from** **sqlalchemy.engine** **import** reflection

engine = create\_engine('...')

meta = MetaData()

user\_table = Table('user', meta)

insp = Inspector.from\_engine(engine)

insp.reflecttable(user\_table, **None**)

|  |  |
| --- | --- |
| **Parameters:** | * ****table**** – a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) instance. * ****include\_columns**** – a list of string column names to include in the reflection process. If None, all columns are reflected. |

### 3.2.5 Limitations of Reflection

It's important to note that the reflection process recreates [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) metadata using only information which is represented in the relational database. This process by definition cannot restore aspects of a schema that aren't actually stored in the database. State which is not available from reflection includes but is not limited to:

重要的是要注意，反射过程仅使用在关系数据库中表示的信息重新创建[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)元数据。 定义的这个过程无法恢复实际上不存储在数据库中的模式的各个方面。 不能反思的状态包括但不限于：

* Client side defaults, either Python functions or SQL expressions defined using the default keyword of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) (note this is separate from server\_default, which specifically is what's available via reflection).
* Column information, e.g. data that might have been placed into the [Column.info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.info" \o "sqlalchemy.schema.Column.info) dictionary
* The value of the .quote setting for [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) or [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)
* The association of a particular [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) with a given [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)

The relational database also in many cases reports on table metadata in a different format than what was specified in SQLAlchemy. The [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects returned from reflection cannot be always relied upon to produce the identical DDL as the original Python-defined [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects. Areas where this occurs includes server defaults, column-associated sequences and various idosyncrasies regarding constraints and datatypes. Server side defaults may be returned with cast directives (typically PostgreSQL will include a ::<type> cast) or different quoting patterns than originally specified.

关系数据库在很多情况下也会以与SQLAlchemy中指定的格式不同的格式报告表元数据。 从反射返回的[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)对象不能始终依赖于生成与原始Python定义的[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)对象相同的DDL。 发生这种情况的领域包括服务器默认值，列相关序列以及关于约束和数据类型的各种idosyncr。 可以使用转换指令返回服务器端默认值（通常PostgreSQL将包含一个::<type>cast）或与原始指定的不同的引用模式。

Another category of limitation includes schema structures for which reflection is only partially or not yet defined. Recent improvements to reflection allow things like views, indexes and foreign key options to be reflected. As of this writing, structures like CHECK constraints, table comments, and triggers are not reflected.

另一类限制包括仅部分或尚未定义反射的模式结构。 反思的最近改进允许反映视图，索引和外键选项等内容。 在撰写本文时，结构如CHECK约束，表格注释和触发器都没有反映出来。

# **3.3 Column Insert/Update Defaults**

SQLAlchemy provides a very rich featureset regarding column level events which take place during INSERT and UPDATE statements. Options include:

SQLAlchemy为INSERT和UPDATE语句中的列级别事件提供了非常丰富的功能集。 选项包括：

* Scalar values used as defaults during INSERT and UPDATE operations
* Python functions which execute upon INSERT and UPDATE operations
* SQL expressions which are embedded in INSERT statements (or in some cases execute beforehand)
* SQL expressions which are embedded in UPDATE statements
* Server side default values used during INSERT
* Markers for server-side triggers used during UPDATE

The general rule for all insert/update defaults is that they only take effect if no value for a particular column is passed as an execute() parameter; otherwise, the given value is used.

所有插入/更新默认值的一般规则是它们只有在特定列的值作为execute() 参数传递时才会生效; 否则，使用给定的值。

3.3.1 Scalar Defaults

The simplest kind of default is a scalar value used as the default value of a column:

Table("mytable", meta,

Column("somecolumn", Integer, default=12))

Above, the value "12" will be bound as the column value during an INSERT if no other value is supplied.

如果没有提供其他值，则在“INSERT”期间，值“12”将被绑定为列值。

A scalar value may also be associated with an UPDATE statement, though this is not very common (as UPDATE statements are usually looking for dynamic defaults):

标量值也可能与UPDATE语句相关联，尽管这不是很常见（因为UPDATE语句通常会查找动态默认值）：

Table("mytable", meta,

Column("somecolumn", Integer, onupdate=25))

### 3.3.2 Python-Executed Functions

The [Column.default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.default" \o "sqlalchemy.schema.Column) and [Column.onupdate](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.onupdate" \o "sqlalchemy.schema.Column) keyword arguments also accept Python functions. These functions are invoked at the time of insert or update if no other value for that column is supplied, and the value returned is used for the column's value. Below illustrates a crude "sequence" that assigns an incrementing counter to a primary key column:

Column.default和Column.onupdate关键字参数也接受Python函数。 如果没有提供该列的其他值，则在插入或更新时调用这些函数，并且返回的值用于列的值。 下面说明了一个粗略的“序列”，它将一个增量计数器分配给主键列：

*# a function which counts upwards*i = 0

**def** mydefault():

**global** i

i += 1

**return** i

t = Table("mytable", meta,

Column('id', Integer, primary\_key=**True**, default=mydefault),)

It should be noted that for real "incrementing sequence" behavior, the built-in capabilities of the database should normally be used, which may include sequence objects or other autoincrementing capabilities. For primary key columns, SQLAlchemy will in most cases use these capabilities automatically. See the API documentation for [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) including the [Column.autoincrement](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.autoincrement" \o "sqlalchemy.schema.Column) flag, as well as the section on [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) later in this chapter for background on standard primary key generation techniques.

应该注意的是，对于实际的“递增序列”行为，通常应该使用数据库的内置功能，其可以包括序列对象或其他自动增量功能。 对于主键列，SQLAlchemy在大多数情况下将自动使用这些功能。 请参阅列的API文档，其中包括Column.autoincrement标志，以及本章后面部分关于标准主键生成技术背景的部分。

To illustrate onupdate, we assign the Python datetime function now to the [Column.onupdate](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.onupdate" \o "sqlalchemy.schema.Column) attribute:

为了说明onupdate，我们现在将Python datetime函数分配给Column.onupdate属性：

**import** **datetime**

t = Table("mytable", meta,

Column('id', Integer, primary\_key=**True**),

*# define 'last\_updated' to be populated with datetime.now()*

Column('last\_updated', DateTime, onupdate=datetime.datetime.now),)

When an update statement executes and no value is passed for last\_updated, the datetime.datetime.now() Python function is executed and its return value used as the value for last\_updated. Notice that we provide now as the function itself without calling it (i.e. there are no parenthesis following) - SQLAlchemy will execute the function at the time the statement executes.

当执行update语句并且没有为last\_updated传递值时，将执行datetime.datetime.now() Python函数，并将其返回值用作last\_updated的值。 请注意，我们现在提供的函数本身没有调用它（即没有括号下面） - SQLAlchemy将在执行语句时执行该函数。

### Context-Sensitive Default Functions

The Python functions used by [Column.default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.default" \o "sqlalchemy.schema.Column) and [Column.onupdate](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.onupdate" \o "sqlalchemy.schema.Column) may also make use of the current statement's context in order to determine a value. The context of a statement is an internal SQLAlchemy object which contains all information about the statement being executed, including its source expression, the parameters associated with it and the cursor. The typical use case for this context with regards to default generation is to have access to the other values being inserted or updated on the row. To access the context, provide a function that accepts a single context argument:

Column.default和Column.onupdate使用的Python函数也可以使用当前语句的上下文来确定一个值。 语句的上下文是一个内部SQLAlchemy对象，其中包含有关正在执行的语句的所有信息，包括其源表达式，与其关联的参数和游标。 关于默认生成的上下文的典型用例是访问在该行上插入或更新的其他值。 要访问上下文，请提供一个接受单个上下文参数的函数：

**def** mydefault(context):

**return** context.current\_parameters['counter'] + 12

t = Table('mytable', meta,

Column('counter', Integer),

Column('counter\_plus\_twelve', Integer, default=mydefault, onupdate=mydefault))

Above we illustrate a default function which will execute for all INSERT and UPDATE statements where a value for counter\_plus\_twelve was otherwise not provided, and the value will be that of whatever value is present in the execution for the counter column, plus the number 12.

上面我们说明了一个默认的函数，它将为所有的INSERT和UPDATE语句执行，其中没有提供counter\_plus\_twelve的值，并且该值将是计数器列的执行中加上数字12的值。

While the context object passed to the default function has many attributes, the current\_parameters member is a special member provided only during the execution of a default function for the purposes of deriving defaults from its existing values. For a single statement that is executing many sets of bind parameters, the user-defined function is called for each set of parameters, and current\_parameters will be provided with each individual parameter set for each execution.

传递给默认函数的上下文对象具有许多属性，但current\_parameters成员是仅在执行默认函数时提供的特殊成员，以从其现有值中导出默认值。 对于执行许多绑定参数集合的单个语句，将为每组参数调用用户定义的函数，并为每个执行提供每个参数集的current\_parameters。

3.3.3 SQL Expressions

The "default" and "onupdate" keywords may also be passed SQL expressions, including select statements or direct function calls:

“默认”和“onupdate”关键字也可以传递SQL表达式，包括select语句或直接函数调用：

t = Table("mytable", meta,

Column('id', Integer, primary\_key=**True**),

*# define 'create\_date' to default to now()*

Column('create\_date', DateTime, default=func.now()),

*# define 'key' to pull its default from the 'keyvalues' table*

Column('key', String(20), default=keyvalues.select(keyvalues.c.type='type1', limit=1)),

*# define 'last\_modified' to use the current\_timestamp SQL function on update*

Column('last\_modified', DateTime, onupdate=func.utc\_timestamp())

)

Above, the create\_date column will be populated with the result of the now() SQL function (which, depending on backend, compiles into NOW() or CURRENT\_TIMESTAMP in most cases) during an INSERT statement, and the key column with the result of a SELECT subquery from another table. Thelast\_modified column will be populated with the value of UTC\_TIMESTAMP(), a function specific to MySQL, when an UPDATE statement is emitted for this table.

以上，在INSERT语句中，将使用now() SQL函数（其在多数情况下根据后端编译为NOW() 或CURRENT\_TIMESTAMP）的结果填充create\_date列，结果为a 从另一个表中选择子查询。 当为此表发出UPDATE语句时，Thelast\_modified列将填充UTC\_TIMESTAMP() 的值，这是MySQL特有的函数。

Note that when using func functions, unlike when using Python datetime functions we *do* call the function, i.e. with parenthesis "()" - this is because what we want in this case is the return value of the function, which is the SQL expression construct that will be rendered into the INSERT or UPDATE statement.

请注意，当使用func函数时，与使用Python datetime函数时不同，我们调用函数，即括号“() ” - 这是因为在这种情况下我们想要的是函数的返回值，即SQL表达式构造 这将被呈现为INSERT或UPDATE语句。

The above SQL functions are usually executed "inline" with the INSERT or UPDATE statement being executed, meaning, a single statement is executed which embeds the given expressions or subqueries within the VALUES or SET clause of the statement. Although in some cases, the function is "pre-executed" in a SELECT statement of its own beforehand. This happens when all of the following is true:

上述SQL函数通常在执行INSERT或UPDATE语句时执行“内联”，这意味着，执行一个单独的语句，它将给定的表达式或子查询嵌入在语句的VALUES或SET子句中。 虽然在某些情况下，该函数是事先在其自己的SELECT语句中“预执行”的。 当发生以下所有情况时都会发生这种情况：

* the column is a primary key column
* the database dialect does not support a usable cursor.lastrowid accessor (or equivalent); this currently includes PostgreSQL, Oracle, and Firebird, as well as some MySQL dialects.
* the dialect does not support the "RETURNING" clause or similar, or the implicit\_returning flag is set to False for the dialect. Dialects which support RETURNING currently include PostgreSQL, Oracle, Firebird, and MS-SQL.
* the statement is a single execution, i.e. only supplies one set of parameters and doesn't use "executemany" behavior
* the inline=True flag is not set on the [Insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert" \o "sqlalchemy.sql.expression.Insert) or [Update()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update" \o "sqlalchemy.sql.expression.Update) construct, and the statement has not defined an explicit returning() clause.

Whether or not the default generation clause "pre-executes" is not something that normally needs to be considered, unless it is being addressed for performance reasons.

默认生成条款“预执行”是否不是通常需要考虑的事情，除非出于性能原因而被解决。

When the statement is executed with a single set of parameters (that is, it is not an "executemany" style execution), the returned [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) will contain a collection accessible via [ResultProxy.postfetch\_cols()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.postfetch_cols" \o "sqlalchemy.engine.ResultProxy.postfetch_cols) which contains a list of all [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects which had an inline-executed default. Similarly, all parameters which were bound to the statement, including all Python and SQL expressions which were pre-executed, are present in the [ResultProxy.last\_inserted\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.last_inserted_params" \o "sqlalchemy.engine.ResultProxy.last_inserted_params) or [ResultProxy.last\_updated\_params()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.last_updated_params" \o "sqlalchemy.engine.ResultProxy.last_updated_params) collections on [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy). The [ResultProxy.inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key) collection contains a list of primary key values for the row inserted (a list so that single-column and composite-column primary keys are represented in the same format).

当使用单个参数集执行语句（即不是执行“执行方式”）时，返回的ResultProxy将包含可通过ResultProxy.postfetch\_cols() 访问的集合，该集合包含所有列对象的列表， 一个内联执行的默认值。 类似地，绑定到语句的所有参数，包括预先执行的所有Python和SQL表达式都存在于ResultProxy上的ResultProxy.last\_inserted\_params() 或ResultProxy.last\_updated\_params() 集合中。 ResultProxy.inserted\_primary\_key集合包含插入行的主键值列表（列表，以使单列和复合列主键以相同的格式表示）。

3.3.4 Server Side Defaults

A variant on the SQL expression default is the [Column.server\_default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.server_default" \o "sqlalchemy.schema.Column), which gets placed in the CREATE TABLE statement during a [Table.create()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.create" \o "sqlalchemy.schema.Table.create)operation:

SQL表达式默认的变体是Column.server\_default，它在Table.create() 操作期间被放置在CREATE TABLE语句中：

t = Table('test', meta,

Column('abc', String(20), server\_default='abc'),

Column('created\_at', DateTime, server\_default=text("sysdate")))

A create call for the above table will produce:

CREATE TABLE test (

abc varchar(20) default 'abc',

created\_at datetime default sysdate)

The behavior of [Column.server\_default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.server_default" \o "sqlalchemy.schema.Column) is similar to that of a regular SQL default; if it's placed on a primary key column for a database which doesn't have a way to "postfetch" the ID, and the statement is not "inlined", the SQL expression is pre-executed; otherwise, SQLAlchemy lets the default fire off on the database side normally.

Column.server\_default的行为类似于常规SQL默认值的行为; 如果它放置在数据库的主键列上，该数据库没有方法“后续”该ID，并且该语句不是“内联”，那么SQL表达式是预先执行的; 否则，SQLAlchemy允许在数据库端正常关闭默认值。

3.3.5 Triggered Columns

Columns with values set by a database trigger or other external process may be called out using [FetchedValue](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.FetchedValue" \o "sqlalchemy.schema.FetchedValue) as a marker:

可以使用FetchedValue作为标记来调用具有数据库触发器或其他外部进程设置的值的列：

t = Table('test', meta,

Column('abc', String(20), server\_default=FetchedValue()),

Column('def', String(20), server\_onupdate=FetchedValue()))

These markers do not emit a "default" clause when the table is created, however they do set the same internal flags as a static server\_default clause, providing hints to higher-level tools that a "post-fetch" of these rows should be performed after an insert or update.

当创建表时，这些标记不会发出“默认”子句，但是它们设置与静态server\_default子句相同的内部标志，为更高级别的工具提供提示，以便执行这些行的“后置” 插入或更新后。

**Note**

It's generally not appropriate to use [FetchedValue](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.FetchedValue" \o "sqlalchemy.schema.FetchedValue) in conjunction with a primary key column, particularly when using the ORM or any other scenario where the [ResultProxy.inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key) attribute is required. This is becaue the "post-fetch" operation requires that the primary key value already be available, so that the row can be selected on its primary key.

将FetchedValue与主键列结合使用通常是不合适的，特别是在使用ORM或需要ResultProxy.inserted\_primary\_key属性的任何其他场景时。 这是因为“后抓取”操作要求主键值已经可用，以便可以在其主键上选择该行。

For a server-generated primary key value, all databases provide special accessors or other techniques in order to acquire the "last inserted primary key" column of a table. These mechanisms aren't affected by the presence of [FetchedValue](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.FetchedValue" \o "sqlalchemy.schema.FetchedValue). For special situations where triggers are used to generate primary key values, and the database in use does not support the RETURNING clause, it may be necessary to forego the usage of the trigger and instead apply the SQL expression or function as a "pre execute" expression:

对于服务器生成的主键值，所有数据库都提供特殊的访问器或其他技术，以获取表的“最后插入的主键”列。 这些机制不受FetchedValue的存在的影响。 对于使用触发器来生成主键值的特殊情况，正在使用的数据库不支持RETURNING子句，可能需要放弃触发器的使用，而将SQL表达式或函数应用于“预执行” 表达：

t = Table('test', meta,

Column('abc', MyType, default=func.generate\_new\_value(), primary\_key=**True**))

Where above, when [Table.insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.insert" \o "sqlalchemy.schema.Table.insert) is used, the func.generate\_new\_value() expression will be pre-executed in the context of a scalar SELECT statement, and the new value will be applied to the subsequent INSERT, while at the same time being made available to the [ResultProxy.inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key) attribute.

在上面的位置，当使用Table.insert() 时，func.generate\_new\_value() 表达式将在标量SELECT语句的上下文中预先执行，并且新值将被应用于后续的INSERT，同时 被提供给ResultProxy.inserted\_primary\_key属性。

3.3.6 Defining Sequences

SQLAlchemy represents database sequences using the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) object, which is considered to be a special case of "column default". It only has an effect on databases which have explicit support for sequences, which currently includes PostgreSQL, Oracle, and Firebird. The [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) object is otherwise ignored.

SQLAlchemy表示使用Sequence对象的数据库序列，它被认为是“column default”的特殊情况。 它只对具有明确支持序列的数据库产生影响，目前它们包括PostgreSQL，Oracle和Firebird。 否则将忽略Sequence对象。

The [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) may be placed on any column as a "default" generator to be used during INSERT operations, and can also be configured to fire off during UPDATE operations if desired. It is most commonly used in conjunction with a single integer primary key column:

序列可以放置在任何列作为在INSERT操作期间使用的“默认”生成器，并且还可以被配置为在UPDATE操作期间按需要触发。 它最常用于单个整数主键列：

table = Table("cartitems", meta,

Column(

"cart\_id",

Integer,

Sequence('cart\_id\_seq', metadata=meta), primary\_key=**True**),

Column("description", String(40)),

Column("createdate", DateTime()))

Where above, the table "cartitems" is associated with a sequence named "cart\_id\_seq". When INSERT statements take place for "cartitems", and no value is passed for the "cart\_id" column, the "cart\_id\_seq" sequence will be used to generate a value. Typically, the sequence function is embedded in the INSERT statement, which is combined with RETURNING so that the newly generated value can be returned to the Python code:

在上方，“cartitems”表与名为“cart\_id\_seq”的序列相关联。 当“cartitems”发生INSERT语句时，“cart\_id”列不会传递任何值，“cart\_id\_seq”序列将用于生成一个值。 通常，序列函数嵌入到INSERT语句中，该语句与RETURNING相结合，以便将新生成的值返回给Python代码：

INSERT INTO cartitems (cart\_id, description, createdate)VALUES (next\_val(cart\_id\_seq), 'some description', '2015-10-15 12:00:15')RETURNING cart\_id

When the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) is associated with a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) as its ****Python-side**** default generator, the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) will also be subject to "CREATE SEQUENCE" and "DROP SEQUENCE" DDL when similar DDL is emitted for the owning [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table). This is a limited scope convenience feature that does not accommodate for inheritance of other aspects of the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), such as the default schema. Therefore, it is best practice that for a [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) which is local to a certain [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) / [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), that it be explicitly associated with the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) using the [Sequence.metadata](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.params.metadata" \o "sqlalchemy.schema.Sequence) parameter. See the section [Associating a Sequence with the MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sequence-metadata) for more background on this.

当序列与一个列作为其Python端默认生成器相关联时，当发布相似的DDL时，序列也将受到“CREATE SEQUENCE”和“DROP SEQUENCE”DDL的约束。 这是一个有限范围的便利功能，不适用于MetaData的其他方面的继承，例如默认模式。 因此，最好的做法是对于特定列/表的本地的序列，它使用Sequence.metadata参数与MetaData显式关联。 有关更多背景信息，请参阅将序列与MetaData关联的部分。

### Associating a Sequence on a SERIAL column

PostgreSQL's SERIAL datatype is an auto-incrementing type that implies the implicit creation of a PostgreSQL sequence when CREATE TABLE is emitted. If a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)specifies an explicit [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) object which also specifies a true value for the [Sequence.optional](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.params.optional" \o "sqlalchemy.schema.Sequence) boolean flag, the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) will not take effect under PostgreSQL, and the SERIAL datatype will proceed normally. Instead, the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) will only take effect when used against other sequence-supporting databases, currently Oracle and Firebird.

PostgreSQL的SERIAL数据类型是一种自动递增类型，意味着在发布CREATE TABLE时隐式创建PostgreSQL序列。 如果一个Columnspecified一个显式Sequence对象，该对象也为Sequence.optional布尔标志指定了一个真正的值，则Sequence不会在PostgreSQL下生效，SERIAL数据类型将正常进行。 相反，序列仅在与其他支持序列的数据库（目前为Oracle和Firebird）一起使用时生效。

### Executing a Sequence Standalone

A SEQUENCE is a first class schema object in SQL and can be used to generate values independently in the database. If you have a [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) object, it can be invoked with its "next value" instruction by passing it directly to a SQL execution method:

SEQUENCE是SQL中的第一类模式对象，可用于在数据库中独立生成值。 如果您有一个Sequence对象，则可以通过将其“下一个值”指令直接传递给SQL执行方法来调用它。

**with** my\_engine.connect() **as** conn:

seq = Sequence('some\_sequence')

nextid = conn.execute(seq)

In order to embed the "next value" function of a [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) inside of a SQL statement like a SELECT or INSERT, use the [Sequence.next\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.next_value" \o "sqlalchemy.schema.Sequence.next_value) method, which will render at statement compilation time a SQL function that is appropriate for the target backend:

为了在SQL语句（如SELECT或INSERT）中嵌入Sequence的“next value”函数，请使用Sequence.next\_value() 方法，它将在语句编译时渲染适合于目标后端的SQL函数：

**>>>** my\_seq = Sequence('some\_sequence')

**>>>** stmt = select([my\_seq.next\_value()])

**>>>** print stmt.compile(dialect=postgresql.dialect())SELECT nextval('some\_sequence') AS next\_value\_1

### Associating a Sequence with the MetaData

For many years, the SQLAlchemy documentation referred to the example of associating a [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) with a table as follows:

多年来，SQLAlchemy文档参考了将Sequence与表相关联的示例如下：

table = Table("cartitems", meta,

Column("cart\_id", Integer, Sequence('cart\_id\_seq'),

primary\_key=**True**),

Column("description", String(40)),

Column("createdate", DateTime()))

While the above is a prominent idiomatic pattern, it is recommended that the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) in most cases be explicitly associated with the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), using the [Sequence.metadata](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.params.metadata" \o "sqlalchemy.schema.Sequence) parameter:

虽然上述是一个突出的惯用模式，但建议使用Sequence.metadata参数，大多数情况下，Sequence与MetaData明确关联：

table = Table("cartitems", meta,

Column(

"cart\_id",

Integer,

Sequence('cart\_id\_seq', metadata=meta), primary\_key=**True**),

Column("description", String(40)),

Column("createdate", DateTime()))

The [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) object is a first class schema construct that can exist independently of any table in a database, and can also be shared among tables. Therefore SQLAlchemy does not implicitly modify the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) when it is associated with a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object as either the Python-side or server-side default generator. While the CREATE SEQUENCE / DROP SEQUENCE DDL is emitted for a [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) defined as a Python side generator at the same time the table itself is subject to CREATE or DROP, this is a convenience feature that does not imply that the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) is fully associated with the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object.

Sequence对象是可以独立于数据库中的任何表存在的第一类模式构造，也可以在表之间共享。 因此，当与Column对象关联时，SQLAlchemy不会将Sequence与.NET端或服务器端的默认生成器相关联。 虽然CREATE SEQUENCE / DROP SEQUENCE DDL被发布为定义为Python边生成器的序列，但表本身也受到CREATE或DROP的约束，这是一个方便的功能，并不意味着Sequence与元数据对象。

Explicitly associating the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) with [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) allows for the following behaviors:

显式地将序列与MetaData相关联允许以下行为：

* The [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) will inherit the [MetaData.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.schema" \o "sqlalchemy.schema.MetaData) parameter specified to the target [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), which affects the production of CREATE / DROP DDL, if any.序列将继承指定给目标MetaData的MetaData.schema参数，影响CREATE / DROP DDL的生成（如果有）。
* The [Sequence.create()](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.create" \o "sqlalchemy.schema.Sequence.create) and [Sequence.drop()](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.drop" \o "sqlalchemy.schema.Sequence.drop) methods automatically use the engine bound to the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object, if any.Sequence.create() 和Sequence.drop() 方法自动使用绑定到MetaData对象的引擎（如果有的话）。
* The [MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) and [MetaData.drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all) methods will emit CREATE / DROP for this [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence), even if the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) is not associated with any [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) / [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) that's a member of this [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData).MetaData.create\_all() 和MetaData.drop\_all() 方法将为此序列发出CREATE / DROP，即使该序列与此MetaData的任何表/列不相关联。

Since the vast majority of cases that deal with [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) expect that [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) to be fully "owned" by the assocated [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and that options like default schema are propagated, setting the [Sequence.metadata](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.params.metadata" \o "sqlalchemy.schema.Sequence) parameter should be considered a best practice.

由于处理Sequence的绝大多数情况都希望Sequence被完全“关联”到表中，并且默认模式等选项也被传播，所以设置Sequence.metadata参数应该被认为是最佳做法。

### Associating a Sequence as the Server Side Default

The preceding sections illustrate how to associate a [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) with a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) as the ****Python side default generator****:

前面的部分说明了如何将一个序列与一个列相关联作为Python侧的默认生成器：

Column(

"cart\_id", Integer, Sequence('cart\_id\_seq', metadata=meta),

primary\_key=**True**)

In the above case, the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) will automatically be subject to CREATE SEQUENCE / DROP SEQUENCE DDL when the related [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) is subject to CREATE / DROP. However, the sequence will ****not**** be present as the server-side default for the column when CREATE TABLE is emitted.

在上述情况下，当相关表格受到CREATE / DROP的影响时，序列将自动受到CREATE SEQUENCE / DROP SEQUENCE DDL的约束。 但是，当发出CREATE TABLE时，该序列将不会作为列的服务器端默认存在。

If we want the sequence to be used as a server-side default, meaning it takes place even if we emit INSERT commands to the table from the SQL command line, we can use the [Column.server\_default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.server_default" \o "sqlalchemy.schema.Column) parameter in conjunction with the value-generation function of the sequence, available from the [Sequence.next\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.next_value" \o "sqlalchemy.schema.Sequence.next_value)method. Below we illustrate the same [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) being associated with the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) both as the Python-side default generator as well as the server-side default generator:

如果我们希望将序列用作服务器端默认，即使我们从SQL命令行向表发出INSERT命令，也可以使用Column.server\_default参数与值生成函数 的序列，可从Sequence.next\_value() 方法获得。 下面我们将将与Column相关联的序列与Python侧默认生成器以及服务器端默认生成器进行说明：

cart\_id\_seq = Sequence('cart\_id\_seq', metadata=meta)table = Table("cartitems", meta,

Column(

"cart\_id", Integer, cart\_id\_seq,

server\_default=cart\_id\_seq.next\_value(), primary\_key=**True**),

Column("description", String(40)),

Column("createdate", DateTime()))

or with the ORM:

**class** **CartItem**(Base):

\_\_tablename\_\_ = 'cartitems'

cart\_id\_seq = Sequence('cart\_id\_seq', metadata=Base.metadata)

cart\_id = Column(

Integer, cart\_id\_seq,

server\_default=cart\_id\_seq.next\_value(), primary\_key=**True**)

description = Column(String(40))

createdate = Column(DateTime)

When the "CREATE TABLE" statement is emitted, on PostgreSQL it would be emitted as:

CREATE TABLE cartitems (

cart\_id INTEGER DEFAULT nextval('cart\_id\_seq') NOT NULL,

description VARCHAR(40),

createdate TIMESTAMP WITHOUT TIME ZONE,

PRIMARY KEY (cart\_id))

Placement of the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) in both the Python-side and server-side default generation contexts ensures that the "primary key fetch" logic works in all cases. Typically, sequence-enabled databases also support RETURNING for INSERT statements, which is used automatically by SQLAlchemy when emitting this statement. However if RETURNING is not used for a particular insert, then SQLAlchemy would prefer to "pre-execute" the sequence outside of the INSERT statement itself, which only works if the sequence is included as the Python-side default generator function.

序列在Python侧和服务器端默认生成上下文中的放置可确保“主键提取”逻辑在所有情况下都可以工作。 通常，启用顺序的数据库还支持对INSERT语句进行RETURNING，由SQLAlchemy在发出此语句时自动使用。 但是，如果RETURNING不用于特定的插入，那么SQLAlchemy更喜欢“预执行”INSERT语句本身之外的序列，只有当该序列作为Python侧的默认生成函数包含时，它才起作用。

The example also associates the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) with the enclosing [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) directly, which again ensures that the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) is fully associated with the parameters of the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) collection including the default schema, if any.

该示例还将Sequence与包含的MetaData直接相关联，这再次确保Sequence与MetaData集合的参数完全关联，包括默认模式（如果有）。

**See also**

[Sequences/SERIAL](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "postgresql-sequences) - in the PostgreSQL dialect documentation

[RETURNING Support](http://docs.sqlalchemy.org/en/rel_1_1/dialects/oracle.html" \l "oracle-returning) - in the Oracle dialect documentation

3.3.7 Default Objects API

*class*sqlalchemy.schema.**ColumnDefault**(*arg*, *\*\*kwargs*)

Bases: [sqlalchemy.schema.DefaultGenerator](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.DefaultGenerator" \o "sqlalchemy.schema.DefaultGenerator)

A plain default value on a column.

[ColumnDefault](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.ColumnDefault" \o "sqlalchemy.schema.ColumnDefault) can be passed positionally as well.

列上的普通默认值。

This could correspond to a constant, a callable function, or a SQL clause.

这可以对应于常量，可调用函数或SQL子句。

[ColumnDefault](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.ColumnDefault" \o "sqlalchemy.schema.ColumnDefault) is generated automatically whenever the default, onupdate arguments of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) are used. A

每当使用默认的onupdate参数时，ColumnDefault会自动生成。 ColumnDefault也可以在位置上传递。

For example, the following:

Column('foo', Integer, default=50)

Is equivalent to:

Column('foo', Integer, ColumnDefault(50))

*class*sqlalchemy.schema.**DefaultClause**(*arg*, *for\_update=False*, *\_reflected=False*)

Bases: [sqlalchemy.schema.FetchedValue](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.FetchedValue" \o "sqlalchemy.schema.FetchedValue)

A DDL-specified DEFAULT column value.

一个DDL指定的DEFAULT列值。

[DefaultClause](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.DefaultClause" \o "sqlalchemy.schema.DefaultClause) is a [FetchedValue](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.FetchedValue" \o "sqlalchemy.schema.FetchedValue) that also generates a "DEFAULT" clause when "CREATE TABLE" is emitted.

DefaultClause是一个FetchedValue，当发出“CREATE TABLE”时也会生成一个“DEFAULT”子句。

[DefaultClause](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.DefaultClause" \o "sqlalchemy.schema.DefaultClause) is generated automatically whenever the server\_default, server\_onupdate arguments of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) are used. A [DefaultClause](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.DefaultClause" \o "sqlalchemy.schema.DefaultClause)can be passed positionally as well.

每当使用列的server\_default，server\_onupdate参数时，将自动生成DefaultClause。 一个DefaultClausecan也可以通过位置。

For example, the following:

Column('foo', Integer, server\_default="50")

Is equivalent to:

Column('foo', Integer, DefaultClause("50"))

*class*sqlalchemy.schema.**DefaultGenerator**(*for\_update=False*)

Bases: sqlalchemy.schema.\_NotAColumnExpr, [sqlalchemy.schema.SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Base class for column *default* values.

*class*sqlalchemy.schema.**FetchedValue**(*for\_update=False*)

Bases: sqlalchemy.schema.\_NotAColumnExpr, sqlalchemy.sql.expression.SchemaEventTarget

A marker for a transparent database-side default.

透明数据库端默认的标记。

Use [FetchedValue](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.FetchedValue" \o "sqlalchemy.schema.FetchedValue) when the database is configured to provide some automatic default for a column.

当数据库配置为列提供一些自动默认值时，请使用FetchedValue。

E.g.:

Column('foo', Integer, FetchedValue())

Would indicate that some trigger or default generator will create a new value for the foo column during an INSERT.

将指示一些触发器或默认生成器将在INSERT期间为foo列创建一个新值。

**See also**

[Triggered Columns](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "triggered-columns)

*class*sqlalchemy.schema.**PassiveDefault**(*\*arg*, *\*\*kw*)

Bases: [sqlalchemy.schema.DefaultClause](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.DefaultClause" \o "sqlalchemy.schema.DefaultClause)

A DDL-specified DEFAULT column value.

*Deprecated since version 0.6:*[PassiveDefault](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.PassiveDefault" \o "sqlalchemy.schema.PassiveDefault) is deprecated. Use [DefaultClause](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.DefaultClause" \o "sqlalchemy.schema.DefaultClause).

*class*sqlalchemy.schema.**Sequence**(*name*, *start=None*, *increment=None*, *minvalue=None*, *maxvalue=None*, *nominvalue=None*, *nomaxvalue=None*, *cycle=None*, *schema=None*, *cache=None*, *order=None*, *optional=False*, *quote=None*, *metadata=None*, *quote\_schema=None*, *for\_update=False*)

Bases: [sqlalchemy.schema.DefaultGenerator](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.DefaultGenerator" \o "sqlalchemy.schema.DefaultGenerator)

Represents a named database sequence.

表示一个命名数据库序列。

The [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) object represents the name and configurational parameters of a database sequence. It also represents a construct that can be "executed" by a SQLAlchemy [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), rendering the appropriate "next value" function for the target database and returning a result.

Sequence对象表示数据库序列的名称和配置参数。 它还表示可以由SQLAlchemy Engine或Connection“执行”的结构，为目标数据库提供适当的“下一个值”函数并返回结果。

The [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) is typically associated with a primary key column:

序列通常与主键列相关联：

some\_table = Table(

'some\_table', metadata,

Column('id', Integer, Sequence('some\_table\_seq'),

primary\_key=**True**))

When CREATE TABLE is emitted for the above [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), if the target platform supports sequences, a CREATE SEQUENCE statement will be emitted as well. For platforms that don't support sequences, the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) construct is ignored.

当为上表发出CREATE TABLE时，如果目标平台支持序列，则也会发出CREATE SEQUENCE语句。 对于不支持序列的平台，将忽略Sequence构造。

**See also**

[CreateSequence](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateSequence" \o "sqlalchemy.schema.CreateSequence)

[DropSequence](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DropSequence" \o "sqlalchemy.schema.DropSequence)

**\_\_init\_\_**(*name*, *start=None*, *increment=None*, *minvalue=None*, *maxvalue=None*, *nominvalue=None*, *nomaxvalue=None*, *cycle=None*, *schema=None*, *cache=None*, *order=None*, *optional=False*, *quote=None*, *metadata=None*, *quote\_schema=None*, *for\_update=False*)

Construct a [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) object.

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – The name of the sequence. * ****start**** – the starting index of the sequence. This value is used when the CREATE SEQUENCE command is emitted to the database as the value of the "START WITH" clause. If None, the clause is omitted, which on most platforms indicates a starting value of 1. * ****increment**** – the increment value of the sequence. This value is used when the CREATE SEQUENCE command is emitted to the database as the value of the "INCREMENT BY" clause. If None, the clause is omitted, which on most platforms indicates an increment of 1. * ****minvalue –****the minimum value of the sequence. This value is used when the CREATE SEQUENCE command is emitted to the database as the value of the "MINVALUE" clause. If None, the clause is omitted, which on most platforms indicates a minvalue of 1 and -2^63-1 for ascending and descending sequences, respectively.序列的最小值。 当将CREATE SEQUENCE命令作为“MINVALUE”子句的值发送到数据库时，将使用此值。 如果没有，则省略该子句，大多数平台上分别表示升序和降序的小值为1和-2 ^ 63-1。   *New in version 1.0.7.*   * ****maxvalue –****the maximum value of the sequence. This value is used when the CREATE SEQUENCE command is emitted to the database as the value of the "MAXVALUE" clause. If None, the clause is omitted, which on most platforms indicates a maxvalue of 2^63-1 and -1 for ascending and descending sequences, respectively.序列的最大值。 当将CREATE SEQUENCE命令作为“MAXVALUE”子句的值发送到数据库时，将使用此值。 如果None，则省略该子句，大多数平台上分别表示升序和降序的最大值为2 ^ 63-1，-1。   *New in version 1.0.7.*   * ****nominvalue –****no minimum value of the sequence. This value is used when the CREATE SEQUENCE command is emitted to the database as the value of the "NO MINVALUE" clause. If None, the clause is omitted, which on most platforms indicates a minvalue of 1 and -2^63-1 for ascending and descending sequences, respectively.没有序列的最小值。 当将CREATE SEQUENCE命令作为“NO MINVALUE”子句的值发送到数据库时，将使用此值。 如果没有，则省略该子句，大多数平台上分别表示升序和降序的小值为1和-2 ^ 63-1。   *New in version 1.0.7.*   * ****nomaxvalue –****no maximum value of the sequence. This value is used when the CREATE SEQUENCE command is emitted to the database as the value of the "NO MAXVALUE" clause. If None, the clause is omitted, which on most platforms indicates a maxvalue of 2^63-1 and -1 for ascending and descending sequences, respectively.没有序列的最大值。 当将CREATE SEQUENCE命令作为“NO MAXVALUE”子句的值发送到数据库时，将使用此值。 如果None，则省略该子句，大多数平台上分别表示升序和降序的最大值为2 ^ 63-1，-1。   *New in version 1.0.7.*   * ****cycle –****allows the sequence to wrap around when the maxvalue or minvalue has been reached by an ascending or descending sequence respectively. This value is used when the CREATE SEQUENCE command is emitted to the database as the "CYCLE" clause. If the limit is reached, the next number generated will be the minvalue or maxvalue, respectively. If cycle=False (the default) any calls to nextval after the sequence has reached its maximum value will return an error.当分别以升序或降序达到最大值或最小值时，允许序列循环。 当将CREATE SEQUENCE命令作为“CYCLE”子句发送到数据库时，将使用此值。 如果达到极限，则生成的下一个数字将分别为最小值或最大值。 如果cycle = False（默认值）在序列达到其最大值后对nextval的任何调用都将返回错误。   *New in version 1.0.7.*   * ****schema**** – Optional schema name for the sequence, if located in a schema other than the default. The rules for selecting the schema name when a [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) is also present are the same as that of [Table.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.schema" \o "sqlalchemy.schema.Table).序列的可选模式名称，如果位于不同于默认模式的模式中。 当MetaData也存在时，选择模式名称的规则与Table.schema相同。 * ****cache –****optional integer value; number of future values in the sequence which are calculated in advance. Renders the CACHE keyword understood by Oracle and PostgreSQL.可选整数值; 预先计算的序列中未来值的数量。 呈现Oracle和PostgreSQL理解的CACHE关键字。   *New in version 1.1.12.*   * ****order –****optional boolean value; if true, renders the ORDER keyword, understood by Oracle, indicating the sequence is definitively ordered. May be necessary to provide deterministic ordering using Oracle RAC.可选布尔值; 如果为true，则呈现由Oracle了解的ORDER关键字，表明序列已被明确排序。 可能需要使用Oracle RAC提供确定性的排序。   *New in version 1.1.12.*   * ****optional**** – boolean value, when True, indicates that this [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) object only needs to be explicitly generated on backends that don't provide another way to generate primary key identifiers. Currently, it essentially means, "don't create this sequence on the PostgreSQL backend, where the SERIAL keyword creates a sequence for us automatically".布尔值，当为True时，表示此Sequence对象仅需要在不提供另一种方式生成主键标识符的后端上显式生成。 目前，它基本上意味着“不要在PostgreSQL后端创建此序列，其中SERIAL关键字自动为我们创建一个序列”。 * ****quote**** – boolean value, when True or False, explicitly forces quoting of the schema name on or off. When left at its default of None, normal quoting rules based on casing and reserved words take place.布尔值，当为True或False时，显式地强制引用模式名称打开或关闭。 当默认为无，基于套管和保留字的正常引用规则发生。 * ****quote\_schema**** – set the quoting preferences for the schema name.设置模式名称的引用首选项。 * ****metadata –****optional [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object which this [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) will be associated with. A [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) that is associated with a [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) gains the following capabilities:此序列将与之相关联的可选MetaData对象。 与MetaData相关联的序列获得以下功能：   + The [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) will inherit the [MetaData.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.schema" \o "sqlalchemy.schema.MetaData) parameter specified to the target [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), which affects the production of CREATE / DROP DDL, if any.   + The [Sequence.create()](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.create" \o "sqlalchemy.schema.Sequence.create) and [Sequence.drop()](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.drop" \o "sqlalchemy.schema.Sequence.drop) methods automatically use the engine bound to the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object, if any.   + The [MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) and [MetaData.drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all) methods will emit CREATE / DROP for this [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence), even if the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence)is not associated with any [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) / [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) that's a member of this [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData).   The above behaviors can only occur if the [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) is explicitly associated with the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) via this parameter.  **See also**  [Associating a Sequence with the MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sequence-metadata) - full discussion of the [Sequence.metadata](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence.params.metadata" \o "sqlalchemy.schema.Sequence) parameter.   * ****for\_update**** – Indicates this [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence), when associated with a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), should be invoked for UPDATE statements on that column's table, rather than for INSERT statements, when no value is otherwise present for that column in the statement.当该列与列关联时，表示此序列应该在该列的表上调用UPDATE语句，而不是在该语句中该列不存在值的情况下用于INSERT语句。 |

**create**(*bind=None*, *checkfirst=True*)

Creates this sequence in the database.

**drop**(*bind=None*, *checkfirst=True*)

Drops this sequence from the database.

**next\_value**()

Return a [next\_value](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.next_value" \o "sqlalchemy.sql.functions.next_value) function element which will render the appropriate increment function for this [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) within any SQL expression.

## 3.4 Defining Constraints and Indexes

This section will discuss SQL [constraints](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-constraints) and indexes. In SQLAlchemy the key classes include [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) and [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index).

3.4.1 Defining Foreign Keys

A *foreign key* in SQL is a table-level construct that constrains one or more columns in that table to only allow values that are present in a different set of columns, typically but not always located on a different table. We call the columns which are constrained the *foreign key* columns and the columns which they are constrained towards the *referenced* columns. The referenced columns almost always define the primary key for their owning table, though there are exceptions to this. The foreign key is the "joint" that connects together pairs of rows which have a relationship with each other, and SQLAlchemy assigns very deep importance to this concept in virtually every area of its operation.

In SQLAlchemy as well as in DDL, foreign key constraints can be defined as additional attributes within the table clause, or for single-column foreign keys they may optionally be specified within the definition of a single column. The single column foreign key is more common, and at the column level is specified by constructing a [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) object as an argument to a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object:

user\_preference = Table('user\_preference', metadata,

Column('pref\_id', Integer, primary\_key=**True**),

Column('user\_id', Integer, ForeignKey("user.user\_id"), nullable=**False**),

Column('pref\_name', String(40), nullable=**False**),

Column('pref\_value', String(100)))

Above, we define a new table user\_preference for which each row must contain a value in the user\_id column that also exists in the user table's user\_idcolumn.

The argument to [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) is most commonly a string of the form *<tablename>.<columnname>*, or for a table in a remote schema or "owner" of the form *<schemaname>.<tablename>.<columnname>*. It may also be an actual [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object, which as we'll see later is accessed from an existing [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object via its ccollection:

ForeignKey(user.c.user\_id)

The advantage to using a string is that the in-python linkage between user and user\_preference is resolved only when first needed, so that table objects can be easily spread across multiple modules and defined in any order.

Foreign keys may also be defined at the table level, using the [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) object. This object can describe a single- or multi-column foreign key. A multi-column foreign key is known as a *composite* foreign key, and almost always references a table that has a composite primary key. Below we define a table invoice which has a composite primary key:

invoice = Table('invoice', metadata,

Column('invoice\_id', Integer, primary\_key=**True**),

Column('ref\_num', Integer, primary\_key=**True**),

Column('description', String(60), nullable=**False**))

And then a table invoice\_item with a composite foreign key referencing invoice:

invoice\_item = Table('invoice\_item', metadata,

Column('item\_id', Integer, primary\_key=**True**),

Column('item\_name', String(60), nullable=**False**),

Column('invoice\_id', Integer, nullable=**False**),

Column('ref\_num', Integer, nullable=**False**),

ForeignKeyConstraint(['invoice\_id', 'ref\_num'], ['invoice.invoice\_id', 'invoice.ref\_num']))

It's important to note that the [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) is the only way to define a composite foreign key. While we could also have placed individual [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey)objects on both the invoice\_item.invoice\_id and invoice\_item.ref\_num columns, SQLAlchemy would not be aware that these two values should be paired together - it would be two individual foreign key constraints instead of a single composite foreign key referencing two columns.

### Creating/Dropping Foreign Key Constraints via ALTER

The behavior we've seen in tutorials and elsewhere involving foreign keys with DDL illustrates that the constraints are typically rendered "inline" within the CREATE TABLE statement, such as:

**CREATE** **TABLE** addresses (

id INTEGER **NOT** **NULL**,

user\_id INTEGER,

email\_address VARCHAR **NOT** **NULL**,

**PRIMARY** **KEY** (id),

**CONSTRAINT** user\_id\_fk **FOREIGN** **KEY**(user\_id) **REFERENCES** users (id))

The CONSTRAINT .. FOREIGN KEY directive is used to create the constraint in an "inline" fashion within the CREATE TABLE definition.

CONSTRAINT .. FOREIGN KEY指令用于在CREATE TABLE定义中以“内联”方式创建约束。 The[MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) and [MetaData.drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all) methods do this by default, using a topological sort of all the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects involved such that tables are created and dropped in order of their foreign key dependency (this sort is also available via the [MetaData.sorted\_tables](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.sorted_tables" \o "sqlalchemy.schema.MetaData.sorted_tables) accessor).

TheMetaData.create\_all() 和MetaData.drop\_all() 方法默认情况下使用所涉及的所有表对象的拓扑排序，以便按照其外键依赖性的顺序创建和删除表（此类也可通过MetaData.sorted\_tables访问）。

This approach can't work when two or more foreign key constraints are involved in a "dependency cycle", where a set of tables are mutually dependent on each other, assuming the backend enforces foreign keys (always the case except on SQLite, MySQL/MyISAM). The methods will therefore break out constraints in such a cycle into separate ALTER statements, on all backends other than SQLite which does not support most forms of ALTER. Given a schema like:

当两个或多个外键约束涉及“依赖关系周期”时，这种方法无法工作，其中一组表彼此相互依赖，假设后端强制执行外键（除了SQLite，MySQL /MyISAM数据）。 因此，这些方法会将这种循环中的约束分解为单独的ALTER语句，除了不支持大多数形式的ALTER的SQLite之外的所有后端。 给出一个模式，如：

node = Table(

'node', metadata,

Column('node\_id', Integer, primary\_key=**True**),

Column(

'primary\_element', Integer,

ForeignKey('element.element\_id')

))

element = Table(

'element', metadata,

Column('element\_id', Integer, primary\_key=**True**),

Column('parent\_node\_id', Integer),

ForeignKeyConstraint(

['parent\_node\_id'], ['node.node\_id'],

name='fk\_element\_parent\_node\_id'

))

When we call upon [MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) on a backend such as the PostgreSQL backend, the cycle between these two tables is resolved and the constraints are created separately:

当我们在后端（如PostgreSQL后端）上调用MetaData.create\_all() 时，会解决这两个表之间的循环，并分别创建约束：

**>>> with** engine.connect() **as** conn:

**...**  metadata.create\_all(conn, checkfirst=False)

CREATE TABLE element (

element\_id SERIAL NOT NULL,

parent\_node\_id INTEGER,

PRIMARY KEY (element\_id)

)

CREATE TABLE node (

node\_id SERIAL NOT NULL,

primary\_element INTEGER,

PRIMARY KEY (node\_id)

)

ALTER TABLE element ADD CONSTRAINT fk\_element\_parent\_node\_id

FOREIGN KEY(parent\_node\_id) REFERENCES node (node\_id)

ALTER TABLE node ADD FOREIGN KEY(primary\_element)

REFERENCES element (element\_id)

In order to emit DROP for these tables, the same logic applies, however note here that in SQL, to emit DROP CONSTRAINT requires that the constraint has a name. In the case of the 'node' table above, we haven't named this constraint; the system will therefore attempt to emit DROP for only those constraints that are named:

为了为这些表发出DROP，相同的逻辑适用，但是请注意，在SQL中，要发出DROP CONSTRAINT要求约束具有一个名称。 在上面的'node'表的情况下，我们没有命名这个约束; 因此，系统将尝试仅针对命名的约束发出DROP：

**>>> with** engine.connect() **as** conn:

**...**  metadata.drop\_all(conn, checkfirst=False)

ALTER TABLE element DROP CONSTRAINT fk\_element\_parent\_node\_id

DROP TABLE node

DROP TABLE element

In the case where the cycle cannot be resolved, such as if we hadn't applied a name to either constraint here, we will receive the following error:

在循环无法解决的情况下，例如如果我们在这里没有应用任何约束的名称，我们将收到以下错误：

sqlalchemy.exc.CircularDependencyError: Can't sort tables for DROP;an unresolvable foreign key dependency exists between tables:element, node. Please ensure that the ForeignKey **and** ForeignKeyConstraintobjects involved **in** the cycle have names so that they can be droppedusing DROP CONSTRAINT.

This error only applies to the DROP case as we can emit "ADD CONSTRAINT" in the CREATE case without a name; the database typically assigns one automatically.

此错误仅适用于DROP案例，因为我们可以在没有名称的情况下在CREATE案例中发出“ADD CONSTRAINT”; 数据库通常会自动分配一个。

The [ForeignKeyConstraint.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint.params.use_alter" \o "sqlalchemy.schema.ForeignKeyConstraint) and [ForeignKey.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey.params.use_alter" \o "sqlalchemy.schema.ForeignKey) keyword arguments can be used to manually resolve dependency cycles. We can add this flag only to the 'element' table as follows:

ForeignKeyConstraint.use\_alter和ForeignKey.use\_alter关键字参数可用于手动解析依赖关系周期。 我们可以将此标志仅添加到“元素”表中，如下所示：

element = Table(

'element', metadata,

Column('element\_id', Integer, primary\_key=**True**),

Column('parent\_node\_id', Integer),

ForeignKeyConstraint(

['parent\_node\_id'], ['node.node\_id'],

use\_alter=**True**, name='fk\_element\_parent\_node\_id'

))

in our CREATE DDL we will see the ALTER statement only for this constraint, and not the other one:

**>>> with** engine.connect() **as** conn:

**...**  metadata.create\_all(conn, checkfirst=False)

CREATE TABLE element (

element\_id SERIAL NOT NULL,

parent\_node\_id INTEGER,

PRIMARY KEY (element\_id)

)

CREATE TABLE node (

node\_id SERIAL NOT NULL,

primary\_element INTEGER,

PRIMARY KEY (node\_id),

FOREIGN KEY(primary\_element) REFERENCES element (element\_id)

)

ALTER TABLE element ADD CONSTRAINT fk\_element\_parent\_node\_id

FOREIGN KEY(parent\_node\_id) REFERENCES node (node\_id)

[ForeignKeyConstraint.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint.params.use_alter" \o "sqlalchemy.schema.ForeignKeyConstraint) and [ForeignKey.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey.params.use_alter" \o "sqlalchemy.schema.ForeignKey), when used in conjunction with a drop operation, will require that the constraint is named, else an error like the following is generated:

ForeignKeyConstraint.use\_alter和ForeignKey.use\_alter与drop操作结合使用时，将要求约束被命名，否则会生成如下的错误：

sqlalchemy.exc.CompileError:

Can't emit DROP CONSTRAINT for constraint

ForeignKeyConstraint(...);

it has no name

*Changed in version 1.0.0:*- The DDL system invoked by [MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) and [MetaData.drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all) will now automatically resolve mutually depdendent foreign keys between tables declared by [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) and [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) objects, without the need to explicitly set the [ForeignKeyConstraint.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint.params.use_alter" \o "sqlalchemy.schema.ForeignKeyConstraint) flag.

在版本1.0.0中更改： - MetaData.create\_all() 和MetaData.drop\_all() 调用的DDL系统现在将自动解决ForeignKeyConstraint和ForeignKey对象声明的表之间的相互间断的外键，而不需要显式设置ForeignKeyConstraint。use\_alter标志。

*Changed in version 1.0.0:*- The [ForeignKeyConstraint.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint.params.use_alter" \o "sqlalchemy.schema.ForeignKeyConstraint) flag can be used with an un-named constraint; only the DROP operation will emit a specific error when actually called upon.

在版本1.0.0中更改： - ForeignKeyConstraint.use\_alter标志可以与未命名约束一起使用; 只有DROP操作会在实际调用时发出特定的错误。

**See also**

[Configuring Constraint Naming Conventions](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "constraint-naming-conventions)

[sort\_tables\_and\_constraints()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.sort_tables_and_constraints" \o "sqlalchemy.schema.sort_tables_and_constraints)

### ON UPDATE and ON DELETE

Most databases support *cascading* of foreign key values, that is the when a parent row is updated the new value is placed in child rows, or when the parent row is deleted all corresponding child rows are set to null or deleted. In data definition language these are specified using phrases like "ON UPDATE CASCADE", "ON DELETE CASCADE", and "ON DELETE SET NULL", corresponding to foreign key constraints. The phrase after "ON UPDATE" or "ON DELETE" may also other allow other phrases that are specific to the database in use. The [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) and [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) objects support the generation of this clause via the onupdate and ondelete keyword arguments. The value is any string which will be output after the appropriate "ON UPDATE" or "ON DELETE" phrase:

大多数数据库支持外键值的级联，即更新父行时，新值将放置在子行中，或者当删除父行时，所有相应的子行都将设置为空或删除。 在数据定义语言中，这些使用“ON UPDATE CASCADE”，“ON DELETE CASCADE”和“ON DELETE SET NULL”这样的短语指定，对应于外键约束。 “ON UPDATE”或“ON DELETE”之后的短语还可以允许在使用中特定于数据库的其他短语。 ForeignKey和ForeignKeyConstraint对象支持通过onupdate和ondelete关键字参数生成此子句。 该值是在适当的“ON UPDATE”或“ON DELETE”短语后输出的任何字符串：

child = Table('child', meta,

Column('id', Integer,

ForeignKey('parent.id', onupdate="CASCADE", ondelete="CASCADE"),

primary\_key=**True**

))

composite = Table('composite', meta,

Column('id', Integer, primary\_key=**True**),

Column('rev\_id', Integer),

Column('note\_id', Integer),

ForeignKeyConstraint(

['rev\_id', 'note\_id'],

['revisions.id', 'revisions.note\_id'],

onupdate="CASCADE", ondelete="SET NULL"

))

Note that these clauses are not supported on SQLite, and require InnoDB tables when used with MySQL. They may also not be supported on other databases.

请注意，SQLite不支持这些子句，与MySQL一起使用时需要使用InnoDB表。 也可能不支持其他数据库。

3.4.2 UNIQUE Constraint

Unique constraints can be created anonymously on a single column using the unique keyword on [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column). Explicitly named unique constraints and/or those with multiple columns are created via the [UniqueConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.UniqueConstraint" \o "sqlalchemy.schema.UniqueConstraint) table-level construct.

可以使用Column上的唯一关键字在单个列上匿名创建唯一约束。 通过UniqueConstraint表级结构创建明确命名的唯一约束和/或具有多个列的约束。

**from** **sqlalchemy** **import** UniqueConstraint

meta = MetaData()mytable = Table('mytable', meta,

*# per-column anonymous unique constraint*

Column('col1', Integer, unique=True),

Column('col2', Integer),

Column('col3', Integer),

*# explicit/composite unique constraint. 'name' is optional.*

UniqueConstraint('col2', 'col3', name='uix\_1')

)

### 3.4.3 CHECK Constraint

Check constraints can be named or unnamed and can be created at the Column or Table level, using the [CheckConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.CheckConstraint" \o "sqlalchemy.schema.CheckConstraint) construct. The text of the check constraint is passed directly through to the database, so there is limited "database independent" behavior. Column level check constraints generally should only refer to the column to which they are placed, while table level constraints can refer to any columns in the table.

检查约束可以命名或未命名，并且可以使用CheckConstraint构造在Column或Table级别创建。 检查约束的文本直接传递到数据库，因此有限的“数据库独立”行为。 列级检查约束通常仅应参考它们所在的列，而表级约束可以引用表中的任何列。

检查约束可以命名或未命名，并且可以使用CheckConstraint构造在Column或Table级别创建。 检查约束的文本直接传递到数据库，因此有限的“数据库独立”行为。 列级检查约束通常仅应参考它们所在的列，而表级约束可以引用表中的任何列。

Note that some databases do not actively support check constraints such as MySQL.

请注意，某些数据库不会主动支持诸如MySQL之类的检查约束。

**from** **sqlalchemy** **import** CheckConstraint

meta = MetaData()mytable = Table('mytable', meta,

*# per-column CHECK constraint*

Column('col1', Integer, CheckConstraint('col1>5')),

Column('col2', Integer),

Column('col3', Integer),

*# table level CHECK constraint. 'name' is optional.*

CheckConstraint('col2 > col3 + 5', name='check1')

)

mytable.create(engine)

CREATE TABLE mytable (

col1 INTEGER CHECK (col1>5),

col2 INTEGER,

col3 INTEGER,

CONSTRAINT check1 CHECK (col2 > col3 + 5)

)

### 3.4.4 PRIMARY KEY Constraint

The primary key constraint of any [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object is implicitly present, based on the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects that are marked with the [Column.primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.primary_key" \o "sqlalchemy.schema.Column) flag. The [PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint) object provides explicit access to this constraint, which includes the option of being configured directly:

基于使用Column.primary\_key标记的Column对象，任何Table对象的主键约束是隐含存在的。 PrimaryKeyConstraint对象提供对此约束的显式访问，其中包括直接配置的选项：

**from** **sqlalchemy** **import** PrimaryKeyConstraint

my\_table = Table('mytable', metadata,

Column('id', Integer),

Column('version\_id', Integer),

Column('data', String(50)),

PrimaryKeyConstraint('id', 'version\_id', name='mytable\_pk')

)

**See also**

[PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint) - detailed API documentation.

3.4.5 Setting up Constraints when using the Declarative ORM Extension

The [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) is the SQLAlchemy Core construct that allows one to define table metadata, which among other things can be used by the SQLAlchemy ORM as a target to map a class. The [Declarative](http://docs.sqlalchemy.org/en/rel_1_1/orm/extensions/declarative/index.html) extension allows the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object to be created automatically, given the contents of the table primarily as a mapping of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects.

该表是SQLAlchemy Core结构，允许用户定义表元数据，其中可以由SQLAlchemy ORM用作映射类的目标。 声明式扩展允许自动创建Table对象，给定表的内容主要作为Column对象的映射。

To apply table-level constraint objects such as [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) to a table defined using Declarative, use the \_\_table\_args\_\_ attribute, described at [Table Configuration](http://docs.sqlalchemy.org/en/rel_1_1/orm/extensions/declarative/table_config.html" \l "declarative-table-args).

要将表级约束对象（如ForeignKeyConstraint）应用于使用Declarative定义的表，请使用表配置中描述的\_\_table\_args\_\_属性。

### 3.4.6 Configuring Constraint Naming Conventions

Relational databases typically assign explicit names to all constraints and indexes. In the common case that a table is created using CREATE TABLE where constraints such as CHECK, UNIQUE, and PRIMARY KEY constraints are produced inline with the table definition, the database usually has a system in place in which names are automatically assigned to these constraints, if a name is not otherwise specified. When an existing database table is altered in a database using a command such as ALTER TABLE, this command typically needs to specify explicit names for new constraints as well as be able to specify the name of an existing constraint that is to be dropped or modified.

关系数据库通常为所有约束和索引分配显式名称。在常见的情况下，使用CREATE TABLE创建表，其中诸如CHECK，UNIQUE和PRIMARY KEY约束之类的约束与表定义一起生成，数据库通常具有一个系统，其中名称被自动分配给这些约束，如果没有另外指定名称。当使用诸如ALTER TABLE的命令在数据库中更改现有数据库表时，此命令通常需要为新约束指定显式名称，并且能够指定要删除或修改的现有约束的名称。

Constraints can be named explicitly using the [Constraint.name](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint.params.name" \o "sqlalchemy.schema.Constraint) parameter, and for indexes the [Index.name](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index.params.name" \o "sqlalchemy.schema.Index) parameter. However, in the case of constraints this parameter is optional. There are also the use cases of using the [Column.unique](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.unique" \o "sqlalchemy.schema.Column) and [Column.index](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.index" \o "sqlalchemy.schema.Column) parameters which create [UniqueConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.UniqueConstraint" \o "sqlalchemy.schema.UniqueConstraint) and [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index)objects without an explicit name being specified.

约束可以使用Constraint.name参数和索引Index.name参数显式命名。但是，在约束的情况下，此参数是可选的。还有使用Column.unique和Column.index参数的用例，它们创建UniqueConstraint和Indexobject，而不指定明确的名称。

The use case of alteration of existing tables and constraints can be handled by schema migration tools such as [Alembic](http://alembic.zzzcomputing.com/). However, neither Alembic nor SQLAlchemy currently create names for constraint objects where the name is otherwise unspecified, leading to the case where being able to alter existing constraints means that one must reverse-engineer the naming system used by the relational database to auto-assign names, or that care must be taken to ensure that all constraints are named.

现有表和约束的更改的用例可以通过模式迁移工具（如Alembic）来处理。然而，Alembic和SQLAlchemy当前都没有为其他未指定名称的约束对象创建名称，导致可以更改现有约束的情况意味着必须对关系数据库使用的命名系统进行逆向工程以自动分配名称，或者必须小心确保所有约束都被命名。

In contrast to having to assign explicit names to all [Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint) and [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) objects, automated naming schemes can be constructed using events. This approach has the advantage that constraints will get a consistent naming scheme without the need for explicit name parameters throughout the code, and also that the convention takes place just as well for those constraints and indexes produced by the [Column.unique](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.unique" \o "sqlalchemy.schema.Column) and [Column.index](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.index" \o "sqlalchemy.schema.Column) parameters. As of SQLAlchemy 0.9.2 this event-based approach is included, and can be configured using the argument [MetaData.naming\_convention](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.naming_convention" \o "sqlalchemy.schema.MetaData).

与必须为所有约束和索引对象分配显式名称相反，自动命名方案可以使用事件构建。这种方法的优点在于，约束将获得一致的命名方案，而不需要在整个代码中使用明确的名称参数，并且对于由Column.unique和Column.index参数生成的约束和索引，约定也是一样。 。从SQLAlchemy 0.9.2开始，包括了基于事件的方法，并且可以使用参数MetaData.naming\_convention进行配置。

[MetaData.naming\_convention](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.naming_convention" \o "sqlalchemy.schema.MetaData) refers to a dictionary which accepts the [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) class or individual [Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint) classes as keys, and Python string templates as values. It also accepts a series of string-codes as alternative keys, "fk", "pk", "ix", "ck", "uq" for foreign key, primary key, index, check, and unique constraint, respectively. The string templates in this dictionary are used whenever a constraint or index is associated with this [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object that does not have an existing name given (including one exception case where an existing name can be further embellished).

An example naming convention that suits basic cases is as follows:

MetaData.naming\_convention是指一个字典，它接受Index类或单个Constraint类作为键，Python字符串模板作为值。它还分别接受一系列字符串代码作为替代键，分别为外键，主键，索引，检查和唯一约束的"fk", "pk", "ix", "ck", "uq"。只要约束或索引与此MetaData对象相关联但不包含现有名称（包括一个可以进一步修饰现有名称的异常情况），则会使用此字典中的字符串模板。

适用于基本情况的示例命名约定如下：

convention = {

"ix": 'ix\_*%(column\_0\_label)s*',

"uq": "uq\_*%(table\_name)s*\_*%(column\_0\_name)s*",

"ck": "ck\_*%(table\_name)s*\_*%(constraint\_name)s*",

"fk": "fk\_*%(table\_name)s*\_*%(column\_0\_name)s*\_*%(referred\_table\_name)s*",

"pk": "pk\_*%(table\_name)s*"}

metadata = MetaData(naming\_convention=convention)

The above convention will establish names for all constraints within the target [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) collection. For example, we can observe the name produced when we create an unnamed [UniqueConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.UniqueConstraint" \o "sqlalchemy.schema.UniqueConstraint):

上述约定将为目标MetaData集合中的所有约束建立名称。 例如，我们可以观察到当我们创建一个未命名的UniqueConstraint时产生的名称：

**>>>** user\_table = Table('user', metadata,

**...**  Column('id', Integer, primary\_key=**True**),

**...**  Column('name', String(30), nullable=**False**),

**...**  UniqueConstraint('name')

**...** )

**>>>** list(user\_table.constraints)[1].name

'uq\_user\_name'

This same feature takes effect even if we just use the [Column.unique](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.unique" \o "sqlalchemy.schema.Column) flag:

即使我们使用Column.unique标志，这个相同的功能也会生效：

**>>>** user\_table = Table('user', metadata,

**...**  Column('id', Integer, primary\_key=**True**),

**...**  Column('name', String(30), nullable=**False**, unique=**True**)

**...**  )

**>>>** list(user\_table.constraints)[1].name

'uq\_user\_name'

A key advantage to the naming convention approach is that the names are established at Python construction time, rather than at DDL emit time. The effect this has when using Alembic's --autogenerate feature is that the naming convention will be explicit when a new migration script is generated:

命名约定方法的一个关键优点是，这些名称是在Python构建时建立的，而不是在DDL发布时间。 使用Alembic的新特性时的效果是，当生成新的迁移脚本时，命名约定将是显式的：

**def** upgrade():

op.create\_unique\_constraint("uq\_user\_name", "user", ["name"])

The above "uq\_user\_name" string was copied from the [UniqueConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.UniqueConstraint" \o "sqlalchemy.schema.UniqueConstraint) object that --autogenerate located in our metadata.

上述“uq\_user\_name”字符串是从我们的元数据中的--autogenerate的UniqueConstraint对象复制的。

The default value for [MetaData.naming\_convention](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.naming_convention" \o "sqlalchemy.schema.MetaData) handles the long-standing SQLAlchemy behavior of assigning a name to a [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) object that is created using the [Column.index](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.index" \o "sqlalchemy.schema.Column) parameter:

MetaData.naming\_convention的默认值处理了使用Column.index参数创建的Index对象分配名称的长期SQLAlchemy行为：

**>>> from** **sqlalchemy.sql.schema** **import** DEFAULT\_NAMING\_CONVENTION

**>>>** DEFAULT\_NAMING\_CONVENTIONimmutabledict({'ix': 'ix\_%(column\_0\_label)s'})

The tokens available include %(table\_name)s, %(referred\_table\_name)s, %(column\_0\_name)s, %(column\_0\_label)s, %(column\_0\_key)s, %(referred\_column\_0\_name)s, and %(constraint\_name)s; the documentation for [MetaData.naming\_convention](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.naming_convention" \o "sqlalchemy.schema.MetaData) describes each individually. New tokens can also be added, by specifying an additional token and a callable within the naming\_convention dictionary. For example, if we wanted to name our foreign key constraints using a GUID scheme, we could do that as follows:

可用的令牌包括％（table\_name）s，％（refer\_table\_name）s，％（column\_0\_name）s，％（column\_0\_label）s，％（column\_0\_key）s，％（refer\_column\_0\_name）s和％（constraint\_name） MetaData.naming\_convention的文档单独描述。 还可以通过在naming\_convention字典中指定附加令牌和可调用来添加新令牌。 例如，如果我们想使用GUID方案命名我们的外键约束，我们可以这样做：

**import** **uuid**

**def** fk\_guid(constraint, table):

str\_tokens = [

table.name,

] + [

element.parent.name **for** element **in** constraint.elements

] + [

element.target\_fullname **for** element **in** constraint.elements

]

guid = uuid.uuid5(uuid.NAMESPACE\_OID, "\_".join(str\_tokens).encode('ascii'))

**return** str(guid)

convention = {

"fk\_guid": fk\_guid,

"ix": 'ix\_*%(column\_0\_label)s*',

"fk": "fk\_*%(fk\_guid)s*",}

Above, when we create a new [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint), we will get a name as follows:

以上，当我们创建一个新的ForeignKeyConstraint时，我们将得到如下的名称：

**>>>** metadata = MetaData(naming\_convention=convention)

**>>>** user\_table = Table('user', metadata,

**...**  Column('id', Integer, primary\_key=**True**),

**...**  Column('version', Integer, primary\_key=**True**),

**...**  Column('data', String(30))**...**  )

**>>>** address\_table = Table('address', metadata,

**...**  Column('id', Integer, primary\_key=**True**),

**...**  Column('user\_id', Integer),

**...**  Column('user\_version\_id', Integer)

**...**  )

**>>>** fk = ForeignKeyConstraint(['user\_id', 'user\_version\_id'],**...**  ['user.id', 'user.version'])

**>>>** address\_table.append\_constraint(fk)

**>>>** fk.namefk\_0cd51ab5-8d70-56e8-a83c-86661737766d

**See also**

[MetaData.naming\_convention](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.naming_convention" \o "sqlalchemy.schema.MetaData) - for additional usage details as well as a listing of all available naming components.

MetaData.naming\_convention - 有关其他使用细节以及所有可用命名组件的列表。

[The Importance of Naming Constraints](http://alembic.zzzcomputing.com/en/latest/naming.html) - in the Alembic documentation.

*New in version 0.9.2:*Added the [MetaData.naming\_convention](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.params.naming_convention" \o "sqlalchemy.schema.MetaData) argument.

### Naming CHECK Constraints

The [CheckConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.CheckConstraint" \o "sqlalchemy.schema.CheckConstraint) object is configured against an arbitrary SQL expression, which can have any number of columns present, and additionally is often configured using a raw SQL string. Therefore a common convention to use with [CheckConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.CheckConstraint" \o "sqlalchemy.schema.CheckConstraint) is one where we expect the object to have a name already, and we then enhance it with other convention elements. A typical convention is "ck\_%(table\_name)s\_%(constraint\_name)s":

CheckConstraint对象被配置为一个任意的SQL表达式，它可以有任何数量的列存在，另外通常使用原始SQL字符串进行配置。 因此，与CheckConstraint一起使用的常见约定是我们期望对象具有名称的常规约定，然后我们使用其他约定元素来增强它。 一个典型的约定是“ck \_％（table\_name）s \_％（constraint\_name）s”：

metadata = MetaData(

naming\_convention={"ck": "ck\_*%(table\_name)s*\_*%(constraint\_name)s*"})

Table('foo', metadata,

Column('value', Integer),

CheckConstraint('value > 5', name='value\_gt\_5'))

The above table will produce the name ck\_foo\_value\_gt\_5:

上表将产生名称ck\_foo\_value\_gt\_5：

CREATE TABLE foo (

value INTEGER,

CONSTRAINT ck\_foo\_value\_gt\_5 CHECK (value > 5))

[CheckConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.CheckConstraint" \o "sqlalchemy.schema.CheckConstraint) also supports the %(columns\_0\_name)s token; we can make use of this by ensuring we use a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) or [sql.expression.column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column)element within the constraint's expression, either by declaring the constraint separate from the table:

CheckConstraint还支持％（columns\_0\_name）的令牌; 我们可以通过确保我们在约束的表达式中使用Column或sql.expression.column() 元素，通过声明约束与表格分离：

metadata = MetaData(

naming\_convention={"ck": "ck\_*%(table\_name)s*\_*%(column\_0\_name)s*"})

foo = Table('foo', metadata,

Column('value', Integer))

CheckConstraint(foo.c.value > 5)

or by using a [sql.expression.column()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.column" \o "sqlalchemy.sql.expression.column) inline:

**from** **sqlalchemy** **import** column

metadata = MetaData(

naming\_convention={"ck": "ck\_*%(table\_name)s*\_*%(column\_0\_name)s*"})

foo = Table('foo', metadata,

Column('value', Integer),

CheckConstraint(column('value') > 5))

Both will produce the name ck\_foo\_value:

两者都会产生名称ck\_foo\_value：

CREATE TABLE foo (

value INTEGER,

CONSTRAINT ck\_foo\_value CHECK (value > 5))

The determination of the name of "column zero" is performed by scanning the given expression for column objects. If the expression has more than one column present, the scan does use a deterministic search, however the structure of the expression will determine which column is noted as "column zero".

通过扫描列对象的给定表达式来执行“列零”名称的确定。 如果表达式有多个列存在，则扫描确实使用确定性搜索，但是表达式的结构将确定哪个列被标记为“列零”。

*New in version 1.0.0:*The [CheckConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.CheckConstraint" \o "sqlalchemy.schema.CheckConstraint) object now supports the column\_0\_name naming convention token.

新版本1.0.0：CheckConstraint对象现在支持column\_0\_name命名约定令牌。

### Configuring Naming for Boolean, Enum, and other schema types

The [SchemaType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType" \o "sqlalchemy.types.SchemaType) class refers to type objects such as [Boolean](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Boolean" \o "sqlalchemy.types.Boolean) and [Enum](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum" \o "sqlalchemy.types.Enum) which generate a CHECK constraint accompanying the type. The name for the constraint here is most directly set up by sending the "name" parameter, e.g. [Boolean.name](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Boolean.params.name" \o "sqlalchemy.types.Boolean):

Table('foo', metadata,

Column('flag', Boolean(name='ck\_foo\_flag')))

The naming convention feature may be combined with these types as well, normally by using a convention which includes %(constraint\_name)s and then applying a name to the type:

metadata = MetaData(

naming\_convention={"ck": "ck\_*%(table\_name)s*\_*%(constraint\_name)s*"})

Table('foo', metadata,

Column('flag', Boolean(name='flag\_bool')))

The above table will produce the constraint name ck\_foo\_flag\_bool:

CREATE TABLE foo (

flag BOOL,

CONSTRAINT ck\_foo\_flag\_bool CHECK (flag IN (0, 1)))

The [SchemaType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType" \o "sqlalchemy.types.SchemaType) classes use special internal symbols so that the naming convention is only determined at DDL compile time. On PostgreSQL, there's a native BOOLEAN type, so the CHECK constraint of [Boolean](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Boolean" \o "sqlalchemy.types.Boolean) is not needed; we are safe to set up a [Boolean](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Boolean" \o "sqlalchemy.types.Boolean) type without a name, even though a naming convention is in place for check constraints. This convention will only be consulted for the CHECK constraint if we run against a database without a native BOOLEAN type like SQLite or MySQL.

The CHECK constraint may also make use of the column\_0\_name token, which works nicely with [SchemaType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType" \o "sqlalchemy.types.SchemaType) since these constraints have only one column:

metadata = MetaData(

naming\_convention={"ck": "ck\_*%(table\_name)s*\_*%(column\_0\_name)s*"})

Table('foo', metadata,

Column('flag', Boolean()))

The above schema will produce:

CREATE TABLE foo (

flag BOOL,

CONSTRAINT ck\_foo\_flag CHECK (flag IN (0, 1)))

*Changed in version 1.0:*Constraint naming conventions that don't include %(constraint\_name)s again work with [SchemaType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType" \o "sqlalchemy.types.SchemaType) constraints.

3.4.7 Constraints API

*class*sqlalchemy.schema.**Constraint**(*name=None*, *deferrable=None*, *initially=None*, *\_create\_rule=None*, *info=None*, *\_type\_bound=False*, *\*\*dialect\_kw*)

Bases: [sqlalchemy.sql.base.DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs), [sqlalchemy.schema.SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

A table-level SQL constraint.

**\_\_init\_\_**(*name=None*, *deferrable=None*, *initially=None*, *\_create\_rule=None*, *info=None*, *\_type\_bound=False*, *\*\*dialect\_kw*)

Create a SQL constraint.

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – Optional, the in-database name of this Constraint. * ****deferrable**** – Optional bool. If set, emit DEFERRABLE or NOT DEFERRABLE when issuing DDL for this constraint. * ****initially**** – Optional string. If set, emit INITIALLY <value> when issuing DDL for this constraint. * ****info –****Optional data dictionary which will be populated into the [SchemaItem.info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) attribute of this object.   *New in version 1.0.0.*   * ****\_create\_rule**** –   a callable which is passed the DDLCompiler object during compilation. Returns True or False to signal inline generation of this Constraint.  The AddConstraint and DropConstraint DDL constructs provide DDLElement's more comprehensive "conditional DDL" approach that is passed a database connection when DDL is being issued. \_create\_rule is instead called during any CREATE TABLE compilation, where there may not be any transaction/connection in progress. However, it allows conditional compilation of the constraint even for backends which do not support addition of constraints through ALTER TABLE, which currently includes SQLite.  \_create\_rule is used by some types to create constraints. Currently, its call signature is subject to change at any time.   * ****\*\*dialect\_kw**** – Additional keyword arguments are dialect specific, and passed in the form <dialectname>\_<argname>. See the documentation regarding an individual dialect at [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html) for detail on documented arguments. |

*class*sqlalchemy.schema.**ColumnCollectionMixin**(*\*columns*, *\*\*kw*)

**columns***= None*

A [ColumnCollection](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnCollection" \o "sqlalchemy.sql.expression.ColumnCollection) of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects.

This collection represents the columns which are referred to by this object.

*class*sqlalchemy.schema.**ColumnCollectionConstraint**(*\*columns*, *\*\*kw*)

Bases: [sqlalchemy.schema.ColumnCollectionMixin](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionMixin" \o "sqlalchemy.schema.ColumnCollectionMixin), [sqlalchemy.schema.Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint)

A constraint that proxies a ColumnCollection.

**\_\_init\_\_**(*\*columns*, *\*\*kw*)

|  |  |
| --- | --- |
| **Parameters:** | * ****\*columns**** – A sequence of column names or Column objects. * ****name**** – Optional, the in-database name of this constraint. * ****deferrable**** – Optional bool. If set, emit DEFERRABLE or NOT DEFERRABLE when issuing DDL for this constraint. * ****initially**** – Optional string. If set, emit INITIALLY <value> when issuing DDL for this constraint. * ****\*\*kw**** – other keyword arguments including dialect-specific arguments are propagated to the [Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint) superclass. |

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary. * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**columns***= None*

A [ColumnCollection](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnCollection" \o "sqlalchemy.sql.expression.ColumnCollection) representing the set of columns for this constraint.

**contains\_column**(*col*)

Return True if this constraint contains the given column.

Note that this object also contains an attribute .columns which is a [ColumnCollection](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnCollection" \o "sqlalchemy.sql.expression.ColumnCollection) of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects.

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.get_children" \o "sqlalchemy.schema.SchemaItem.get_children) *method of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

used to allow SchemaVisitor access

**info**

*inherited from the* [info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Info dictionary associated with the object, allowing user-defined data to be associated with this [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

The dictionary is automatically generated when first accessed. It can also be specified in the constructor of some objects, such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**quote**

*inherited from the* [quote](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.quote" \o "sqlalchemy.schema.SchemaItem.quote) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Return the value of the quote flag passed to this schema object, for those schema items which have a name field.

*Deprecated since version 0.9:*Use <obj>.name.quote

*class*sqlalchemy.schema.**CheckConstraint**(*sqltext*, *name=None*, *deferrable=None*, *initially=None*, *table=None*, *info=None*, *\_create\_rule=None*, *\_autoattach=True*, *\_type\_bound=False*)

Bases: [sqlalchemy.schema.ColumnCollectionConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint" \o "sqlalchemy.schema.ColumnCollectionConstraint)

A table- or column-level CHECK constraint.

Can be included in the definition of a Table or Column.

**\_\_init\_\_**(*sqltext*, *name=None*, *deferrable=None*, *initially=None*, *table=None*, *info=None*, *\_create\_rule=None*, *\_autoattach=True*, *\_type\_bound=False*)

Construct a CHECK constraint.

|  |  |
| --- | --- |
| **Parameters:** | * ****sqltext**** –   A string containing the constraint definition, which will be used verbatim, or a SQL expression construct. If given as a string, the object is converted to a [Text](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Text" \o "sqlalchemy.types.Text) object. If the textual string includes a colon character, escape this using a backslash:  CheckConstraint(r"foo ~ E'a(?\:b|c)d")   * ****name**** – Optional, the in-database name of the constraint. * ****deferrable**** – Optional bool. If set, emit DEFERRABLE or NOT DEFERRABLE when issuing DDL for this constraint. * ****initially**** – Optional string. If set, emit INITIALLY <value> when issuing DDL for this constraint. * ****info**** –   Optional data dictionary which will be populated into the [SchemaItem.info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) attribute of this object.  *New in version 1.0.0.* |

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary. * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**contains\_column**(*col*)

*inherited from the* [contains\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint.contains_column" \o "sqlalchemy.schema.ColumnCollectionConstraint.contains_column) *method of* [ColumnCollectionConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint" \o "sqlalchemy.schema.ColumnCollectionConstraint)

Return True if this constraint contains the given column.

Note that this object also contains an attribute .columns which is a [ColumnCollection](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnCollection" \o "sqlalchemy.sql.expression.ColumnCollection) of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects.

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.get_children" \o "sqlalchemy.schema.SchemaItem.get_children) *method of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

used to allow SchemaVisitor access

**info**

*inherited from the* [info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Info dictionary associated with the object, allowing user-defined data to be associated with this [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

The dictionary is automatically generated when first accessed. It can also be specified in the constructor of some objects, such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**quote**

*inherited from the* [quote](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.quote" \o "sqlalchemy.schema.SchemaItem.quote) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Return the value of the quote flag passed to this schema object, for those schema items which have a name field.

*Deprecated since version 0.9:*Use <obj>.name.quote

*class*sqlalchemy.schema.**ForeignKey**(*column*, *\_constraint=None*, *use\_alter=False*, *name=None*, *onupdate=None*, *ondelete=None*, *deferrable=None*, *initially=None*, *link\_to\_name=False*, *match=None*, *info=None*, *\*\*dialect\_kw*)

Bases: [sqlalchemy.sql.base.DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs), [sqlalchemy.schema.SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Defines a dependency between two columns.

ForeignKey is specified as an argument to a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object, e.g.:

t = Table("remote\_table", metadata,

Column("remote\_id", ForeignKey("main\_table.id")))

Note that ForeignKey is only a marker object that defines a dependency between two columns. The actual constraint is in all cases represented by the [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) object. This object will be generated automatically when a ForeignKey is associated with a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) which in turn is associated with a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table). Conversely, when [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) is applied to a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), ForeignKey markers are automatically generated to be present on each associated [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), which are also associated with the constraint object.

Note that you cannot define a "composite" foreign key constraint, that is a constraint between a grouping of multiple parent/child columns, using ForeignKeyobjects. To define this grouping, the [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) object must be used, and applied to the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table). The associated ForeignKey objects are created automatically.

The ForeignKey objects associated with an individual [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object are available in the foreign\_keys collection of that column.

Further examples of foreign key configuration are in [Defining Foreign Keys](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "metadata-foreignkeys).

**\_\_init\_\_**(*column*, *\_constraint=None*, *use\_alter=False*, *name=None*, *onupdate=None*, *ondelete=None*, *deferrable=None*, *initially=None*, *link\_to\_name=False*, *match=None*, *info=None*, *\*\*dialect\_kw*)

Construct a column-level FOREIGN KEY.

The [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) object when constructed generates a [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) which is associated with the parent [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object's collection of constraints.

|  |  |
| --- | --- |
| **Parameters:** | * ****column –****A single target column for the key relationship. A [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object or a column name as a string: tablename.columnkey or schema.tablename.columnkey. columnkey is the key which has been assigned to the column (defaults to the column name itself), unless link\_to\_name is True in which case the rendered name of the column is used.   *New in version 0.7.4:*Note that if the schema name is not included, and the underlying [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) has a "schema", that value will be used.   * ****name**** – Optional string. An in-database name for the key if constraint is not provided. * ****onupdate**** – Optional string. If set, emit ON UPDATE <value> when issuing DDL for this constraint. Typical values include CASCADE, DELETE and RESTRICT. * ****ondelete**** – Optional string. If set, emit ON DELETE <value> when issuing DDL for this constraint. Typical values include CASCADE, DELETE and RESTRICT. * ****deferrable**** – Optional bool. If set, emit DEFERRABLE or NOT DEFERRABLE when issuing DDL for this constraint. * ****initially**** – Optional string. If set, emit INITIALLY <value> when issuing DDL for this constraint. * ****link\_to\_name**** – if True, the string name given in column is the rendered name of the referenced column, not its locally assigned key. * ****use\_alter**** –   passed to the underlying [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) to indicate the constraint should be generated/dropped externally from the CREATE TABLE/ DROP TABLE statement. See [ForeignKeyConstraint.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint.params.use_alter" \o "sqlalchemy.schema.ForeignKeyConstraint) for further description.  **See also**  [ForeignKeyConstraint.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint.params.use_alter" \o "sqlalchemy.schema.ForeignKeyConstraint)  [Creating/Dropping Foreign Key Constraints via ALTER](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "use-alter)   * ****match**** – Optional string. If set, emit MATCH <value> when issuing DDL for this constraint. Typical values include SIMPLE, PARTIAL and FULL. * ****info**** –   Optional data dictionary which will be populated into the [SchemaItem.info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) attribute of this object.  *New in version 1.0.0.*   * ****\*\*dialect\_kw**** –   Additional keyword arguments are dialect specific, and passed in the form <dialectname>\_<argname>. The arguments are ultimately handled by a corresponding [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint). See the documentation regarding an individual dialect at [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html) for detail on documented arguments.  *New in version 0.9.2.* |

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary. * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**column**

Return the target [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) referenced by this [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey).

If no target column has been established, an exception is raised.

*Changed in version 0.9.0:*Foreign key target column resolution now occurs as soon as both the ForeignKey object and the remote Column to which it refers are both associated with the same MetaData object.

**copy**(*schema=None*)

Produce a copy of this [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) object.

The new [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) will not be bound to any [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

This method is usually used by the internal copy procedures of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), and [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData).

|  |  |
| --- | --- |
| **Parameters:** | ****schema**** – The returned [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) will reference the original table and column name, qualified by the given string schema name. |

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.get_children" \o "sqlalchemy.schema.SchemaItem.get_children) *method of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

used to allow SchemaVisitor access

**get\_referent**(*table*)

Return the [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) in the given [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) referenced by this [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey).

Returns None if this [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) does not reference the given [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

**info**

*inherited from the* [info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Info dictionary associated with the object, allowing user-defined data to be associated with this [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

The dictionary is automatically generated when first accessed. It can also be specified in the constructor of some objects, such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**quote**

*inherited from the* [quote](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.quote" \o "sqlalchemy.schema.SchemaItem.quote) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Return the value of the quote flag passed to this schema object, for those schema items which have a name field.

*Deprecated since version 0.9:*Use <obj>.name.quote

**references**(*table*)

Return True if the given [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) is referenced by this [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey).

**target\_fullname**

Return a string based 'column specification' for this [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey).

This is usually the equivalent of the string-based "tablename.colname" argument first passed to the object's constructor.

*class*sqlalchemy.schema.**ForeignKeyConstraint**(*columns*, *refcolumns*, *name=None*, *onupdate=None*, *ondelete=None*, *deferrable=None*, *initially=None*, *use\_alter=False*, *link\_to\_name=False*, *match=None*, *table=None*, *info=None*, *\*\*dialect\_kw*)

Bases: [sqlalchemy.schema.ColumnCollectionConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint" \o "sqlalchemy.schema.ColumnCollectionConstraint)

A table-level FOREIGN KEY constraint.

Defines a single column or composite FOREIGN KEY … REFERENCES constraint. For a no-frills, single column foreign key, adding a [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) to the definition of a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) is a shorthand equivalent for an unnamed, single column [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint).

Examples of foreign key configuration are in [Defining Foreign Keys](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "metadata-foreignkeys).

**\_\_init\_\_**(*columns*, *refcolumns*, *name=None*, *onupdate=None*, *ondelete=None*, *deferrable=None*, *initially=None*, *use\_alter=False*, *link\_to\_name=False*, *match=None*, *table=None*, *info=None*, *\*\*dialect\_kw*)

Construct a composite-capable FOREIGN KEY.

|  |  |
| --- | --- |
| **Parameters:** | * ****columns**** – A sequence of local column names. The named columns must be defined and present in the parent Table. The names should match the keygiven to each column (defaults to the name) unless link\_to\_name is True. * ****refcolumns**** – A sequence of foreign column names or Column objects. The columns must all be located within the same Table. * ****name**** – Optional, the in-database name of the key. * ****onupdate**** – Optional string. If set, emit ON UPDATE <value> when issuing DDL for this constraint. Typical values include CASCADE, DELETE and RESTRICT. * ****ondelete**** – Optional string. If set, emit ON DELETE <value> when issuing DDL for this constraint. Typical values include CASCADE, DELETE and RESTRICT. * ****deferrable**** – Optional bool. If set, emit DEFERRABLE or NOT DEFERRABLE when issuing DDL for this constraint. * ****initially**** – Optional string. If set, emit INITIALLY <value> when issuing DDL for this constraint. * ****link\_to\_name**** – if True, the string name given in column is the rendered name of the referenced column, not its locally assigned key. * ****use\_alter**** –   If True, do not emit the DDL for this constraint as part of the CREATE TABLE definition. Instead, generate it via an ALTER TABLE statement issued after the full collection of tables have been created, and drop it via an ALTER TABLE statement before the full collection of tables are dropped.  The use of [ForeignKeyConstraint.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint.params.use_alter" \o "sqlalchemy.schema.ForeignKeyConstraint) is particularly geared towards the case where two or more tables are established within a mutually-dependent foreign key constraint relationship; however, the [MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) and [MetaData.drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all) methods will perform this resolution automatically, so the flag is normally not needed.  *Changed in version 1.0.0:*Automatic resolution of foreign key cycles has been added, removing the need to use the [ForeignKeyConstraint.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint.params.use_alter" \o "sqlalchemy.schema.ForeignKeyConstraint) in typical use cases.  **See also**  [Creating/Dropping Foreign Key Constraints via ALTER](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "use-alter)   * ****match**** – Optional string. If set, emit MATCH <value> when issuing DDL for this constraint. Typical values include SIMPLE, PARTIAL and FULL. * ****info**** –   Optional data dictionary which will be populated into the [SchemaItem.info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) attribute of this object.  *New in version 1.0.0.*   * ****\*\*dialect\_kw**** –   Additional keyword arguments are dialect specific, and passed in the form <dialectname>\_<argname>. See the documentation regarding an individual dialect at [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html) for detail on documented arguments.  *New in version 0.9.2.* |

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary. * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**column\_keys**

Return a list of string keys representing the local columns in this [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint).

This list is either the original string arguments sent to the constructor of the [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint), or if the constraint has been initialized with [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects, is the string .key of each element.

*New in version 1.0.0.*

**columns***= None*

A [ColumnCollection](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnCollection" \o "sqlalchemy.sql.expression.ColumnCollection) representing the set of columns for this constraint.

**contains\_column**(*col*)

*inherited from the* [contains\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint.contains_column" \o "sqlalchemy.schema.ColumnCollectionConstraint.contains_column) *method of* [ColumnCollectionConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint" \o "sqlalchemy.schema.ColumnCollectionConstraint)

Return True if this constraint contains the given column.

Note that this object also contains an attribute .columns which is a [ColumnCollection](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnCollection" \o "sqlalchemy.sql.expression.ColumnCollection) of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects.

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**elements***= None*

A sequence of [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) objects.

Each [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) represents a single referring column/referred column pair.

This collection is intended to be read-only.

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.get_children" \o "sqlalchemy.schema.SchemaItem.get_children) *method of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

used to allow SchemaVisitor access

**info**

*inherited from the* [info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Info dictionary associated with the object, allowing user-defined data to be associated with this [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

The dictionary is automatically generated when first accessed. It can also be specified in the constructor of some objects, such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**quote**

*inherited from the* [quote](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.quote" \o "sqlalchemy.schema.SchemaItem.quote) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Return the value of the quote flag passed to this schema object, for those schema items which have a name field.

*Deprecated since version 0.9:*Use <obj>.name.quote

**referred\_table**

The [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object to which this [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) references.

This is a dynamically calculated attribute which may not be available if the constraint and/or parent table is not yet associated with a metadata collection that contains the referred table.

*New in version 1.0.0.*

*class*sqlalchemy.schema.**PrimaryKeyConstraint**(*\*columns*, *\*\*kw*)

Bases: [sqlalchemy.schema.ColumnCollectionConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint" \o "sqlalchemy.schema.ColumnCollectionConstraint)

A table-level PRIMARY KEY constraint.

The [PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint) object is present automatically on any [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object; it is assigned a set of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects corresponding to those marked with the [Column.primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.primary_key" \o "sqlalchemy.schema.Column) flag:

**>>>** my\_table = Table('mytable', metadata,**...**  Column('id', Integer, primary\_key=**True**),**...**  Column('version\_id', Integer, primary\_key=**True**),**...**  Column('data', String(50))**...**  )**>>>** my\_table.primary\_keyPrimaryKeyConstraint( Column('id', Integer(), table=<mytable>, primary\_key=True, nullable=False), Column('version\_id', Integer(), table=<mytable>, primary\_key=True, nullable=False))

The primary key of a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) can also be specified by using a [PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint) object explicitly; in this mode of usage, the "name" of the constraint can also be specified, as well as other options which may be recognized by dialects:

my\_table = Table('mytable', metadata,

Column('id', Integer),

Column('version\_id', Integer),

Column('data', String(50)),

PrimaryKeyConstraint('id', 'version\_id',

name='mytable\_pk')

)

The two styles of column-specification should generally not be mixed. An warning is emitted if the columns present in the [PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint) don't match the columns that were marked as primary\_key=True, if both are present; in this case, the columns are taken strictly from the[PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint) declaration, and those columns otherwise marked as primary\_key=True are ignored. This behavior is intended to be backwards compatible with previous behavior.

*Changed in version 0.9.2:*Using a mixture of columns within a [PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint) in addition to columns marked as primary\_key=True now emits a warning if the lists don't match. The ultimate behavior of ignoring those columns marked with the flag only is currently maintained for backwards compatibility; this warning may raise an exception in a future release.

For the use case where specific options are to be specified on the [PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint), but the usual style of using primary\_key=True flags is still desirable, an empty [PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint) may be specified, which will take on the primary key column collection from the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) based on the flags:

my\_table = Table('mytable', metadata,

Column('id', Integer, primary\_key=**True**),

Column('version\_id', Integer, primary\_key=**True**),

Column('data', String(50)),

PrimaryKeyConstraint(name='mytable\_pk',

mssql\_clustered=**True**)

)

*New in version 0.9.2:*an empty [PrimaryKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.PrimaryKeyConstraint" \o "sqlalchemy.schema.PrimaryKeyConstraint) may now be specified for the purposes of establishing keyword arguments with the constraint, independently of the specification of "primary key" columns within the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) itself; columns marked as primary\_key=True will be gathered into the empty constraint's column collection.

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary. * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**contains\_column**(*col*)

*inherited from the* [contains\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint.contains_column" \o "sqlalchemy.schema.ColumnCollectionConstraint.contains_column) *method of* [ColumnCollectionConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint" \o "sqlalchemy.schema.ColumnCollectionConstraint)

Return True if this constraint contains the given column.

Note that this object also contains an attribute .columns which is a [ColumnCollection](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnCollection" \o "sqlalchemy.sql.expression.ColumnCollection) of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects.

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.get_children" \o "sqlalchemy.schema.SchemaItem.get_children) *method of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

used to allow SchemaVisitor access

**info**

*inherited from the* [info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Info dictionary associated with the object, allowing user-defined data to be associated with this [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

The dictionary is automatically generated when first accessed. It can also be specified in the constructor of some objects, such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**quote**

*inherited from the* [quote](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.quote" \o "sqlalchemy.schema.SchemaItem.quote) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Return the value of the quote flag passed to this schema object, for those schema items which have a name field.

*Deprecated since version 0.9:*Use <obj>.name.quote

*class*sqlalchemy.schema.**UniqueConstraint**(*\*columns*, *\*\*kw*)

Bases: [sqlalchemy.schema.ColumnCollectionConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint" \o "sqlalchemy.schema.ColumnCollectionConstraint)

A table-level UNIQUE constraint.

Defines a single column or composite UNIQUE constraint. For a no-frills, single column constraint, adding unique=True to the Column definition is a shorthand equivalent for an unnamed, single column UniqueConstraint.

**\_\_init\_\_**(*\*columns*, *\*\*kw*)

*inherited from the* [\_\_init\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint.__init__" \o "sqlalchemy.schema.ColumnCollectionConstraint.__init__) *method of* [ColumnCollectionConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint" \o "sqlalchemy.schema.ColumnCollectionConstraint)

|  |  |
| --- | --- |
| **Parameters:** | * ****\*columns**** – A sequence of column names or Column objects. * ****name**** – Optional, the in-database name of this constraint. * ****deferrable**** – Optional bool. If set, emit DEFERRABLE or NOT DEFERRABLE when issuing DDL for this constraint. * ****initially**** – Optional string. If set, emit INITIALLY <value> when issuing DDL for this constraint. * ****\*\*kw**** – other keyword arguments including dialect-specific arguments are propagated to the [Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint) superclass. |

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary. * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**contains\_column**(*col*)

*inherited from the* [contains\_column()](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint.contains_column" \o "sqlalchemy.schema.ColumnCollectionConstraint.contains_column) *method of* [ColumnCollectionConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionConstraint" \o "sqlalchemy.schema.ColumnCollectionConstraint)

Return True if this constraint contains the given column.

Note that this object also contains an attribute .columns which is a [ColumnCollection](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnCollection" \o "sqlalchemy.sql.expression.ColumnCollection) of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects.

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.get_children" \o "sqlalchemy.schema.SchemaItem.get_children) *method of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

used to allow SchemaVisitor access

**info**

*inherited from the* [info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Info dictionary associated with the object, allowing user-defined data to be associated with this [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

The dictionary is automatically generated when first accessed. It can also be specified in the constructor of some objects, such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**quote**

*inherited from the* [quote](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.quote" \o "sqlalchemy.schema.SchemaItem.quote) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Return the value of the quote flag passed to this schema object, for those schema items which have a name field.

*Deprecated since version 0.9:*Use <obj>.name.quote

sqlalchemy.schema.**conv**(*cls*, *value*, *quote=None*)

Mark a string indicating that a name has already been converted by a naming convention.

标记一个字符串，表示名称已经被命名约定转换了。

This is a string subclass that indicates a name that should not be subject to any further naming conventions.

这是一个字符串子类，它指示不应受到任何进一步命名约定的名称。

E.g. when we create a [Constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Constraint" \o "sqlalchemy.schema.Constraint) using a naming convention as follows:

例如。 当我们使用命名约定创建约束时，如下所示：

m = MetaData(naming\_convention={

"ck": "ck\_*%(table\_name)s*\_*%(constraint\_name)s*"})t = Table('t', m, Column('x', Integer),

CheckConstraint('x > 5', name='x5'))

The name of the above constraint will be rendered as "ck\_t\_x5". That is, the existing name x5 is used in the naming convention as the constraint\_nametoken.

上述约束的名称将被渲染为“ck\_t\_x5”。 也就是说，命名约定中使用现有名称x5作为constraint\_nametoken。

In some situations, such as in migration scripts, we may be rendering the above [CheckConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.CheckConstraint" \o "sqlalchemy.schema.CheckConstraint) with a name that's already been converted. In order to make sure the name isn't double-modified, the new name is applied using the [schema.conv()](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.conv" \o "sqlalchemy.schema.conv) marker. We can use this explicitly as follows:

在某些情况下，例如在迁移脚本中，我们可能正在使用已经转换的名称来呈现上面的CheckConstraint。 为了确保名称不被重复修改，使用schema.conv（）标记来应用新名称。 我们可以如下明确地使用它：

m = MetaData(naming\_convention={

"ck": "ck\_*%(table\_name)s*\_*%(constraint\_name)s*"})t = Table('t', m, Column('x', Integer),

CheckConstraint('x > 5', name=conv('ck\_t\_x5')))

Where above, the [schema.conv()](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.conv" \o "sqlalchemy.schema.conv) marker indicates that the constraint name here is final, and the name will render as "ck\_t\_x5" and not"ck\_t\_ck\_t\_x5"

在上面的地方，schema.conv()标记表明这里的约束名称是final的，名字将会呈现为“ck\_t\_x5”而不是“ck\_t\_ck\_t\_x5”

*New in version 0.9.4.*

**See also**

[Configuring Constraint Naming Conventions](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "constraint-naming-conventions)

3.4.8 Indexes

Indexes can be created anonymously (using an auto-generated name ix\_<column label>) for a single column using the inline index keyword on [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), which also modifies the usage of unique to apply the uniqueness to the index itself, instead of adding a separate UNIQUE constraint. For indexes with specific names or which encompass more than one column, use the [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) construct, which requires a name.

可以使用Column上的内联索引关键字匿名创建索引（使用自动生成的名称ix\_ <column label>），该列也修改将唯一性应用于索引本身的唯一性的使用，而不是添加 单独的UNIQUE约束。 对于具有特定名称或包含多个列的索引，请使用需要名称的Index构造。

Below we illustrate a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) with several [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) objects associated. The DDL for "CREATE INDEX" is issued right after the create statements for the table:

下面我们来说明一个与几个Index对象关联的表。 “CREATE INDEX”的DDL正好在表的create语句之后发布：

meta = MetaData()mytable = Table('mytable', meta,

*# an indexed column, with index "ix\_mytable\_col1"*

Column('col1', Integer, index=True),

*# a uniquely indexed column with index "ix\_mytable\_col2"*

Column('col2', Integer, index=True, unique=True),

Column('col3', Integer),

Column('col4', Integer),

Column('col5', Integer),

Column('col6', Integer),

)

*# place an index on col3, col4*

Index('idx\_col34', mytable.c.col3, mytable.c.col4)

*# place a unique index on col5, col6*

Index('myindex', mytable.c.col5, mytable.c.col6, unique=True)

[SQL](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html)mytable.create(engine)

Note in the example above, the [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) construct is created externally to the table which it corresponds, using [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects directly. [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) also supports "inline" definition inside the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), using string names to identify columns:

注意在上面的例子中，Index结构是直接在Column对象的外部创建的。 索引还支持表内的“内联”定义，使用字符串名称来标识列：

meta = MetaData()mytable = Table('mytable', meta,

Column('col1', Integer),

Column('col2', Integer),

Column('col3', Integer),

Column('col4', Integer),

*# place an index on col1, col2*

Index('idx\_col12', 'col1', 'col2'),

*# place a unique index on col3, col4*

Index('idx\_col34', 'col3', 'col4', unique=**True**))

*New in version 0.7:*Support of "inline" definition inside the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) for [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index).

The [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) object also supports its own create() method:

i = Index('someindex', mytable.c.col5)[SQL](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html)i.create(engine)

### Functional Indexes

[Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) supports SQL and function expressions, as supported by the target backend. To create an index against a column using a descending value, the [ColumnElement.desc()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement.desc" \o "sqlalchemy.sql.expression.ColumnElement.desc) modifier may be used:

**from** **sqlalchemy** **import** Index

Index('someindex', mytable.c.somecol.desc())

Or with a backend that supports functional indexes such as PostgreSQL, a "case insensitive" index can be created using the lower() function:

**from** **sqlalchemy** **import** func, Index

Index('someindex', func.lower(mytable.c.somecol))

*New in version 0.8:*[Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) supports SQL expressions and functions as well as plain columns.

3.4.9 Index API

*class*sqlalchemy.schema.**Index**(*name*, *\*expressions*, *\*\*kw*)

Bases: [sqlalchemy.sql.base.DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs), [sqlalchemy.schema.ColumnCollectionMixin](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ColumnCollectionMixin" \o "sqlalchemy.schema.ColumnCollectionMixin), [sqlalchemy.schema.SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

A table-level INDEX.

Defines a composite (one or more column) INDEX.

E.g.:

sometable = Table("sometable", metadata,

Column("name", String(50)),

Column("address", String(100))

)

Index("some\_index", sometable.c.name)

For a no-frills, single column index, adding [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) also supports index=True:

sometable = Table("sometable", metadata,

Column("name", String(50), index=**True**)

)

For a composite index, multiple columns can be specified:

Index("some\_index", sometable.c.name, sometable.c.address)

Functional indexes are supported as well, typically by using the [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func) construct in conjunction with table-bound [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) objects:

Index("some\_index", func.lower(sometable.c.name))

*New in version 0.8:*support for functional and expression-based indexes.

An [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) can also be manually associated with a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), either through inline declaration or using [Table.append\_constraint()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.append_constraint" \o "sqlalchemy.schema.Table.append_constraint). When this approach is used, the names of the indexed columns can be specified as strings:

Table("sometable", metadata,

Column("name", String(50)),

Column("address", String(100)),

Index("some\_index", "name", "address")

)

To support functional or expression-based indexes in this form, the [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct may be used:

**from** **sqlalchemy** **import** text

Table("sometable", metadata,

Column("name", String(50)),

Column("address", String(100)),

Index("some\_index", text("lower(name)"))

)

*New in version 0.9.5:*the [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct may be used to specify [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) expressions, provided the [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) is explicitly associated with the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

**See also**

[Indexes](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "schema-indexes) - General information on [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index).

[PostgreSQL-Specific Index Options](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "postgresql-indexes) - PostgreSQL-specific options available for the [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) construct.

[MySQL Specific Index Options](http://docs.sqlalchemy.org/en/rel_1_1/dialects/mysql.html" \l "mysql-indexes) - MySQL-specific options available for the [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) construct.

[Clustered Index Support](http://docs.sqlalchemy.org/en/rel_1_1/dialects/mssql.html" \l "mssql-indexes) - MSSQL-specific options available for the [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index) construct.

**\_\_init\_\_**(*name*, *\*expressions*, *\*\*kw*)

Construct an index object.

|  |  |
| --- | --- |
| **Parameters:** | * ****name**** – The name of the index * ****\*expressions**** – Column expressions to include in the index. The expressions are normally instances of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), but may also be arbitrary SQL expressions which ultimately refer to a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column). * ****unique=False**** – Keyword only argument; if True, create a unique index. * ****quote=None**** – Keyword only argument; whether to apply quoting to the name of the index. Works in the same manner as that of [Column.quote](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.quote" \o "sqlalchemy.schema.Column). * ****info=None –****Optional data dictionary which will be populated into the [SchemaItem.info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) attribute of this object.   *New in version 1.0.0.*   * ****\*\*kw**** – Additional keyword arguments not mentioned above are dialect specific, and passed in the form <dialectname>\_<argname>. See the documentation regarding an individual dialect at [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html) for detail on documented arguments. |

**argument\_for**(*dialect\_name*, *argument\_name*, *default*)

*inherited from the* [argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) *method of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

Add a new kind of dialect-specific keyword argument for this class.

E.g.:

Index.argument\_for("mydialect", "length", **None**)

some\_index = Index('a', 'b', mydialect\_length=5)

The [DialectKWArgs.argument\_for()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.argument_for" \o "sqlalchemy.sql.base.DialectKWArgs.argument_for) method is a per-argument way adding extra arguments to the[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) dictionary. This dictionary provides a list of argument names accepted by various schema-level constructs on behalf of a dialect.

New dialects should typically specify this dictionary all at once as a data member of the dialect class. The use case for ad-hoc addition of argument names is typically for end-user code that is also using a custom compilation scheme which consumes the additional arguments.

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect\_name**** – name of a dialect. The dialect must be locatable, else a [NoSuchModuleError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.NoSuchModuleError" \o "sqlalchemy.exc.NoSuchModuleError) is raised. The dialect must also include an existing[DefaultDialect.construct\_arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect.construct_arguments" \o "sqlalchemy.engine.default.DefaultDialect.construct_arguments) collection, indicating that it participates in the keyword-argument validation and default system, else [ArgumentError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ArgumentError" \o "sqlalchemy.exc.ArgumentError) is raised. If the dialect does not include this collection, then any keyword argument can be specified on behalf of this dialect already. All dialects packaged within SQLAlchemy include this collection, however for third party dialects, support may vary. * ****argument\_name**** – name of the parameter. * ****default**** – default value of the parameter. |

*New in version 0.9.4.*

**bind**

Return the connectable associated with this Index.

**create**(*bind=None*)

Issue a CREATE statement for this [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index), using the given [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) for connectivity.

**See also**

[MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all).

**dialect\_kwargs**

*inherited from the* [dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

The arguments are present here in their original <dialect>\_<kwarg> format. Only arguments that were actually passed are included; unlike the [DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) collection, which contains all options known by this dialect including defaults.

The collection is also writable; keys are accepted of the form <dialect>\_<kwarg> where the value will be assembled into the list of options.

*New in version 0.9.2.*

*Changed in version 0.9.4:*The [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) collection is now writable.

**See also**

[DialectKWArgs.dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) - nested dictionary form

**dialect\_options**

*inherited from the* [dialect\_options](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_options" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_options) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A collection of keyword arguments specified as dialect-specific options to this construct.

This is a two-level nested registry, keyed to <dialect\_name> and <argument\_name>. For example, the postgresql\_where argument would be locatable as:

arg = my\_object.dialect\_options['postgresql']['where']

*New in version 0.9.2.*

**See also**

[DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs) - flat dictionary form

**drop**(*bind=None*)

Issue a DROP statement for this [Index](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index" \o "sqlalchemy.schema.Index), using the given [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) for connectivity.

**See also**

[MetaData.drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all).

**get\_children**(*\*\*kwargs*)

*inherited from the* [get\_children()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.get_children" \o "sqlalchemy.schema.SchemaItem.get_children) *method of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

used to allow SchemaVisitor access

**info**

*inherited from the* [info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.info" \o "sqlalchemy.schema.SchemaItem.info) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Info dictionary associated with the object, allowing user-defined data to be associated with this [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

The dictionary is automatically generated when first accessed. It can also be specified in the constructor of some objects, such as [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

**kwargs**

*inherited from the* [kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.kwargs) *attribute of* [DialectKWArgs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs" \o "sqlalchemy.sql.base.DialectKWArgs)

A synonym for [DialectKWArgs.dialect\_kwargs](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs" \o "sqlalchemy.sql.base.DialectKWArgs.dialect_kwargs).

**quote**

*inherited from the* [quote](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem.quote" \o "sqlalchemy.schema.SchemaItem.quote) *attribute of* [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)

Return the value of the quote flag passed to this schema object, for those schema items which have a name field.

*Deprecated since version 0.9:*Use <obj>.name.quote

## 3.5 Customizing DDL

In the preceding sections we've discussed a variety of schema constructs including [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint), [CheckConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.CheckConstraint" \o "sqlalchemy.schema.CheckConstraint), and [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence). Throughout, we've relied upon the create() and [create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) methods of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) and [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) in order to issue data definition language (DDL) for all constructs. When issued, a pre-determined order of operations is invoked, and DDL to create each table is created unconditionally including all constraints and other objects associated with it. For more complex scenarios where database-specific DDL is required, SQLAlchemy offers two techniques which can be used to add any DDL based on any condition, either accompanying the standard generation of tables or by itself.

3.5.1 Custom DDL

Custom DDL phrases are most easily achieved using the [DDL](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDL" \o "sqlalchemy.schema.DDL) construct. This construct works like all the other DDL elements except it accepts a string which is the text to be emitted:

event.listen(

metadata,

"after\_create",

DDL("ALTER TABLE users ADD CONSTRAINT "

"cst\_user\_name\_length "

" CHECK (length(user\_name) >= 8)"))

A more comprehensive method of creating libraries of DDL constructs is to use custom compilation - see [Custom SQL Constructs and Compilation Extension](http://docs.sqlalchemy.org/en/rel_1_1/core/compiler.html) for details.

3.5.2 Controlling DDL Sequences

The [DDL](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDL" \o "sqlalchemy.schema.DDL) construct introduced previously also has the ability to be invoked conditionally based on inspection of the database. This feature is available using the [DDLElement.execute\_if()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement.execute_if" \o "sqlalchemy.schema.DDLElement.execute_if) method. For example, if we wanted to create a trigger but only on the PostgreSQL backend, we could invoke this as:

mytable = Table(

'mytable', metadata,

Column('id', Integer, primary\_key=**True**),

Column('data', String(50)))

trigger = DDL(

"CREATE TRIGGER dt\_ins BEFORE INSERT ON mytable "

"FOR EACH ROW BEGIN SET NEW.data='ins'; END")

event.listen(

mytable,

'after\_create',

trigger.execute\_if(dialect='postgresql'))

The [DDLElement.execute\_if.dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement.execute_if.params.dialect" \o "sqlalchemy.schema.DDLElement.execute_if) keyword also accepts a tuple of string dialect names:

event.listen(

mytable,

"after\_create",

trigger.execute\_if(dialect=('postgresql', 'mysql')))event.listen(

mytable,

"before\_drop",

trigger.execute\_if(dialect=('postgresql', 'mysql')))

The [DDLElement.execute\_if()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement.execute_if" \o "sqlalchemy.schema.DDLElement.execute_if) method can also work against a callable function that will receive the database connection in use. In the example below, we use this to conditionally create a CHECK constraint, first looking within the PostgreSQL catalogs to see if it exists:

**def** should\_create(ddl, target, connection, \*\*kw):

row = connection.execute(

"select conname from pg\_constraint where conname='*%s*'" %

ddl.element.name).scalar()

**return** **not** bool(row)

**def** should\_drop(ddl, target, connection, \*\*kw):

**return** **not** should\_create(ddl, target, connection, \*\*kw)

event.listen(

users,

"after\_create",

DDL(

"ALTER TABLE users ADD CONSTRAINT "

"cst\_user\_name\_length CHECK (length(user\_name) >= 8)"

).execute\_if(callable\_=should\_create))event.listen(

users,

"before\_drop",

DDL(

"ALTER TABLE users DROP CONSTRAINT cst\_user\_name\_length"

).execute\_if(callable\_=should\_drop))

users.create(engine)

CREATE TABLE users (

user\_id SERIAL NOT NULL,

user\_name VARCHAR(40) NOT NULL,

PRIMARY KEY (user\_id)

)

select conname from pg\_constraint where conname='cst\_user\_name\_length'

ALTER TABLE users ADD CONSTRAINT cst\_user\_name\_length CHECK (length(user\_name) >= 8)

users.drop(engine)

select conname from pg\_constraint where conname='cst\_user\_name\_length'

ALTER TABLE users DROP CONSTRAINT cst\_user\_name\_length

DROP TABLE users

### 3.5.3 Using the built-in DDLElement Classes

The sqlalchemy.schema package contains SQL expression constructs that provide DDL expressions. For example, to produce a CREATE TABLE statement:

**from** **sqlalchemy.schema** **import** CreateTable

engine.execute(CreateTable(mytable))

CREATE TABLE mytable (

col1 INTEGER,

col2 INTEGER,

col3 INTEGER,

col4 INTEGER,

col5 INTEGER,

col6 INTEGER

)

Above, the [CreateTable](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateTable" \o "sqlalchemy.schema.CreateTable) construct works like any other expression construct (such as select(), table.insert(), etc.). All of SQLAlchemy's DDL oriented constructs are subclasses of the [DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement) base class; this is the base of all the objects corresponding to CREATE and DROP as well as ALTER, not only in SQLAlchemy but in Alembic Migrations as well. A full reference of available constructs is in [DDL Expression Constructs API](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "schema-api-ddl).

User-defined DDL constructs may also be created as subclasses of [DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement) itself. The documentation in [Custom SQL Constructs and Compilation Extension](http://docs.sqlalchemy.org/en/rel_1_1/core/compiler.html) has several examples of this.

The event-driven DDL system described in the previous section [Controlling DDL Sequences](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "schema-ddl-sequences) is available with other [DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement) objects as well. However, when dealing with the built-in constructs such as [CreateIndex](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateIndex" \o "sqlalchemy.schema.CreateIndex), [CreateSequence](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateSequence" \o "sqlalchemy.schema.CreateSequence), etc, the event system is of ****limited**** use, as methods like [Table.create()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.create" \o "sqlalchemy.schema.Table.create) and[MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) will invoke these constructs unconditionally. In a future SQLAlchemy release, the DDL event system including conditional execution will taken into account for built-in constructs that currently invoke in all cases.

We can illustrate an event-driven example with the [AddConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.AddConstraint" \o "sqlalchemy.schema.AddConstraint) and [DropConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DropConstraint" \o "sqlalchemy.schema.DropConstraint) constructs, as the event-driven system will work for CHECK and UNIQUE constraints, using these as we did in our previous example of [DDLElement.execute\_if()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement.execute_if" \o "sqlalchemy.schema.DDLElement.execute_if):

**def** should\_create(ddl, target, connection, \*\*kw):

row = connection.execute(

"select conname from pg\_constraint where conname='*%s*'" %

ddl.element.name).scalar()

**return** **not** bool(row)

**def** should\_drop(ddl, target, connection, \*\*kw):

**return** **not** should\_create(ddl, target, connection, \*\*kw)

event.listen(

users,

"after\_create",

AddConstraint(constraint).execute\_if(callable\_=should\_create))event.listen(

users,

"before\_drop",

DropConstraint(constraint).execute\_if(callable\_=should\_drop))

users.create(engine)

CREATE TABLE users (

user\_id SERIAL NOT NULL,

user\_name VARCHAR(40) NOT NULL,

PRIMARY KEY (user\_id)

)

select conname from pg\_constraint where conname='cst\_user\_name\_length'

ALTER TABLE users ADD CONSTRAINT cst\_user\_name\_length CHECK (length(user\_name) >= 8)

users.drop(engine)

select conname from pg\_constraint where conname='cst\_user\_name\_length'

ALTER TABLE users DROP CONSTRAINT cst\_user\_name\_length

DROP TABLE users

While the above example is against the built-in [AddConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.AddConstraint" \o "sqlalchemy.schema.AddConstraint) and [DropConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DropConstraint" \o "sqlalchemy.schema.DropConstraint) objects, the main usefulness of DDL events for now remains focused on the use of the [DDL](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDL" \o "sqlalchemy.schema.DDL) construct itself, as well as with user-defined subclasses of [DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement) that aren't already part of the [MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all), [Table.create()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.create" \o "sqlalchemy.schema.Table.create), and corresponding "drop" processes.

3.5.4 DDL Expression Constructs API

sqlalchemy.schema.**sort\_tables**(*tables*, *skip\_fn=None*, *extra\_dependencies=None*)

sort a collection of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects based on dependency.

This is a dependency-ordered sort which will emit [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects such that they will follow their dependent [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects. Tables are dependent on another based on the presence of [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) objects as well as explicit dependencies added by [Table.add\_is\_dependent\_on()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.add_is_dependent_on" \o "sqlalchemy.schema.Table.add_is_dependent_on).

**Warning**

The [sort\_tables()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.sort_tables" \o "sqlalchemy.schema.sort_tables) function cannot by itself accommodate automatic resolution of dependency cycles between tables, which are usually caused by mutually dependent foreign key constraints. To resolve these cycles, either the [ForeignKeyConstraint.use\_alter](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint.params.use_alter" \o "sqlalchemy.schema.ForeignKeyConstraint) parameter may be appled to those constraints, or use thesql.sort\_tables\_and\_constraints() function which will break out foreign key constraints involved in cycles separately.

|  |  |
| --- | --- |
| **Parameters:** | * ****tables**** – a sequence of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects. * ****skip\_fn**** – optional callable which will be passed a [ForeignKey](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKey" \o "sqlalchemy.schema.ForeignKey) object; if it returns True, this constraint will not be considered as a dependency. Note this is****different**** from the same parameter in [sort\_tables\_and\_constraints()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.sort_tables_and_constraints" \o "sqlalchemy.schema.sort_tables_and_constraints), which is instead passed the owning [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) object. * ****extra\_dependencies**** – a sequence of 2-tuples of tables which will also be considered as dependent on each other. |

**See also**

[sort\_tables\_and\_constraints()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.sort_tables_and_constraints" \o "sqlalchemy.schema.sort_tables_and_constraints)

MetaData.sorted\_tables() - uses this function to sort

sqlalchemy.schema.**sort\_tables\_and\_constraints**(*tables*, *filter\_fn=None*, *extra\_dependencies=None*)

sort a collection of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) / [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) objects.

This is a dependency-ordered sort which will emit tuples of (Table, [ForeignKeyConstraint, ...]) such that each [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) follows its dependent [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects. Remaining [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) objects that are separate due to dependency rules not satisfied by the sort are emitted afterwards as (None, [ForeignKeyConstraint ...]).

Tables are dependent on another based on the presence of [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) objects, explicit dependencies added by [Table.add\_is\_dependent\_on()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.add_is_dependent_on" \o "sqlalchemy.schema.Table.add_is_dependent_on), as well as dependencies stated here using the [skip\_fn](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.sort_tables_and_constraints.params.skip_fn" \o "sqlalchemy.schema.sort_tables_and_constraints) and/or [extra\_dependencies](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.sort_tables_and_constraints.params.extra_dependencies" \o "sqlalchemy.schema.sort_tables_and_constraints) parameters.

|  |  |
| --- | --- |
| **Parameters:** | * ****tables**** – a sequence of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects. * ****filter\_fn**** – optional callable which will be passed a [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) object, and returns a value based on whether this constraint should definitely be included or excluded as an inline constraint, or neither. If it returns False, the constraint will definitely be included as a dependency that cannot be subject to ALTER; if True, it will ****only**** be included as an ALTER result at the end. Returning None means the constraint is included in the table-based result unless it is detected as part of a dependency cycle. * ****extra\_dependencies**** – a sequence of 2-tuples of tables which will also be considered as dependent on each other. |

*New in version 1.0.0.*

**See also**

[sort\_tables()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.sort_tables" \o "sqlalchemy.schema.sort_tables)

*class*sqlalchemy.schema.**DDLElement**

Bases: [sqlalchemy.sql.expression.Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), sqlalchemy.schema.\_DDLCompiles

Base class for DDL expression constructs.

This class is the base for the general purpose [DDL](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDL" \o "sqlalchemy.schema.DDL) class, as well as the various create/drop clause constructs such as [CreateTable](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateTable" \o "sqlalchemy.schema.CreateTable), [DropTable](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DropTable" \o "sqlalchemy.schema.DropTable), [AddConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.AddConstraint" \o "sqlalchemy.schema.AddConstraint), etc.

[DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement) integrates closely with SQLAlchemy events, introduced in [Events](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html). An instance of one is itself an event receiving callable:

event.listen(

users,

'after\_create',

AddConstraint(constraint).execute\_if(dialect='postgresql'))

**See also**

[DDL](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDL" \o "sqlalchemy.schema.DDL)

[DDLEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents" \o "sqlalchemy.events.DDLEvents)

[Events](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html)

[Controlling DDL Sequences](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "schema-ddl-sequences)

**\_\_call\_\_**(*target*, *bind*, *\*\*kw*)

Execute the DDL as a ddl\_listener.

**against**(*target*)

Return a copy of this DDL against a specific schema item.

**bind**

**callable\_***= None*

**dialect***= None*

**execute**(*bind=None*, *target=None*)

Execute this DDL immediately.

Executes the DDL statement in isolation using the supplied [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) or [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) assigned to the .bind property, if not supplied. If the DDL has a conditional on criteria, it will be invoked with None as the event.

|  |  |
| --- | --- |
| **Parameters:** | * ****bind**** – Optional, an Engine or Connection. If not supplied, a valid [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) must be present in the .bind property. * ****target**** – Optional, defaults to None. The target SchemaItem for the execute call. Will be passed to the on callable if any, and may also provide string expansion data for the statement. See execute\_at for more information. |

**execute\_at**(*event\_name*, *target*)

Link execution of this DDL to the DDL lifecycle of a SchemaItem.

*Deprecated since version 0.7:*See [DDLEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents" \o "sqlalchemy.events.DDLEvents), as well as [DDLElement.execute\_if()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement.execute_if" \o "sqlalchemy.schema.DDLElement.execute_if).

Links this DDLElement to a Table or MetaData instance, executing it when that schema item is created or dropped. The DDL statement will be executed using the same Connection and transactional context as the Table create/drop itself. The .bind property of this statement is ignored.

|  |  |
| --- | --- |
| **Parameters:** | * ****event**** – One of the events defined in the schema item's .ddl\_events; e.g. 'before-create', 'after-create', 'before-drop' or 'after-drop' * ****target**** – The Table or MetaData instance for which this DDLElement will be associated with. |

A DDLElement instance can be linked to any number of schema items.

execute\_at builds on the append\_ddl\_listener interface of [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) and [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects.

Caveat: Creating or dropping a Table in isolation will also trigger any DDL set to execute\_at that Table's MetaData. This may change in a future release.

**execute\_if**(*dialect=None*, *callable\_=None*, *state=None*)

Return a callable that will execute this DDLElement conditionally.

Used to provide a wrapper for event listening:

event.listen(

metadata,

'before\_create',

DDL("my\_ddl").execute\_if(dialect='postgresql')

)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Parameters:** | * ****dialect**** –   May be a string, tuple or a callable predicate. If a string, it will be compared to the name of the executing database dialect:  DDL('something').execute\_if(dialect='postgresql')  If a tuple, specifies multiple dialect names:  DDL('something').execute\_if(dialect=('postgresql', 'mysql'))   * ****callable\_**** –   A callable, which will be invoked with four positional arguments as well as optional keyword arguments:   |  |  | | --- | --- | | **ddl:** | This DDL element. | | **target:** | The [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) or [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object which is the target of this event. May be None if the DDL is executed explicitly. | | **bind:** | The [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) being used for DDL execution | | **tables:** | Optional keyword argument - a list of Table objects which are to be created/ dropped within a MetaData.create\_all() or drop\_all() method call. | | **state:** | Optional keyword argument - will be the state argument passed to this function. | | **checkfirst:** | Keyword argument, will be True if the 'checkfirst' flag was set during the call to create(), create\_all(), drop(), drop\_all(). |   If the callable returns a true value, the DDL statement will be executed.   * ****state**** – any value which will be passed to the callable\_ as the state keyword argument. |

**See also**

[DDLEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents" \o "sqlalchemy.events.DDLEvents)

[Events](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html)

**on***= None*

**target***= None*

*class*sqlalchemy.schema.**DDL**(*statement*, *on=None*, *context=None*, *bind=None*)

Bases: [sqlalchemy.schema.DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement)

A literal DDL statement.

Specifies literal SQL DDL to be executed by the database. DDL objects function as DDL event listeners, and can be subscribed to those events listed in [DDLEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents" \o "sqlalchemy.events.DDLEvents), using either [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) or [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) objects as targets. Basic templating support allows a single DDL instance to handle repetitive tasks for multiple tables.

Examples:

**from** **sqlalchemy** **import** event, DDL

tbl = Table('users', metadata, Column('uid', Integer))event.listen(tbl, 'before\_create', DDL('DROP TRIGGER users\_trigger'))

spow = DDL('ALTER TABLE *%(table)s* SET secretpowers TRUE')event.listen(tbl, 'after\_create', spow.execute\_if(dialect='somedb'))

drop\_spow = DDL('ALTER TABLE users SET secretpowers FALSE')connection.execute(drop\_spow)

When operating on Table events, the following statement string substitions are available:

%(table)s - the Table name, **with** any required quoting applied%(schema)s - the schema name, **with** any required quoting applied%(fullname)s - the Table name including schema, quoted **if** needed

The DDL's "context", if any, will be combined with the standard substitutions noted above. Keys present in the context will override the standard substitutions.

**\_\_init\_\_**(*statement*, *on=None*, *context=None*, *bind=None*)

Create a DDL statement.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Parameters:** | * ****statement**** –   A string or unicode string to be executed. Statements will be processed with Python's string formatting operator. See the context argument and the execute\_at method.  A literal '%' in a statement must be escaped as '%%'.  SQL bind parameters are not available in DDL statements.   * ****on**** –   *Deprecated since version 0.7:*See [DDLElement.execute\_if()](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement.execute_if" \o "sqlalchemy.schema.DDLElement.execute_if).  Optional filtering criteria. May be a string, tuple or a callable predicate. If a string, it will be compared to the name of the executing database dialect:  DDL('something', on='postgresql')  If a tuple, specifies multiple dialect names:  DDL('something', on=('postgresql', 'mysql'))  If a callable, it will be invoked with four positional arguments as well as optional keyword arguments:   |  |  | | --- | --- | | **ddl:** | This DDL element. | | **event:** | The name of the event that has triggered this DDL, such as 'after-create' Will be None if the DDL is executed explicitly. | | **target:** | The Table or MetaData object which is the target of this event. May be None if the DDL is executed explicitly. | | **connection:** | The Connection being used for DDL execution | | **tables:** | Optional keyword argument - a list of Table objects which are to be created/ dropped within a MetaData.create\_all() or drop\_all() method call. |   If the callable returns a true value, the DDL statement will be executed.   * ****context**** – Optional dictionary, defaults to None. These values will be available for use in string substitutions on the DDL statement. * ****bind**** – Optional. A [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable), used by default when execute() is invoked without a bind argument. |

**See also**

[DDLEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents" \o "sqlalchemy.events.DDLEvents)

[Events](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html)

*class*sqlalchemy.schema.**\_CreateDropBase**(*element*, *on=None*, *bind=None*)

Bases: [sqlalchemy.schema.DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement)

Base class for DDL constructs that represent CREATE and DROP or equivalents.

The common theme of \_CreateDropBase is a single element attribute which refers to the element to be created or dropped.

*class*sqlalchemy.schema.**CreateTable**(*element*, *on=None*, *bind=None*, *include\_foreign\_key\_constraints=None*)

Bases: [sqlalchemy.schema.\_CreateDropBase](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema._CreateDropBase" \o "sqlalchemy.schema._CreateDropBase)

Represent a CREATE TABLE statement.

**\_\_init\_\_**(*element*, *on=None*, *bind=None*, *include\_foreign\_key\_constraints=None*)

Create a [CreateTable](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateTable" \o "sqlalchemy.schema.CreateTable) construct.

|  |  |
| --- | --- |
| **Parameters:** | * ****element**** – a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) that's the subject of the CREATE * ****on**** – See the description for 'on' in [DDL](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDL" \o "sqlalchemy.schema.DDL). * ****bind**** – See the description for 'bind' in [DDL](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDL" \o "sqlalchemy.schema.DDL). * ****include\_foreign\_key\_constraints**** –   optional sequence of [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) objects that will be included inline within the CREATE construct; if omitted, all foreign key constraints that do not specify use\_alter=True are included.  *New in version 1.0.0.* |

*class*sqlalchemy.schema.**DropTable**(*element*, *on=None*, *bind=None*)

Bases: [sqlalchemy.schema.\_CreateDropBase](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema._CreateDropBase" \o "sqlalchemy.schema._CreateDropBase)

Represent a DROP TABLE statement.

*class*sqlalchemy.schema.**CreateColumn**(*element*)

Bases: sqlalchemy.schema.\_DDLCompiles

Represent a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) as rendered in a CREATE TABLE statement, via the [CreateTable](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateTable" \o "sqlalchemy.schema.CreateTable) construct.

This is provided to support custom column DDL within the generation of CREATE TABLE statements, by using the compiler extension documented in [Custom SQL Constructs and Compilation Extension](http://docs.sqlalchemy.org/en/rel_1_1/core/compiler.html) to extend [CreateColumn](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateColumn" \o "sqlalchemy.schema.CreateColumn).

Typical integration is to examine the incoming [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) object, and to redirect compilation if a particular flag or condition is found:

**from** **sqlalchemy** **import** schema**from** **sqlalchemy.ext.compiler** **import** compiles

**@compiles**(schema.CreateColumn)**def** compile(element, compiler, \*\*kw):

column = element.element

**if** "special" **not** **in** column.info:

**return** compiler.visit\_create\_column(element, \*\*kw)

text = "*%s* SPECIAL DIRECTIVE *%s*" % (

column.name,

compiler.type\_compiler.process(column.type)

)

default = compiler.get\_column\_default\_string(column)

**if** default **is** **not** **None**:

text += " DEFAULT " + default

**if** **not** column.nullable:

text += " NOT NULL"

**if** column.constraints:

text += " ".join(

compiler.process(const)

**for** const **in** column.constraints)

**return** text

The above construct can be applied to a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) as follows:

**from** **sqlalchemy** **import** Table, Metadata, Column, Integer, String**from** **sqlalchemy** **import** schema

metadata = MetaData()

table = Table('mytable', MetaData(),

Column('x', Integer, info={"special":**True**}, primary\_key=**True**),

Column('y', String(50)),

Column('z', String(20), info={"special":**True**})

)

metadata.create\_all(conn)

Above, the directives we've added to the [Column.info](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.info" \o "sqlalchemy.schema.Column.info) collection will be detected by our custom compilation scheme:

CREATE TABLE mytable (

x SPECIAL DIRECTIVE INTEGER NOT NULL,

y VARCHAR(50),

z SPECIAL DIRECTIVE VARCHAR(20),

PRIMARY KEY (x))

The [CreateColumn](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateColumn" \o "sqlalchemy.schema.CreateColumn) construct can also be used to skip certain columns when producing a CREATE TABLE. This is accomplished by creating a compilation rule that conditionally returns None. This is essentially how to produce the same effect as using the system=True argument on [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column), which marks a column as an implicitly-present "system" column.

For example, suppose we wish to produce a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) which skips rendering of the PostgreSQL xmin column against the PostgreSQL backend, but on other backends does render it, in anticipation of a triggered rule. A conditional compilation rule could skip this name only on PostgreSQL:

**from** **sqlalchemy.schema** **import** CreateColumn

**@compiles**(CreateColumn, "postgresql")**def** skip\_xmin(element, compiler, \*\*kw):

**if** element.element.name == 'xmin':

**return** **None**

**else**:

**return** compiler.visit\_create\_column(element, \*\*kw)

my\_table = Table('mytable', metadata,

Column('id', Integer, primary\_key=**True**),

Column('xmin', Integer)

)

Above, a [CreateTable](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateTable" \o "sqlalchemy.schema.CreateTable) construct will generate a CREATE TABLE which only includes the id column in the string; the xmin column will be omitted, but only against the PostgreSQL backend.

*New in version 0.8.3:*The [CreateColumn](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateColumn" \o "sqlalchemy.schema.CreateColumn) construct supports skipping of columns by returning None from a custom compilation rule.

*New in version 0.8:*The [CreateColumn](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateColumn" \o "sqlalchemy.schema.CreateColumn) construct was added to support custom column creation styles.

*class*sqlalchemy.schema.**CreateSequence**(*element*, *on=None*, *bind=None*)

Bases: [sqlalchemy.schema.\_CreateDropBase](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema._CreateDropBase" \o "sqlalchemy.schema._CreateDropBase)

Represent a CREATE SEQUENCE statement.

*class*sqlalchemy.schema.**DropSequence**(*element*, *on=None*, *bind=None*)

Bases: [sqlalchemy.schema.\_CreateDropBase](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema._CreateDropBase" \o "sqlalchemy.schema._CreateDropBase)

Represent a DROP SEQUENCE statement.

*class*sqlalchemy.schema.**CreateIndex**(*element*, *on=None*, *bind=None*)

Bases: [sqlalchemy.schema.\_CreateDropBase](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema._CreateDropBase" \o "sqlalchemy.schema._CreateDropBase)

Represent a CREATE INDEX statement.

*class*sqlalchemy.schema.**DropIndex**(*element*, *on=None*, *bind=None*)

Bases: [sqlalchemy.schema.\_CreateDropBase](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema._CreateDropBase" \o "sqlalchemy.schema._CreateDropBase)

Represent a DROP INDEX statement.

*class*sqlalchemy.schema.**AddConstraint**(*element*, *\*args*, *\*\*kw*)

Bases: [sqlalchemy.schema.\_CreateDropBase](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema._CreateDropBase" \o "sqlalchemy.schema._CreateDropBase)

Represent an ALTER TABLE ADD CONSTRAINT statement.

*class*sqlalchemy.schema.**DropConstraint**(*element*, *cascade=False*, *\*\*kw*)

Bases: [sqlalchemy.schema.\_CreateDropBase](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema._CreateDropBase" \o "sqlalchemy.schema._CreateDropBase)

Represent an ALTER TABLE DROP CONSTRAINT statement.

*class*sqlalchemy.schema.**CreateSchema**(*name*, *quote=None*, *\*\*kw*)

Bases: [sqlalchemy.schema.\_CreateDropBase](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema._CreateDropBase" \o "sqlalchemy.schema._CreateDropBase)

Represent a CREATE SCHEMA statement.

*New in version 0.7.4.*

The argument here is the string name of the schema.

**\_\_init\_\_**(*name*, *quote=None*, *\*\*kw*)

Create a new [CreateSchema](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateSchema" \o "sqlalchemy.schema.CreateSchema) construct.

*class*sqlalchemy.schema.**DropSchema**(*name*, *quote=None*, *cascade=False*, *\*\*kw*)

Bases: [sqlalchemy.schema.\_CreateDropBase](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema._CreateDropBase" \o "sqlalchemy.schema._CreateDropBase)

Represent a DROP SCHEMA statement.

The argument here is the string name of the schema.

*New in version 0.7.4.*

**\_\_init\_\_**(*name*, *quote=None*, *cascade=False*, *\*\*kw*)

Create a new [DropSchema](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DropSchema" \o "sqlalchemy.schema.DropSchema) construct.

# Chapter 4 Column and Data Types

# **4.1 Column and Data Types**

SQLAlchemy provides abstractions for most common database data types, and a mechanism for specifying your own custom data types.

SQLAlchemy提供了大多数常见数据库数据类型的抽象，以及用于指定自己的自定义数据类型的机制。

The methods and attributes of type objects are rarely used directly. Type objects are supplied to [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) definitions and can be supplied as type hints to functions for occasions where the database driver returns an incorrect type.

类型对象的方法和属性很少直接使用。 类型对象被提供给表定义，并且可以以数据库驱动程序返回不正确类型的场合作为类型提示。

**>>>** users = Table('users', metadata,

**...**  Column('id', Integer, primary\_key=True)

**...**  Column('login', String(32))

**...**  )

SQLAlchemy will use the Integer and String(32) type information when issuing a CREATE TABLE statement and will use it again when reading back rows SELECTed from the database. Functions that accept a type (such as [Column()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)) will typically accept a type class or instance; Integer is equivalent to Integer()with no construction arguments in this case.

SQLAlchemy将在发出CREATE TABLE语句时使用Integer和String（32）类型的信息，并在读取从数据库中选择的行时再次使用它。 接受类型的函数（如Column() ）通常会接受类型类或实例; 在这种情况下，整数相当于没有构造参数的Integer() 。

4.1.1 Generic Types

Generic types specify a column that can read, write and store a particular type of Python data. SQLAlchemy will choose the best database column type available on the target database when issuing a CREATE TABLE statement. For complete control over which column type is emitted in CREATE TABLE, such as VARCHAR see [SQL Standard and Multiple Vendor Types](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "types-sqlstandard) and the other sections of this chapter.

通用类型指定可以读取，写入和存储特定类型的Python数据的列。 SQLAlchemy将在发出CREATE TABLE语句时选择目标数据库上可用的最佳数据库列类型。 要完整控制在CREATE TABLE中发出的列类型，例如VARCHAR，请参阅SQL标准和多个供应商类型以及本章的其他部分。

*class*sqlalchemy.types.**BigInteger**

Bases: [sqlalchemy.types.Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer)

A type for bigger int integers.

Typically generates a BIGINT in DDL, and otherwise acts like a normal [Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer) on the Python side.

*class*sqlalchemy.types.**Boolean**(*create\_constraint=True*, *name=None*, *\_create\_events=True*)

Bases: [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine), [sqlalchemy.types.SchemaType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType" \o "sqlalchemy.types.SchemaType)

A bool datatype.

Boolean typically uses BOOLEAN or SMALLINT on the DDL side, and on the Python side deals in True or False.

**\_\_init\_\_**(*create\_constraint=True*, *name=None*, *\_create\_events=True*)

Construct a Boolean.

|  |  |
| --- | --- |
| **Parameters:** | ****create\_constraint**** – defaults to True. If the boolean is generated as an int/smallint, also create a CHECK constraint on the table that ensures 1 or 0 as a value.  ****name**** – if a CHECK constraint is generated, specify the name of the constraint. |

*class*sqlalchemy.types.**Date**

Bases: sqlalchemy.types.\_DateAffinity, [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

A type for datetime.date() objects.

*class*sqlalchemy.types.**DateTime**(*timezone=False*)

Bases: sqlalchemy.types.\_DateAffinity, [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

A type for datetime.datetime() objects.

Date and time types return objects from the Python datetime module. Most DBAPIs have built in support for the datetime module, with the noted exception of SQLite. In the case of SQLite, date and time types are stored as strings which are then converted back to datetime objects when rows are returned.

For the time representation within the datetime type, some backends include additional options, such as timezone support and fractional seconds support. For fractional seconds, use the dialect-specific datatype, such as [mysql.TIME](http://docs.sqlalchemy.org/en/rel_1_1/dialects/mysql.html" \l "sqlalchemy.dialects.mysql.TIME" \o "sqlalchemy.dialects.mysql.TIME). For timezone support, use at least the [TIMESTAMP](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.TIMESTAMP" \o "sqlalchemy.types.TIMESTAMP) datatype, if not the dialect-specific datatype object.

**\_\_init\_\_**(*timezone=False*)

Construct a new [DateTime](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.DateTime" \o "sqlalchemy.types.DateTime).

|  |  |
| --- | --- |
| **Parameters:** | ****timezone**** – boolean. Indicates that the datetime type should enable timezone support, if available on the ****base date/time-holding type only****. It is recommended to make use of the [TIMESTAMP](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.TIMESTAMP" \o "sqlalchemy.types.TIMESTAMP) datatype directly when using this flag, as some databases include separate generic date/time-holding types distinct from the timezone-capable TIMESTAMP datatype, such as Oracle. |

*class*sqlalchemy.types.**Enum**(*\*enums*, *\*\*kw*)

Bases: [sqlalchemy.types.String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String), [sqlalchemy.types.SchemaType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType" \o "sqlalchemy.types.SchemaType)

Generic Enum Type.

The [Enum](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum" \o "sqlalchemy.types.Enum) type provides a set of possible string values which the column is constrained towards.

The [Enum](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum" \o "sqlalchemy.types.Enum) type will make use of the backend's native "ENUM" type if one is available; otherwise, it uses a VARCHAR datatype and produces a CHECK constraint. Use of the backend-native enum type can be disabled using the [Enum.native\_enum](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum.params.native_enum" \o "sqlalchemy.types.Enum) flag, and the production of the CHECK constraint is configurable using the [Enum.create\_constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum.params.create_constraint" \o "sqlalchemy.types.Enum) flag.

The [Enum](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum" \o "sqlalchemy.types.Enum) type also provides in-Python validation of string values during both read and write operations. When reading a value from the database in a result set, the string value is always checked against the list of possible values and a LookupError is raised if no match is found. When passing a value to the database as a plain string within a SQL statement, if the [Enum.validate\_strings](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum.params.validate_strings" \o "sqlalchemy.types.Enum) parameter is set to True, a LookupError is raised for any string value that's not located in the given list of possible values; note that this impacts usage of LIKE expressions with enumerated values (an unusual use case).

*Changed in version 1.1:*the [Enum](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum" \o "sqlalchemy.types.Enum) type now provides in-Python validation of input values as well as on data being returned by the database.

The source of enumerated values may be a list of string values, or alternatively a PEP-435-compliant enumerated class. For the purposes of the [Enum](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum" \o "sqlalchemy.types.Enum) datatype, this class need only provide a \_\_members\_\_ method.

When using an enumerated class, the enumerated objects are used both for input and output, rather than strings as is the case with a plain-string enumerated type:

**import** **enum**

**class** **MyEnum**(enum.Enum):

one = 1

two = 2

three = 3

t = Table(

'data', MetaData(),

Column('value', Enum(MyEnum)))

connection.execute(t.insert(), {"value": MyEnum.two})**assert** connection.scalar(t.select()) **is** MyEnum.two

Above, the string names of each element, e.g. "one", "two", "three", are persisted to the database; the values of the Python Enum, here indicated as integers, are ****not**** used; the value of each enum can therefore be any kind of Python object whether or not it is persistable.

*New in version 1.1:*- support for PEP-435-style enumerated classes.

**See also**

[ENUM](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.ENUM" \o "sqlalchemy.dialects.postgresql.ENUM) - PostgreSQL-specific type, which has additional functionality.

**\_\_init\_\_**(*\*enums*, *\*\*kw*)

Construct an enum.

Keyword arguments which don't apply to a specific backend are ignored by that backend.

|  |  |
| --- | --- |
| **Parameters:** | * ****\*enums –****either exactly one PEP-435 compliant enumerated type or one or more string or unicode enumeration labels. If unicode labels are present, the convert\_unicode flag is auto-enabled.   *New in version 1.1:*a PEP-435 style enumerated class may be passed.   * ****convert\_unicode**** – Enable unicode-aware bind parameter and result-set processing for this Enum's data. This is set automatically based on the presence of unicode label strings. * ****create\_constraint –****   defaults to True. When creating a non-native enumerated type, also build a CHECK constraint on the database against the valid values.  *New in version 1.1:*- added [Enum.create\_constraint](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum.params.create_constraint" \o "sqlalchemy.types.Enum) which provides the option to disable the production of the CHECK constraint for a non-native enumerated type.   * ****metadata**** – Associate this type directly with a MetaData object. For types that exist on the target database as an independent schema construct (PostgreSQL), this type will be created and dropped within create\_all() and drop\_all() operations. If the type is not associated with any MetaData object, it will associate itself with each Table in which it is used, and will be created when any of those individual tables are created, after a check is performed for its existence. The type is only dropped when drop\_all() is called for that Table object's metadata, however. * ****name**** – The name of this type. This is required for PostgreSQL and any future supported database which requires an explicitly named type, or an explicitly named constraint in order to generate the type and/or a table that uses it. If a PEP-435 enumerated class was used, its name (converted to lower case) is used by default. * ****native\_enum**** – Use the database's native ENUM type when available. Defaults to True. When False, uses VARCHAR + check constraint for all backends. * ****schema –****Schema name of this type. For types that exist on the target database as an independent schema construct (PostgreSQL), this parameter specifies the named schema in which the type is present.   **Note**  The schema of the [Enum](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum" \o "sqlalchemy.types.Enum) type does not by default make use of the schema established on the owning [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table). If this behavior is desired, set the inherit\_schema flag to True.   * ****quote**** – Set explicit quoting preferences for the type's name. * ****inherit\_schema**** – When True, the "schema" from the owning [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) will be copied to the "schema" attribute of this [Enum](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum" \o "sqlalchemy.types.Enum), replacing whatever value was passed for the schema attribute. This also takes effect when using the [Table.tometadata()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.tometadata" \o "sqlalchemy.schema.Table.tometadata) operation. * ****validate\_strings –****when True, string values that are being passed to the database in a SQL statement will be checked for validity against the list of enumerated values. Unrecognized values will result in a LookupError being raised.   *New in version 1.1.0b2.* |

**create**(*bind=None*, *checkfirst=False*)

*inherited from the* [create()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType.create" \o "sqlalchemy.types.SchemaType.create) *method of* [SchemaType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType" \o "sqlalchemy.types.SchemaType)

Issue CREATE ddl for this type, if applicable.

**drop**(*bind=None*, *checkfirst=False*)

*inherited from the* [drop()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType.drop" \o "sqlalchemy.types.SchemaType.drop) *method of* [SchemaType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType" \o "sqlalchemy.types.SchemaType)

Issue DROP ddl for this type, if applicable.

*class*sqlalchemy.types.**Float**(*precision=None*, *asdecimal=False*, *decimal\_return\_scale=None*, *\*\*kwargs*)

Bases: [sqlalchemy.types.Numeric](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Numeric" \o "sqlalchemy.types.Numeric)

Type representing floating point types, such as FLOAT or REAL.

This type returns Python float objects by default, unless the [Float.asdecimal](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Float.params.asdecimal" \o "sqlalchemy.types.Float) flag is set to True, in which case they are coerced to decimal.Decimalobjects.

**Note**

The [Float](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Float" \o "sqlalchemy.types.Float) type is designed to receive data from a database type that is explicitly known to be a floating point type (e.g. FLOAT, REAL, others) and not a decimal type (e.g. DECIMAL, NUMERIC, others). If the database column on the server is in fact a Numeric type, such as DECIMAL or NUMERIC, use the [Numeric](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Numeric" \o "sqlalchemy.types.Numeric) type or a subclass, otherwise numeric coercion between float/Decimal may or may not function as expected.

**\_\_init\_\_**(*precision=None*, *asdecimal=False*, *decimal\_return\_scale=None*, *\*\*kwargs*)

Construct a Float.

|  |  |
| --- | --- |
| **Parameters:** | * ****precision**** – the numeric precision for use in DDL CREATE TABLE. * ****asdecimal**** – the same flag as that of [Numeric](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Numeric" \o "sqlalchemy.types.Numeric), but defaults to False. Note that setting this flag to True results in floating point conversion. * ****decimal\_return\_scale –****Default scale to use when converting from floats to Python decimals. Floating point values will typically be much longer due to decimal inaccuracy, and most floating point database types don't have a notion of "scale", so by default the float type looks for the first ten decimal places when converting. Specfiying this value will override that length. Note that the MySQL float types, which do include "scale", will use "scale" as the default for decimal\_return\_scale, if not otherwise specified.   *New in version 0.9.0.*   * ****\*\*kwargs**** – deprecated. Additional arguments here are ignored by the default [Float](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Float" \o "sqlalchemy.types.Float) type. For database specific floats that support additional arguments, see that dialect's documentation for details, such as [sqlalchemy.dialects.mysql.FLOAT](http://docs.sqlalchemy.org/en/rel_1_1/dialects/mysql.html" \l "sqlalchemy.dialects.mysql.FLOAT" \o "sqlalchemy.dialects.mysql.FLOAT). |

*class*sqlalchemy.types.**Integer**

Bases: sqlalchemy.types.\_DateAffinity, [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

A type for int integers.

*class*sqlalchemy.types.**Interval**(*native=True*, *second\_precision=None*, *day\_precision=None*)

Bases: sqlalchemy.types.\_DateAffinity, [sqlalchemy.types.TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator)

A type for datetime.timedelta() objects.

The Interval type deals with datetime.timedelta objects. In PostgreSQL, the native INTERVAL type is used; for others, the value is stored as a date which is relative to the "epoch" (Jan. 1, 1970).

Note that the Interval type does not currently provide date arithmetic operations on platforms which do not support interval types natively. Such operations usually require transformation of both sides of the expression (such as, conversion of both sides into integer epoch values first) which currently is a manual procedure (such as via [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func)).

**\_\_init\_\_**(*native=True*, *second\_precision=None*, *day\_precision=None*)

Construct an Interval object.

|  |  |
| --- | --- |
| **Parameters:** | * ****native**** – when True, use the actual INTERVAL type provided by the database, if supported (currently PostgreSQL, Oracle). Otherwise, represent the interval data as an epoch value regardless. * ****second\_precision**** – For native interval types which support a "fractional seconds precision" parameter, i.e. Oracle and PostgreSQL * ****day\_precision**** – for native interval types which support a "day precision" parameter, i.e. Oracle. |

**coerce\_compared\_value**(*op*, *value*)

See [TypeEngine.coerce\_compared\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.coerce_compared_value" \o "sqlalchemy.types.TypeEngine.coerce_compared_value) for a description.

**impl**

alias of [DateTime](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.DateTime" \o "sqlalchemy.types.DateTime)

*class*sqlalchemy.types.**LargeBinary**(*length=None*)

Bases: sqlalchemy.types.\_Binary

A type for large binary byte data.

The [LargeBinary](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.LargeBinary" \o "sqlalchemy.types.LargeBinary) type corresponds to a large and/or unlengthed binary type for the target platform, such as BLOB on MySQL and BYTEA for PostgreSQL. It also handles the necessary conversions for the DBAPI.

**\_\_init\_\_**(*length=None*)

Construct a LargeBinary type.

|  |  |
| --- | --- |
| **Parameters:** | ****length**** – optional, a length for the column for use in DDL statements, for those binary types that accept a length, such as the MySQL BLOB type. |

*class*sqlalchemy.types.**MatchType**(*create\_constraint=True*, *name=None*, *\_create\_events=True*)

Bases: [sqlalchemy.types.Boolean](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Boolean" \o "sqlalchemy.types.Boolean)

Refers to the return type of the MATCH operator.

As the [ColumnOperators.match()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.match" \o "sqlalchemy.sql.operators.ColumnOperators.match) is probably the most open-ended operator in generic SQLAlchemy Core, we can't assume the return type at SQL evaluation time, as MySQL returns a floating point, not a boolean, and other backends might do something different. So this type acts as a placeholder, currently subclassing [Boolean](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Boolean" \o "sqlalchemy.types.Boolean). The type allows dialects to inject result-processing functionality if needed, and on MySQL will return floating-point values.

*New in version 1.0.0.*

*class*sqlalchemy.types.**Numeric**(*precision=None*, *scale=None*, *decimal\_return\_scale=None*, *asdecimal=True*)

Bases: sqlalchemy.types.\_DateAffinity, [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

A type for fixed precision numbers, such as NUMERIC or DECIMAL.

This type returns Python decimal.Decimal objects by default, unless the [Numeric.asdecimal](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Numeric.params.asdecimal" \o "sqlalchemy.types.Numeric) flag is set to False, in which case they are coerced to Python float objects.

**Note**

The [Numeric](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Numeric" \o "sqlalchemy.types.Numeric) type is designed to receive data from a database type that is explicitly known to be a decimal type (e.g. DECIMAL, NUMERIC, others) and not a floating point type (e.g. FLOAT, REAL, others). If the database column on the server is in fact a floating-point type type, such as FLOAT or REAL, use the [Float](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Float" \o "sqlalchemy.types.Float) type or a subclass, otherwise numeric coercion between float/Decimal may or may not function as expected.

**Note**

The Python decimal.Decimal class is generally slow performing; cPython 3.3 has now switched to use the [cdecimal](http://pypi.python.org/pypi/cdecimal/) library natively. For older Python versions, the cdecimal library can be patched into any application where it will replace the decimal library fully, however this needs to be applied globally and before any other modules have been imported, as follows:

**import** **sys**

**import** **cdecimal**

sys.modules["decimal"] = cdecimal

Note that the cdecimal and decimal libraries are ****not compatible with each other****, so patching cdecimal at the global level is the only way it can be used effectively with various DBAPIs that hardcode to import the decimal library.

**\_\_init\_\_**(*precision=None*, *scale=None*, *decimal\_return\_scale=None*, *asdecimal=True*)

Construct a Numeric.

|  |  |
| --- | --- |
| **Parameters:** | * ****precision**** – the numeric precision for use in DDL CREATE TABLE. * ****scale**** – the numeric scale for use in DDL CREATE TABLE. * ****asdecimal**** – default True. Return whether or not values should be sent as Python Decimal objects, or as floats. Different DBAPIs send one or the other based on datatypes - the Numeric type will ensure that return values are one or the other across DBAPIs consistently. * ****decimal\_return\_scale –****Default scale to use when converting from floats to Python decimals. Floating point values will typically be much longer due to decimal inaccuracy, and most floating point database types don't have a notion of "scale", so by default the float type looks for the first ten decimal places when converting. Specfiying this value will override that length. Types which do include an explicit ".scale" value, such as the base [Numeric](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Numeric" \o "sqlalchemy.types.Numeric) as well as the MySQL float types, will use the value of ".scale" as the default for decimal\_return\_scale, if not otherwise specified.   *New in version 0.9.0.* |

When using the Numeric type, care should be taken to ensure that the asdecimal setting is apppropriate for the DBAPI in use - when Numeric applies a conversion from Decimal->float or float-> Decimal, this conversion incurs an additional performance overhead for all result columns received.

DBAPIs that return Decimal natively (e.g. psycopg2) will have better accuracy and higher performance with a setting of True, as the native translation to Decimal reduces the amount of floating- point issues at play, and the Numeric type itself doesn't need to apply any further conversions. However, another DBAPI which returns floats natively *will* incur an additional conversion overhead, and is still subject to floating point data loss - in which case asdecimal=False will at least remove the extra conversion overhead.

*class*sqlalchemy.types.**PickleType**(*protocol=2*, *pickler=None*, *comparator=None*)

Bases: [sqlalchemy.types.TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator)

Holds Python objects, which are serialized using pickle.

PickleType builds upon the Binary type to apply Python's pickle.dumps() to incoming objects, and pickle.loads() on the way out, allowing any pickleable Python object to be stored as a serialized binary field.

To allow ORM change events to propagate for elements associated with [PickleType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.PickleType" \o "sqlalchemy.types.PickleType), see [Mutation Tracking](http://docs.sqlalchemy.org/en/rel_1_1/orm/extensions/mutable.html).

**\_\_init\_\_**(*protocol=2*, *pickler=None*, *comparator=None*)

Construct a PickleType.

|  |  |
| --- | --- |
| **Parameters:** | * ****protocol**** – defaults to pickle.HIGHEST\_PROTOCOL. * ****pickler**** – defaults to cPickle.pickle or pickle.pickle if cPickle is not available. May be any object with pickle-compatible dumps` and ``loadsmethods. * ****comparator**** – a 2-arg callable predicate used to compare values of this type. If left as None, the Python "equals" operator is used to compare values. |

**impl**

alias of [LargeBinary](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.LargeBinary" \o "sqlalchemy.types.LargeBinary)

*class*sqlalchemy.types.**SchemaType**(*name=None*, *schema=None*, *metadata=None*, *inherit\_schema=False*, *quote=None*, *\_create\_events=True*)

Bases: sqlalchemy.sql.expression.SchemaEventTarget

Mark a type as possibly requiring schema-level DDL for usage.

将某个类型标记为可能需要使用架构级别的DDL。

Supports types that must be explicitly created/dropped (i.e. PG ENUM type) as well as types that are complimented by table or schema level constraints, triggers, and other rules.

支持必须显式创建/删除的类型（即PG ENUM类型）以及由表或模式级别约束，触发器和其他规则所赞扬的类型。

[SchemaType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType" \o "sqlalchemy.types.SchemaType) classes can also be targets for the [DDLEvents.before\_parent\_attach()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents.before_parent_attach" \o "sqlalchemy.events.DDLEvents.before_parent_attach) and [DDLEvents.after\_parent\_attach()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents.after_parent_attach" \o "sqlalchemy.events.DDLEvents.after_parent_attach) events, where the events fire off surrounding the association of the type object with a parent [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

SchemaType类也可以是DDLEvents.before\_parent\_attach（）和DDLEvents.after\_parent\_attach（）事件的目标，其中事件触发类型对象与父列的关联。

**See also**

[Enum](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Enum" \o "sqlalchemy.types.Enum)

[Boolean](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Boolean" \o "sqlalchemy.types.Boolean)

**adapt**(*impltype*, *\*\*kw*)

**bind**

**copy**(*\*\*kw*)

**create**(*bind=None*, *checkfirst=False*)

Issue CREATE ddl for this type, if applicable.

**drop**(*bind=None*, *checkfirst=False*)

Issue DROP ddl for this type, if applicable.

*class*sqlalchemy.types.**SmallInteger**

Bases: [sqlalchemy.types.Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer)

A type for smaller int integers.

Typically generates a SMALLINT in DDL, and otherwise acts like a normal [Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer) on the Python side.

*class*sqlalchemy.types.**String**(*length=None*, *collation=None*, *convert\_unicode=False*, *unicode\_error=None*, *\_warn\_on\_bytestring=False*)

Bases: [sqlalchemy.types.Concatenable](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.Concatenable" \o "sqlalchemy.types.Concatenable), [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

The base for all string and character types.

所有字符串和字符类型的基础。

In SQL, corresponds to VARCHAR. Can also take Python unicode objects and encode to the database's encoding in bind params (and the reverse for result sets.)

在SQL中，对应于VARCHAR。 也可以采用Python unicode对象，并在绑定参数中对数据库的编码进行编码（结果集反过来）。

The length field is usually required when the String type is used within a CREATE TABLE statement, as VARCHAR requires a length on most databases.

当在CREATE TABLE语句中使用字符串类型时，通常需要长度字段，因为VARCHAR在大多数数据库上需要长度。

**\_\_init\_\_**(*length=None*, *collation=None*, *convert\_unicode=False*, *unicode\_error=None*, *\_warn\_on\_bytestring=False*)

Create a string-holding type.

|  |  |
| --- | --- |
| **Parameters:** | ****length**** – optional, a length for the column for use in DDL and CAST expressions. May be safely omitted if no CREATE TABLE will be issued. Certain databases may require a length for use in DDL, and will raise an exception when the CREATE TABLE DDL is issued if a VARCHAR with no length is included. Whether the value is interpreted as bytes or characters is database specific.可选，用于DDL和CAST表达式的列的长度。 如果不发出CREATE TABLE，可以安全省略。 某些数据库可能需要在DDL中使用的长度，并且如果包含无长度的VARCHAR，则在发出CREATE TABLE DDL时引发异常。 值是否被解释为字节或字符是数据库特定的。  ****collation**** –Optional, a column-level collation for use in DDL and CAST expressions. Renders using the COLLATE keyword supported by SQLite, MySQL, and PostgreSQL. E.g.:可选的是用于DDL和CAST表达式的列级排序规则。 渲染使用SQLite，MySQL和PostgreSQL支持的COLLATE关键字。 例如。：  **>>> from** **sqlalchemy** **import** cast, select, String  **>>>** print select([cast('some string', String(collation='utf8'))])SELECT CAST(:param\_1 AS VARCHAR COLLATE utf8) AS anon\_1  *New in version 0.8:*Added support for COLLATE to all string types.  ****convert\_unicode –****When set to True, the [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) type will assume that input is to be passed as Python unicode objects, and results returned as Python unicodeobjects. If the DBAPI in use does not support Python unicode (which is fewer and fewer these days), SQLAlchemy will encode/decode the value, using the value of the encoding parameter passed to [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) as the encoding.当设置为True时，String类型将假定输入将作为Python unicode对象传递，结果返回为Python unicodeobjects。 如果正在使用的DBAPI不支持Python unicode（这些日子越来越少），SQLAlchemy将使用传递给create\_engine() 作为编码的encoding参数的值对该值进行编码/解码。  When using a DBAPI that natively supports Python unicode objects, this flag generally does not need to be set. For columns that are explicitly intended to store non-ASCII data, the [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode) or [UnicodeText](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.UnicodeText" \o "sqlalchemy.types.UnicodeText) types should be used regardless, which feature the same behavior of convert\_unicodebut also indicate an underlying column type that directly supports unicode, such as NVARCHAR.当使用本机支持Python unicode对象的DBAPI时，通常不需要设置该标志。 对于明确打算存储非ASCII数据的列，应使用Unicode或UnicodeText类型，而不管其特性与convert\_unicode相同，还表示直接支持unicode的底层列类型，例如NVARCHAR。  For the extremely rare case that Python unicode is to be encoded/decoded by SQLAlchemy on a backend that does natively support Python unicode, the value force can be passed here which will cause SQLAlchemy's encode/decode services to be used unconditionally.对于非常罕见的情况，Python unicode将通过SQLAlchemy在本地支持Python unicode的后端进行编码/解码，因此可以传递值强制，这将导致SQLAlchemy的无条件使用的编码/解码服务。  ****unicode\_error**** – Optional, a method to use to handle Unicode conversion errors. Behaves like the errors keyword argument to the standard library's string.decode() functions. This flag requires that convert\_unicode is set to force - otherwise, SQLAlchemy is not guaranteed to handle the task of unicode conversion. Note that this flag adds significant performance overhead to row-fetching operations for backends that already return unicode objects natively (which most DBAPIs do). This flag should only be used as a last resort for reading strings from a column with varied or corrupted encodings.可选，用于处理Unicode转换错误的方法。 像标准库的string.decode() 函数的errors关键字参数一样。 该标志要求convert\_unicode设置为强制 - 否则，SQLAlchemy不能保证处理unicode转换的任务。 请注意，此标志为已经返回unicode对象（大多数DBAPI执行）的后端的行提取操作增加了显着的性能开销。 该标志只能用作从列中读取字符串的最后手段，该列具有不同或损坏的编码。 |

*class*sqlalchemy.types.**Text**(*length=None*, *collation=None*, *convert\_unicode=False*, *unicode\_error=None*, *\_warn\_on\_bytestring=False*)

Bases: [sqlalchemy.types.String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String)

A variably sized string type.

一个可变大小的字符串类型。

In SQL, usually corresponds to CLOB or TEXT. Can also take Python unicode objects and encode to the database's encoding in bind params (and the reverse for result sets.) In general, TEXT objects do not have a length; while some databases will accept a length argument here, it will be rejected by others.

在SQL中，通常对应于CLOB或TEXT。 也可以使用Python unicode对象，并将其编码为绑定参数中的数据库编码（反之亦然）。一般而言，TEXT对象没有长度; 而一些数据库将在这里接受一个长度的参数，它将被其他人拒绝。

*class*sqlalchemy.types.**Time**(*timezone=False*)

Bases: sqlalchemy.types.\_DateAffinity, [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

A type for datetime.time() objects.

*class*sqlalchemy.types.**Unicode**(*length=None*, *\*\*kwargs*)

Bases: [sqlalchemy.types.String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String)

A variable length Unicode string type.

可变长度的Unicode字符串类型。

The [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode) type is a [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) subclass that assumes input and output as Python unicode data, and in that regard is equivalent to the usage of theconvert\_unicode flag with the [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) type. However, unlike plain [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String), it also implies an underlying column type that is explicitly supporting of non-ASCII data, such as NVARCHAR on Oracle and SQL Server. This can impact the output of CREATE TABLE statements and CAST functions at the dialect level, and can also affect the handling of bound parameters in some specific DBAPI scenarios.

Unicode类型是一个String子类，它将输入和输出视为Python unicode数据，在这方面等同于使用String类型的convert\_unicode标志。 但是，与plain String不同，它还意味着明确支持非ASCII数据的基础列类型，例如Oracle和SQL Server上的NVARCHAR。 这可能会影响方言级别的CREATE TABLE语句和CAST函数的输出，并且还可能影响某些特定DBAPI方案中绑定参数的处理。

The encoding used by the [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode) type is usually determined by the DBAPI itself; most modern DBAPIs feature support for Python unicode objects as bound values and result set values, and the encoding should be configured as detailed in the notes for the target DBAPI in the [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html) section.

Unicode类型使用的编码通常由DBAPI本身决定; 大多数现代DBAPI都支持Python unicode对象作为绑定值和结果集值，并且编码应该在方言部分的目标DBAPI的注释中进行配置。

For those DBAPIs which do not support, or are not configured to accommodate Python unicode objects directly, SQLAlchemy does the encoding and decoding outside of the DBAPI. The encoding in this scenario is determined by the encoding flag passed to [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine).

对于那些不支持或未配置为直接适应Python unicode对象的DBAPI，SQLAlchemy在DBAPI外进行编码和解码。 在这种情况下的编码由传递给create\_engine() 的编码标志确定。

When using the [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode) type, it is only appropriate to pass Python unicode objects, and not plain str. If a plain str is passed under Python 2, a warning is emitted. If you notice your application emitting these warnings but you're not sure of the source of them, the Python warnings filter, documented at<http://docs.python.org/library/warnings.html>, can be used to turn these warnings into exceptions which will illustrate a stack trace:

当使用Unicode类型时，只适用于传递Python unicode对象，而不是plain str。 如果在Python 2下传递一个简单的str，则会发出警告。 如果您注意到您的应用程序发出这些警告，但是您不确定它们的来源，则可以使用Python警告过滤器（文档：http：//docs.python.org/library/warnings.html）将这些警告转换为 将说明堆栈跟踪的异常：

**import** **warnings**

warnings.simplefilter('error')

For an application that wishes to pass plain bytestrings and Python unicode objects to the Unicode type equally, the bytestrings must first be decoded into unicode. The recipe at [Coercing Encoded Strings to Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "coerce-to-unicode) illustrates how this is done.

对于希望将普通的测试和Python unicode对象平等地传递给Unicode类型的应用程序，必须首先将字符串解码为unicode。 加密编码字符串到Unicode的配方说明了如何完成。

See also:

[UnicodeText](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.UnicodeText" \o "sqlalchemy.types.UnicodeText) - unlengthed textual counterpart to [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode).

**\_\_init\_\_**(*length=None*, *\*\*kwargs*)

Create a [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode) object.

创建一个Unicode对象。

Parameters are the same as that of [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String), with the exception that convert\_unicode defaults to True.

参数与String相同，但convert\_unicode默认为True。

*class*sqlalchemy.types.**UnicodeText**(*length=None*, *\*\*kwargs*)

Bases: [sqlalchemy.types.Text](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Text" \o "sqlalchemy.types.Text)

An unbounded-length Unicode string type.

无限长Unicode字符串类型。

See [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode) for details on the unicode behavior of this object.

有关此对象的unicode行为的详细信息，请参阅Unicode。

Like [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode), usage the [UnicodeText](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.UnicodeText" \o "sqlalchemy.types.UnicodeText) type implies a unicode-capable type being used on the backend, such as NCLOB, NTEXT.

像Unicode一样，使用Unicode文本类型意味着在后端使用unicode功能的类型，如CLOB，NTEXT。

**\_\_init\_\_**(*length=None*, *\*\*kwargs*)

Create a Unicode-converting Text type.

创建Unicode转换文本类型。

Parameters are the same as that of [Text](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Text" \o "sqlalchemy.types.Text), with the exception that convert\_unicode defaults to True.

参数与文本相同，但convert\_unicode默认为True。

4.1.2 SQL Standard and Multiple Vendor Types

This category of types refers to types that are either part of the SQL standard, or are potentially found within a subset of database backends. Unlike the "generic" types, the SQL standard/multi-vendor types have ****no**** guarantee of working on all backends, and will only work on those backends that explicitly support them by name. That is, the type will always emit its exact name in DDL with CREATE TABLE is issued.

这种类型的类型是指作为SQL标准的一部分的类型，或者可能在数据库后端的子集中找到。 与“通用”类型不同，SQL标准/多供应商类型不保证在所有后端上工作，并且只能在名称上显式支持它们的后端上工作。 也就是说，类型将始终使用CREATE TABLE发出DDL中的确切名称。

*class*sqlalchemy.types.**ARRAY**(*item\_type*, *as\_tuple=False*, *dimensions=None*, *zero\_indexes=False*)

Bases: [sqlalchemy.types.Indexable](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.Indexable" \o "sqlalchemy.types.Indexable), [sqlalchemy.types.Concatenable](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.Concatenable" \o "sqlalchemy.types.Concatenable), [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Represent a SQL Array type.

**Note**

This type serves as the basis for all ARRAY operations. However, currently ****only the PostgreSQL backend has support for SQL arrays in SQLAlchemy****. It is recommended to use the [postgresql.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.ARRAY" \o "sqlalchemy.dialects.postgresql.ARRAY) type directly when using ARRAY types with PostgreSQL, as it provides additional operators specific to that backend.

这种类型作为所有ARRAY操作的基础。 但是，目前只有PostgreSQL后端在SQLAlchemy中支持SQL数组。 建议在PostgreSQL使用ARRAY类型时直接使用postgresql.ARRAY类型，因为它提供了特定于后端的其他操作符。

[types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY) is part of the Core in support of various SQL standard functions such as [array\_agg](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.array_agg" \o "sqlalchemy.sql.functions.array_agg) which explicitly involve arrays; however, with the exception of the PostgreSQL backend and possibly some third-party dialects, no other SQLAlchemy built-in dialect has support for this type.

types.ARRAY是Core的一部分，支持各种SQL标准功能，如array\_agg，其明确涉及数组; 然而，除PostgreSQL后端和可能的一些第三方方言外，没有其他SQLAlchemy内置方言支持此类型。

An [types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY) type is constructed given the "type" of element:

type.ARRAY类型是由元素的“type”构成的：

mytable = Table("mytable", metadata,

Column("data", ARRAY(Integer))

)

The above type represents an N-dimensional array, meaning a supporting backend such as PostgreSQL will interpret values with any number of dimensions automatically. To produce an INSERT construct that passes in a 1-dimensional array of integers:

上述类型表示N维数组，意味着PostgreSQL等支持后端将自动解释具有任意数量维度的值。 要产生一个传递一维整数数组的INSERT结构：

connection.execute(

mytable.insert(),

data=[1,2,3])

The [types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY) type can be constructed given a fixed number of dimensions:

可以使用固定数量的维度来构造types.ARRAY类型：

mytable = Table("mytable", metadata,

Column("data", ARRAY(Integer, dimensions=2))

)

Sending a number of dimensions is optional, but recommended if the datatype is to represent arrays of more than one dimension. This number is used:

发送多个维度是可选的，但如果数据类型表示多个维度的数组，则建议使用。 使用这个数字：

When emitting the type declaration itself to the database, e.g. INTEGER[][]

当将类型声明本身发布到数据库时，例如， 整数[][]

When translating Python values to database values, and vice versa, e.g. an ARRAY of [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode) objects uses this number to efficiently access the string values inside of array structures without resorting to per-row type inspection

将Python值转换为数据库值时，反之亦然。 Unicode对象的ARRAY使用此数字可以有效地访问数组结构中的字符串值，而无需依赖于每行类型检查

When used with the Python getitem accessor, the number of dimensions serves to define the kind of type that the [] operator should return, e.g. for an ARRAY of INTEGER with two dimensions:

当与Python getitem访问器一起使用时，维数用于定义[]运算符应该返回的类型的类型，例如 对于具有二维的INTEGER阵列：

**>>>** expr = table.c.column[5] *# returns ARRAY(Integer, dimensions=1)*

**>>>** expr = expr[6] *# returns Integer*

For 1-dimensional arrays, an [types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY) instance with no dimension parameter will generally assume single-dimensional behaviors.

对于1维数组，没有维度参数的types.ARRAY实例通常将采用单维行为。

SQL expressions of type [types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY) have support for "index" and "slice" behavior. The Python [] operator works normally here, given integer indexes or slices. Arrays default to 1-based indexing. The operator produces binary expression constructs which will produce the appropriate SQL, both for SELECT statements:

类型类型的SQL表达式.ARRAY支持“索引”和“切片”行为。 Python []运算符在这里正常工作，给定整数索引或片。 数组默认为基于1的索引。 运算符生成二进制表达式构造，它将为SELECT语句生成适当的SQL：

select([mytable.c.data[5], mytable.c.data[2:7]])

as well as UPDATE statements when the [Update.values()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Update.values" \o "sqlalchemy.sql.expression.Update.values) method is used:

以及使用Update.values() 方法时的UPDATE语句：

mytable.update().values({

mytable.c.data[5]: 7,

mytable.c.data[2:7]: [1, 2, 3]})

The [types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY) type also provides for the operators [types.ARRAY.Comparator.any()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY.Comparator.any" \o "sqlalchemy.types.ARRAY.Comparator.any) and [types.ARRAY.Comparator.all()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY.Comparator.all" \o "sqlalchemy.types.ARRAY.Comparator.all). The PostgreSQL-specific version of [types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY) also provides additional operators.

types.ARRAY类型还为运算符类型.ARRAY.Comparator.any() 和types.ARRAY.Comparator.all() 提供。 PostgreSQL特定版本的类型.ARRAY还提供了额外的运算符。

*New in version 1.1.0.*

**See also**

[postgresql.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.ARRAY" \o "sqlalchemy.dialects.postgresql.ARRAY)

*class***Comparator**(*expr*)

Bases: sqlalchemy.types.Comparator, sqlalchemy.types.Comparator

Define comparison operations for [types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY).

定义types.ARRAY的比较操作。

More operators are available on the dialect-specific form of this type. See [postgresql.ARRAY.Comparator](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.ARRAY.Comparator" \o "sqlalchemy.dialects.postgresql.ARRAY.Comparator).

更多的运营商可以使用这种类型的方言特定形式。见postgresql.ARRAY.Comparator。

**all**(*other*, *operator=None*)

Return other operator ALL (array) clause.

Argument places are switched, because ALL requires array expression to be on the right hand-side.

参数位置被切换，因为ALL需要阵列表达式位于右侧。

E.g.:

**from** **sqlalchemy.sql** **import** operators

conn.execute(

select([table.c.data]).where(

table.c.data.all(7, operator=operators.lt)

))

|  |  |
| --- | --- |
| **Parameters:** | * ****other**** – expression to be compared * ****operator**** – an operator object from the sqlalchemy.sql.operators package, defaults to operators.eq(). |

**See also**

[sql.expression.all\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.all_" \o "sqlalchemy.sql.expression.all_)

[types.ARRAY.Comparator.any()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY.Comparator.any" \o "sqlalchemy.types.ARRAY.Comparator.any)

**any**(*other*, *operator=None*)

Return other operator ANY (array) clause.

返回其他操作者ANY（阵列）子句。

Argument places are switched, because ANY requires array expression to be on the right hand-side.

参数位置被切换，因为ANY需要阵列表达式位于右侧。

E.g.:

**from** **sqlalchemy.sql** **import** operators

conn.execute(

select([table.c.data]).where(

table.c.data.any(7, operator=operators.lt)

))

|  |  |
| --- | --- |
| **Parameters:** | * ****other**** – expression to be compared * ****operator**** – an operator object from the sqlalchemy.sql.operators package, defaults to operators.eq(). |

**See also**

[sql.expression.any\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.any_" \o "sqlalchemy.sql.expression.any_)

[types.ARRAY.Comparator.all()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY.Comparator.all" \o "sqlalchemy.types.ARRAY.Comparator.all)

**\_\_init\_\_**(*item\_type*, *as\_tuple=False*, *dimensions=None*, *zero\_indexes=False*)

Construct an [types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY).

E.g.:

Column('myarray', ARRAY(Integer))

Arguments are:

|  |  |
| --- | --- |
| **Parameters:** | * ****item\_type**** – The data type of items of this array. Note that dimensionality is irrelevant here, so multi-dimensional arrays like INTEGER[][], are constructed as ARRAY(Integer), not as ARRAY(ARRAY(Integer)) or such.该数组的数据类型。 请注意，维度在这里是无关紧要的，因此像INTEGER [] []这样的多维数组被构造为ARRAY（整数），而不是ARRAY（ARRAY（整数））。 * ****as\_tuple=False**** – Specify whether return results should be converted to tuples from lists. This parameter is not generally needed as a Python list corresponds well to a SQL array.指定返回结果是否应该从列表转换为元组。 通常不需要这个参数，因为Python列表很好地对应于SQL数组。 * ****dimensions**** – if non-None, the ARRAY will assume a fixed number of dimensions. This impacts how the array is declared on the database, how it goes about interpreting Python and result values, as well as how expression behavior in conjunction with the "getitem" operator works. See the description at[types.ARRAY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY" \o "sqlalchemy.types.ARRAY) for additional detail.如果不是，则ARRAY将承担固定数量的维度。 这会影响数组中声明数组的方式，如何解释Python和结果值，以及如何与“getitem”操作符一起使用表达式行为。 有关详细信息，请参阅attypes.ARRAY的说明。 * ****zero\_indexes=False**** – when True, index values will be converted between Python zero-based and SQL one-based indexes, e.g. a value of one will be added to all index values before passing to the database.当为True时，索引值将在基于Python的基于零和基于SQL的索引之间进行转换，例如。 在传递到数据库之前，将为所有索引值添加一个值。 |

**comparator\_factory**

alias of [Comparator](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.ARRAY.Comparator" \o "sqlalchemy.types.ARRAY.Comparator)

**zero\_indexes***= False*

if True, Python zero-based indexes should be interpreted as one-based on the SQL expression side.

*class*sqlalchemy.types.**BIGINT**

Bases: [sqlalchemy.types.BigInteger](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.BigInteger" \o "sqlalchemy.types.BigInteger)

The SQL BIGINT type.

*class*sqlalchemy.types.**BINARY**(*length=None*)

Bases: sqlalchemy.types.\_Binary

The SQL BINARY type.

*class*sqlalchemy.types.**BLOB**(*length=None*)

Bases: [sqlalchemy.types.LargeBinary](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.LargeBinary" \o "sqlalchemy.types.LargeBinary)

The SQL BLOB type.

*class*sqlalchemy.types.**BOOLEAN**(*create\_constraint=True*, *name=None*, *\_create\_events=True*)

Bases: [sqlalchemy.types.Boolean](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Boolean" \o "sqlalchemy.types.Boolean)

The SQL BOOLEAN type.

*class*sqlalchemy.types.**CHAR**(*length=None*, *collation=None*, *convert\_unicode=False*, *unicode\_error=None*, *\_warn\_on\_bytestring=False*)

Bases: [sqlalchemy.types.String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String)

The SQL CHAR type.

*class*sqlalchemy.types.**CLOB**(*length=None*, *collation=None*, *convert\_unicode=False*, *unicode\_error=None*, *\_warn\_on\_bytestring=False*)

Bases: [sqlalchemy.types.Text](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Text" \o "sqlalchemy.types.Text)

The CLOB type.

This type is found in Oracle and Informix.

*class*sqlalchemy.types.**DATE**

Bases: [sqlalchemy.types.Date](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Date" \o "sqlalchemy.types.Date)

The SQL DATE type.

*class*sqlalchemy.types.**DATETIME**(*timezone=False*)

Bases: [sqlalchemy.types.DateTime](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.DateTime" \o "sqlalchemy.types.DateTime)

The SQL DATETIME type.

*class*sqlalchemy.types.**DECIMAL**(*precision=None*, *scale=None*, *decimal\_return\_scale=None*, *asdecimal=True*)

Bases: [sqlalchemy.types.Numeric](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Numeric" \o "sqlalchemy.types.Numeric)

The SQL DECIMAL type.

*class*sqlalchemy.types.**FLOAT**(*precision=None*, *asdecimal=False*, *decimal\_return\_scale=None*, *\*\*kwargs*)

Bases: [sqlalchemy.types.Float](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Float" \o "sqlalchemy.types.Float)

The SQL FLOAT type.

sqlalchemy.types.**INT**

alias of [INTEGER](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.INTEGER" \o "sqlalchemy.types.INTEGER)

*class*sqlalchemy.types.**JSON**(*none\_as\_null=False*)

Bases: [sqlalchemy.types.Indexable](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.Indexable" \o "sqlalchemy.types.Indexable), [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Represent a SQL JSON type.

**Note**

[types.JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON) is provided as a facade for vendor-specific JSON types. Since it supports JSON SQL operations, it only works on backends that have an actual JSON type, currently PostgreSQL as well as certain versions of MySQL.

types.JSON作为供应商特定的JSON类型的外观提供。 由于它支持JSON SQL操作，所以它仅适用于具有实际JSON类型的后端，目前为PostgreSQL以及某些版本的MySQL。

[types.JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON) is part of the Core in support of the growing popularity of native JSON datatypes.

types.JSON是Core的一部分，用于支持本机JSON数据类型日益普及。

The [types.JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON) type stores arbitrary JSON format data, e.g.:

类型.JSON类型存储任意的JSON格式数据，例如：

data\_table = Table('data\_table', metadata,

Column('id', Integer, primary\_key=**True**),

Column('data', JSON))

**with** engine.connect() **as** conn:

conn.execute(

data\_table.insert(),

data = {"key1": "value1", "key2": "value2"}

)

The base [types.JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON) provides these two operations:

Keyed index operations:

data\_table.c.data['some key']

Integer index operations:

data\_table.c.data[3]

Path index operations:

data\_table.c.data[('key\_1', 'key\_2', 5, ..., 'key\_n')]

Additional operations are available from the dialect-specific versions of [types.JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON), such as [postgresql.JSON](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.JSON" \o "sqlalchemy.dialects.postgresql.JSON) and [postgresql.JSONB](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.JSONB" \o "sqlalchemy.dialects.postgresql.JSONB), each of which offer more operators than just the basic type.

可以从方言特定版本的类型JSON获得附加操作，例如postgresql.JSON和postgresql.JSONB，每个操作符都提供比仅基本类型更多的操作符。

Index operations return an expression object whose type defaults to [JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON) by default, so that further JSON-oriented instructions may be called upon the result type. Note that there are backend-specific idiosyncracies here, including that the Postgresql database does not generally compare a "json" to a "json" structure without type casts. These idiosyncracies can be accommodated in a backend-neutral way by by making explicit use of the [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) and [type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce)constructs. Comparison of specific index elements of a [JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON) object to other objects work best if the ****left hand side is CAST to a string**** and the ****right hand side is rendered as a json string****; a future SQLAlchemy feature such as a generic "astext" modifier may simplify this at some point:

默认情况下，索引操作返回一个类型默认为JSON的表达式对象，因此可能会在结果类型上调用进一步的面向JSON的指令。 请注意，这里有后端特定的特性，包括Postgresql数据库通常不会将“json”与“json”结构进行比较，而不使用类型转换。 通过明确使用cast() 和type\_coerce() 结构，这些特性可以通过后端中立的方式来适应。 将JSON对象与其他对象的特定索引元素进行比较，如果左侧是CAST到一个字符串，右侧被渲染为一个json字符串; 未来的SQLAlchemy功能（如通用“astext”）修饰符可能会在某些时候简化：

****Compare an element of a JSON structure to a string****:

**from** **sqlalchemy** **import** cast, type\_coerce**from** **sqlalchemy** **import** String, JSON

cast(

data\_table.c.data['some\_key'], String) == '"some\_value"'

cast(

data\_table.c.data['some\_key'], String) == type\_coerce("some\_value", JSON)

****Compare an element of a JSON structure to an integer****:

将JSON结构的元素与整数进行比较：

**from** **sqlalchemy** **import** cast, type\_coerce

**from** **sqlalchemy** **import** String, JSON

cast(data\_table.c.data['some\_key'], String) == '55'

cast(

data\_table.c.data['some\_key'], String) == type\_coerce(55, JSON)

****Compare an element of a JSON structure to some other JSON structure**** - note that Python dictionaries are typically not ordered so care should be taken here to assert that the JSON structures are identical:

将JSON结构的元素与其他JSON结构进行比较 - 请注意，Python字典通常不会被排序，因此应该谨慎地断言JSON结构是相同的：

**from** **sqlalchemy** **import** cast, type\_coerce

**from** **sqlalchemy** **import** String, JSON

**import** **json**

cast(

data\_table.c.data['some\_key'], String) == json.dumps({"foo": "bar"})

cast(

data\_table.c.data['some\_key'], String) == type\_coerce({"foo": "bar"}, JSON)

The [JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON) type, when used with the SQLAlchemy ORM, does not detect in-place mutations to the structure. In order to detect these, the[sqlalchemy.ext.mutable](http://docs.sqlalchemy.org/en/rel_1_1/orm/extensions/mutable.html" \l "module-sqlalchemy.ext.mutable" \o "sqlalchemy.ext.mutable) extension must be used. This extension will allow "in-place" changes to the datastructure to produce events which will be detected by the unit of work. See the example at [HSTORE](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.HSTORE" \o "sqlalchemy.dialects.postgresql.HSTORE) for a simple example involving a dictionary.

当与SQLAlchemy ORM一起使用时，JSON类型不会检测到结构的就地突变。 为了检测这些，必须使用thesalalchemy.ext.mutable扩展名。 此扩展将允许数据结构的“就地”更改以产生将由工作单元检测到的事件。 请参阅HSTORE中的示例，以获得涉及字典的简单示例。

When working with NULL values, the [JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON) type recommends the use of two specific constants in order to differentiate between a column that evaluates to SQL NULL, e.g. no value, vs. the JSON-encoded string of "null". To insert or select against a value that is SQL NULL, use the constant [null()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.null" \o "sqlalchemy.sql.expression.null):

当使用NULL值时，JSON类型建议使用两个特定的常量，以区分评估为SQL NULL的列，例如。 没有值，而JSON编码的字符串为“null”。 要插入或选择一个值为SQL NULL，请使用常量null() ：

**from** **sqlalchemy** **import** null

conn.execute(table.insert(), json\_value=null())

To insert or select against a value that is JSON "null", use the constant [JSON.NULL](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON.NULL" \o "sqlalchemy.types.JSON.NULL):

要插入或选择一个值为JSON“null”，请使用常量JSON.NULL：

conn.execute(table.insert(), json\_value=JSON.NULL)

The [JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON) type supports a flag [JSON.none\_as\_null](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON.params.none_as_null" \o "sqlalchemy.types.JSON) which when set to True will result in the Python constant None evaluating to the value of SQL NULL, and when set to False results in the Python constant None evaluating to the value of JSON "null". The Python value None may be used in conjunction with either[JSON.NULL](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON.NULL" \o "sqlalchemy.types.JSON.NULL) and [null()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.null" \o "sqlalchemy.sql.expression.null) in order to indicate NULL values, but care must be taken as to the value of the [JSON.none\_as\_null](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON.params.none_as_null" \o "sqlalchemy.types.JSON) in these cases.

JSON类型支持一个标志JSON.none\_as\_null，当设置为True将导致Python常量无评估为SQL NULL的值，并且当设置为False时，会导致Python常量无法评估JSON“null”的值。 为了指示NULL值，Python值None可以与JSON.NULL和null() 结合使用，但在这些情况下，必须注意JSON.none\_as\_null的值。

**See also**

[postgresql.JSON](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.JSON" \o "sqlalchemy.dialects.postgresql.JSON)

[postgresql.JSONB](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.JSONB" \o "sqlalchemy.dialects.postgresql.JSONB)

[mysql.JSON](http://docs.sqlalchemy.org/en/rel_1_1/dialects/mysql.html" \l "sqlalchemy.dialects.mysql.JSON" \o "sqlalchemy.dialects.mysql.JSON)

*New in version 1.1.*

*class***Comparator**(*expr*)

Bases: sqlalchemy.types.Comparator, sqlalchemy.types.Comparator

Define comparison operations for [types.JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON).

*class***JSONElementType**

Bases: [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

common function for index / path elements in a JSON expression.

*class***JSONIndexType**

Bases: sqlalchemy.types.JSONElementType

Placeholder for the datatype of a JSON index value.

This allows execution-time processing of JSON index values for special syntaxes.

*class***JSONPathType**

Bases: sqlalchemy.types.JSONElementType

Placeholder type for JSON path operations.

JSON路径操作的占位符类型。

This allows execution-time processing of a path-based index value into a specific SQL syntax.

这允许将基于路径的索引值的执行时处理为特定的SQL语法。

**NULL***= symbol('JSON\_NULL')*

Describe the json value of NULL.

描述json值为NULL。

This value is used to force the JSON value of "null" to be used as the value. A value of Python None will be recognized either as SQL NULL or JSON "null", based on the setting of the [JSON.none\_as\_null](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON.params.none_as_null" \o "sqlalchemy.types.JSON) flag; the [JSON.NULL](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON.NULL" \o "sqlalchemy.types.JSON.NULL) constant can be used to always resolve to JSON "null" regardless of this setting. This is in contrast to the sql.null() construct, which always resolves to SQL NULL. E.g.:

该值用于强制使用“null”的JSON值作为值。 基于JSON.none\_as\_null标志的设置，Python None的值将被识别为SQL NULL或JSON“null”。 无论此设置如何，JSON.NULL常量都可以用于始终解析为JSON“null”。 这与sql.null() 结构形成对比，它总是解析为SQL NULL。 例如。：

**from** **sqlalchemy** **import** null

**from** **sqlalchemy.dialects.postgresql** **import** JSON

obj1 = MyObject(json\_value=null()) *# will \*always\* insert SQL NULL*obj2 = MyObject(json\_value=JSON.NULL) *# will \*always\* insert JSON string "null"*

session.add\_all([obj1, obj2])session.commit()

In order to set JSON NULL as a default value for a column, the most transparent method is to use [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text):

为了将JSON NULL设置为列的默认值，最透明的方法是使用text() ：

Table(

'my\_table', metadata,

Column('json\_data', JSON, default=text("'null'")))

While it is possible to use [JSON.NULL](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON.NULL" \o "sqlalchemy.types.JSON.NULL) in this context, the [JSON.NULL](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON.NULL" \o "sqlalchemy.types.JSON.NULL) value will be returned as the value of the column, which in the context of the ORM or other repurposing of the default value, may not be desirable. Using a SQL expression means the value will be re-fetched from the database within the context of retrieving generated defaults.

虽然可以在此上下文中使用JSON.NULL，但JSON.NULL值将作为列的值返回，该值在ORM的上下文中或默认值的其他重用方式可能不受欢迎。 使用SQL表达式意味着将在检索生成的默认值的上下文中从数据库重新获取该值。

**\_\_init\_\_**(*none\_as\_null=False*)

Construct a [types.JSON](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON" \o "sqlalchemy.types.JSON) type.

|  |  |
| --- | --- |
| **Parameters:** | ****none\_as\_null=False**** –  if True, persist the value None as a SQL NULL value, not the JSON encoding of null. Note that when this flag is False, the [null()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.null" \o "sqlalchemy.sql.expression.null) construct can still be used to persist a NULL value:  如果为True，则将值None作为SQL NULL值，而不是JSON的编码。 请注意，当该标志为False时，仍然可以使用null() 结构来保留NULL值：  **from** **sqlalchemy** **import** nullconn.execute(table.insert(), data=null())  **Note**  [JSON.none\_as\_null](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON.params.none_as_null" \o "sqlalchemy.types.JSON) does ****not**** apply to the values passed to [Column.default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.default" \o "sqlalchemy.schema.Column) and [Column.server\_default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.server_default" \o "sqlalchemy.schema.Column); a value of None passed for these parameters means "no default present".  JSON.none\_as\_null不适用于传递给Column.default和Column.server\_default的值; 这些参数的值为None，表示“no default present”。  **See also**  [types.JSON.NULL](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON.NULL" \o "sqlalchemy.types.JSON.NULL) |

**comparator\_factory**

alias of [Comparator](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.JSON.Comparator" \o "sqlalchemy.types.JSON.Comparator)

*class*sqlalchemy.types.**INTEGER**

Bases: [sqlalchemy.types.Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer)

The SQL INT or INTEGER type.

*class*sqlalchemy.types.**NCHAR**(*length=None*, *\*\*kwargs*)

Bases: [sqlalchemy.types.Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode)

The SQL NCHAR type.

*class*sqlalchemy.types.**NVARCHAR**(*length=None*, *\*\*kwargs*)

Bases: [sqlalchemy.types.Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode)

The SQL NVARCHAR type.

*class*sqlalchemy.types.**NUMERIC**(*precision=None*, *scale=None*, *decimal\_return\_scale=None*, *asdecimal=True*)

Bases: [sqlalchemy.types.Numeric](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Numeric" \o "sqlalchemy.types.Numeric)

The SQL NUMERIC type.

*class*sqlalchemy.types.**REAL**(*precision=None*, *asdecimal=False*, *decimal\_return\_scale=None*, *\*\*kwargs*)

Bases: [sqlalchemy.types.Float](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Float" \o "sqlalchemy.types.Float)

The SQL REAL type.

*class*sqlalchemy.types.**SMALLINT**

Bases: [sqlalchemy.types.SmallInteger](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SmallInteger" \o "sqlalchemy.types.SmallInteger)

The SQL SMALLINT type.

*class*sqlalchemy.types.**TEXT**(*length=None*, *collation=None*, *convert\_unicode=False*, *unicode\_error=None*, *\_warn\_on\_bytestring=False*)

Bases: [sqlalchemy.types.Text](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Text" \o "sqlalchemy.types.Text)

The SQL TEXT type.

*class*sqlalchemy.types.**TIME**(*timezone=False*)

Bases: [sqlalchemy.types.Time](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Time" \o "sqlalchemy.types.Time)

The SQL TIME type.

*class*sqlalchemy.types.**TIMESTAMP**(*timezone=False*)

Bases: [sqlalchemy.types.DateTime](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.DateTime" \o "sqlalchemy.types.DateTime)

The SQL TIMESTAMP type.

[TIMESTAMP](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.TIMESTAMP" \o "sqlalchemy.types.TIMESTAMP) datatypes have support for timezone storage on some backends, such as PostgreSQL and Oracle. Use the timezone argument in order to enable "TIMESTAMP WITH TIMEZONE" for these backends.

TIMESTAMP数据类型支持某些后端的时区存储，如PostgreSQL和Oracle。 使用timezone参数为这些后端启用“TIMESTAMP WITH TIMEZONE”。

**\_\_init\_\_**(*timezone=False*)

Construct a new [TIMESTAMP](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.TIMESTAMP" \o "sqlalchemy.types.TIMESTAMP).

|  |  |
| --- | --- |
| **Parameters:** | ****timezone**** – boolean. Indicates that the TIMESTAMP type should enable timezone support, if available on the target database. On a per-dialect basis is similar to "TIMESTAMP WITH TIMEZONE". If the target database does not support timezones, this flag is ignored.  布尔值。 表示TIMESTAMP类型应启用时区支持（如果在目标数据库上可用）。 在每个方言的基础上，类似于“TIMESTAMP WITH TIMEZONE”。 如果目标数据库不支持时区，该标志将被忽略。 |

*class*sqlalchemy.types.**VARBINARY**(*length=None*)

Bases: sqlalchemy.types.\_Binary

The SQL VARBINARY type.

*class*sqlalchemy.types.**VARCHAR**(*length=None*, *collation=None*, *convert\_unicode=False*, *unicode\_error=None*, *\_warn\_on\_bytestring=False*)

Bases: [sqlalchemy.types.String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String)

The SQL VARCHAR type.

4.1.3 Vendor-Specific Types

Database-specific types are also available for import from each database's dialect module. See the [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html) reference for the database you're interested in.

数据库特定类型也可从每个数据库的方言模块导入。 请参阅您感兴趣的数据库的方言参考。

For example, MySQL has a BIGINT type and PostgreSQL has an INET type. To use these, import them from the module explicitly:

例如，MySQL具有BIGINT类型，PostgreSQL具有INET类型。 要使用这些，请从模块中导入它们：

**from** **sqlalchemy.dialects** **import** mysql

table = Table('foo', metadata,

Column('id', mysql.BIGINT),

Column('enumerates', mysql.ENUM('a', 'b', 'c')))

Or some PostgreSQL types:

**from** **sqlalchemy.dialects** **import** postgresql

table = Table('foo', metadata,

Column('ipaddress', postgresql.INET),

Column('elements', postgresql.ARRAY(String)))

Each dialect provides the full set of typenames supported by that backend within its \_\_all\_\_ collection, so that a simple import \* or similar will import all supported types as implemented for that backend:

每个方言提供其\_\_all\_\_集合中该后端支持的完整的类型名称，以便简单的导入\*或类似的方式将导入为该后端实现的所有支持的类型：

**from** **sqlalchemy.dialects.postgresql** **import** \*

t = Table('mytable', metadata,

Column('id', INTEGER, primary\_key=**True**),

Column('name', VARCHAR(300)),

Column('inetaddr', INET))

Where above, the INTEGER and VARCHAR types are ultimately from sqlalchemy.types, and INET is specific to the PostgreSQL dialect.

在上面，INTEGER和VARCHAR类型最终来自sqlalchemy.types，INET特定于PostgreSQL方言。

Some dialect level types have the same name as the SQL standard type, but also provide additional arguments. For example, MySQL implements the full range of character and string types including additional arguments such as collation and charset:

某些方言级别类型与SQL标准类型具有相同的名称，但也提供其他参数。 例如，MySQL实现了完整的字符和字符串类型，包括其他参数，如排序规则和字符集：

**from** **sqlalchemy.dialects.mysql** **import** VARCHAR, TEXT

table = Table('foo', meta,

Column('col1', VARCHAR(200, collation='binary')),

Column('col2', TEXT(charset='latin1')))

## Custom Types

A variety of methods exist to redefine the behavior of existing types as well as to provide new ones.

存在各种方法来重新定义现有类型的行为以及提供新的类型。

4.2.1 Overriding Type Compilation

A frequent need is to force the "string" version of a type, that is the one rendered in a CREATE TABLE statement or other SQL function like CAST, to be changed. For example, an application may want to force the rendering of BINARY for all platforms except for one, in which is wants BLOB to be rendered. Usage of an existing generic type, in this case [LargeBinary](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.LargeBinary" \o "sqlalchemy.types.LargeBinary), is preferred for most use cases. But to control types more accurately, a compilation directive that is per-dialect can be associated with any type:

频繁的需要是强制类型的"字符串"版本，即在CREATE TABLE语句或其他SQL函数（如CAST）中呈现的"字符串"版本进行更改。 例如，应用程序可能希望强制对除所有平台之外的所有平台的BINARY进行渲染，其中需要渲染BLOB。 现有的泛型类型的使用（在这种情况下为大型Binary），对大多数用例而言都是首选。 但是要更精确地控制类型，每个方言的编译指令可以与任何类型相关联：

**from** **sqlalchemy.ext.compiler** **import** compiles

**from** **sqlalchemy.types** **import** BINARY

**@compiles**(BINARY, "sqlite")**def** compile\_binary\_sqlite(type\_, compiler, \*\*kw):

**return** "BLOB"

The above code allows the usage of [types.BINARY](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.BINARY" \o "sqlalchemy.types.BINARY), which will produce the string BINARY against all backends except SQLite, in which case it will produce BLOB.

上述代码允许使用types.BINARY，它将针对除SQLite之外的所有后端产生字符串BINARY，在这种情况下，它将生成BLOB。

See the section [Changing Compilation of Types](http://docs.sqlalchemy.org/en/rel_1_1/core/compiler.html" \l "type-compilation-extension), a subsection of [Custom SQL Constructs and Compilation Extension](http://docs.sqlalchemy.org/en/rel_1_1/core/compiler.html), for additional examples.

有关其他示例，请参阅"更改编辑类型"一节，"自定义SQL构造和编译扩展"一节。

4.2.2 Augmenting Existing Types

The [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) allows the creation of custom types which add bind-parameter and result-processing behavior to an existing type object. It is used when additional in-Python marshaling of data to and from the database is required.

TypeDecorator允许创建自定义类型，它们将绑定参数和结果处理行为添加到现有类型的对象。 当需要在数据库之外附加的Python数据传输时使用它。

**Note**

注意

The bind- and result-processing of [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) is *in addition* to the processing already performed by the hosted type, which is customized by SQLAlchemy on a per-DBAPI basis to perform processing specific to that DBAPI. To change the DBAPI-level processing for an existing type, see the section [Replacing the Bind/Result Processing of Existing Types](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "replacing-processors).

TypeDecorator的绑定和结果处理是由托管类型执行的处理之外的补充，该对象类型由SQLAlchemy根据每个DBAPI进行定制，以执行特定于该DBAPI的处理。 要更改现有类型的DBAPI级别处理，请参阅"替换现有类型的绑定/结果处理"一节。

*class*sqlalchemy.types.**TypeDecorator**(*\*args*, *\*\*kwargs*)

Bases: sqlalchemy.sql.expression.SchemaEventTarget, [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Allows the creation of types which add additional functionality to an existing type.

允许创建为现有类型添加附加功能的类型。

This method is preferred to direct subclassing of SQLAlchemy's built-in types as it ensures that all required functionality of the underlying type is kept in place.

这种方法优先于SQLAlchemy的内置类型的直接子类化，因为它可以确保底层类型的所有必需功能保持原位。

Typical usage:

典型用法：

**import** **sqlalchemy.types** **as** **types**

**class** **MyType**(types.TypeDecorator):

*'''Prefixes Unicode values with "PREFIX:" on the way in and strips it off on the way out. '''*

impl = types.Unicode

**def** process\_bind\_param(self, value, dialect):

**return** "PREFIX:" + value

**def** process\_result\_value(self, value, dialect):

**return** value[7:]

**def** copy(self, \*\*kw):

**return** MyType(self.impl.length)

The class-level "impl" attribute is required, and can reference any TypeEngine class. Alternatively, the load\_dialect\_impl() method can be used to provide different type classes based on the dialect given; in this case, the "impl" variable can reference TypeEngine as a placeholder.

类级别"impl"属性是必需的，可以引用任何TypeEngine类。 或者，可以使用load\_dialect\_impl() 方法根据给出的方言来提供不同类型的类; 在这种情况下，"impl"变量可以引用TypeEngine作为占位符。

Types that receive a Python type that isn't similar to the ultimate type used may want to define the [TypeDecorator.coerce\_compared\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.coerce_compared_value" \o "sqlalchemy.types.TypeDecorator.coerce_compared_value) method. This is used to give the expression system a hint when coercing Python objects into bind parameters within expressions. Consider this expression:

接收与所使用的最终类型不相似的Python类型的类型可能需要定义TypeDecorator.coerce\_compared\_value() 方法。 当将Python对象强制为表达式中的绑定参数时，这用于给表达式系统提供一个提示。 考虑这个表达式：

mytable.c.somecol + datetime.date(2009, 5, 15)

Above, if "somecol" is an Integer variant, it makes sense that we're doing date arithmetic, where above is usually interpreted by databases as adding a number of days to the given date. The expression system does the right thing by not attempting to coerce the "date()" value into an integer-oriented bind parameter.

以上，如果"somecol"是一个整数变体，那么我们正在进行日期算术是有道理的，上面的数据通常由数据库解释为在给定日期添加了几天。 表达式系统通过不尝试将"date() "值强制转换成面向整数的绑定参数来做正确的事情。

However, in the case of TypeDecorator, we are usually changing an incoming Python type to something new - TypeDecorator by default will "coerce" the non-typed side to be the same type as itself. Such as below, we define an "epoch" type that stores a date value as an integer:

然而，在TypeDecorator的情况下，我们通常会将传入的Python类型更改为新的类型 - 默认情况下，TypeDecorator将"强制"非类型方与本身相同。 如下所示，我们定义一个"日期"类型，将日期值存储为整数：

**class** **MyEpochType**(types.TypeDecorator):

impl = types.Integer

epoch = datetime.date(1970, 1, 1)

**def** process\_bind\_param(self, value, dialect):

**return** (value - self.epoch).days

**def** process\_result\_value(self, value, dialect):

**return** self.epoch + timedelta(days=value)

Our expression of somecol + date with the above type will coerce the "date" on the right side to also be treated as MyEpochType.

我们用上述类型表示somecol + date将强制右侧的"date"也被视为MyEpochType。

This behavior can be overridden via the [coerce\_compared\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.coerce_compared_value" \o "sqlalchemy.types.TypeDecorator.coerce_compared_value) method, which returns a type that should be used for the value of the expression. Below we set it such that an integer value will be treated as an Integer, and any other value is assumed to be a date and will be treated as a MyEpochType:

可以通过coerce\_compared\_value() 方法覆盖此行为，该方法返回应该用于表达式的值的类型。 下面我们设置一个整数值将被视为一个整数，任何其他值被假定为一个日期，并将被视为一个MyEpochType：

**def** coerce\_compared\_value(self, op, value):

**if** isinstance(value, int):

**return** Integer()

**else**:

**return** self

**Warning**

Note that the ****behavior of coerce\_compared\_value is not inherited by default from that of the base type****. If the [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) is augmenting a type that requires special logic for certain types of operators, this method ****must**** be overridden. A key example is when decorating the [postgresql.JSON](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.JSON" \o "sqlalchemy.dialects.postgresql.JSON) and [postgresql.JSONB](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.JSONB" \o "sqlalchemy.dialects.postgresql.JSONB) types; the default rules of [TypeEngine.coerce\_compared\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.coerce_compared_value" \o "sqlalchemy.types.TypeEngine.coerce_compared_value) should be used in order to deal with operators like index operations:

请注意，默认情况下，coerce\_compared\_value的行为不会从基本类型继承。 如果TypeDecorator正在扩充一种对特定类型的运算符需要特殊逻辑的类型，则必须覆盖该方法。 一个关键的例子是装饰postgresql.JSON和postgresql.JSONB类型时; 应该使用TypeEngine.coerce\_compared\_value() 的默认规则来处理像索引操作这样的运算符：

**class** **MyJsonType**(TypeDecorator):

impl = postgresql.JSON

**def** coerce\_compared\_value(self, op, value):

**return** self.impl.coerce\_compared\_value(op, value)

Without the above step, index operations such as mycol['foo'] will cause the index value 'foo' to be JSON encoded.

**\_\_init\_\_**(*\*args*, *\*\*kwargs*)

Construct a [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator).

Arguments sent here are passed to the constructor of the class assigned to the impl class level attribute, assuming the impl is a callable, and the resulting object is assigned to the self.impl instance attribute (thus overriding the class attribute of the same name).

这里发送的参数传递给分配给impl类级别属性的类的构造函数，假设impl是可调用的，并将生成的对象分配给self.impl实例属性（从而覆盖同名的类属性）。

If the class level impl is not a callable (the unusual case), it will be assigned to the same instance attribute 'as-is', ignoring those arguments passed to the constructor.

如果类级别impl不是可调用（异常情况），那么它将被分配给同样的实例属性"as-is"，忽略传递给构造函数的参数

Subclasses can override this to customize the generation of self.impl entirely.

子类可以覆盖这个来完全自定义self.impl的生成。

**adapt**(*cls*, *\*\*kw*)

*inherited from the* [adapt()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.adapt" \o "sqlalchemy.types.TypeEngine.adapt) *method of* [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Produce an "adapted" form of this type, given an "impl" class to work with.

This method is used internally to associate generic types with "implementation" types that are specific to a particular dialect.

产生一种"适应"的这种类型的形式，给予一个"impl"类与之配合。

内部使用此方法将通用类型与特定于特定方言的"实现"类型相关联。

**bind\_expression**(*bindvalue*)

*inherited from the* [bind\_expression()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.bind_expression" \o "sqlalchemy.types.TypeEngine.bind_expression) *method of* [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

"Given a bind value (i.e. a [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) instance), return a SQL expression in its place.

"给定绑定值（即BindParameter实例），返回一个SQL表达式。

This is typically a SQL function that wraps the existing bound parameter within the statement. It is used for special data types that require literals being wrapped in some special database function in order to coerce an application-level value into a database-specific format. It is the SQL analogue of the[TypeEngine.bind\_processor()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.bind_processor" \o "sqlalchemy.types.TypeEngine.bind_processor) method.

这通常是一个SQL函数，它将现有的绑定参数包含在语句中。 它用于需要将文字包装在某些特殊数据库函数中的特殊数据类型，以将应用程序级值强制为特定于数据库的格式。 它是TypeEngine.bind\_processor() 方法的SQL模拟。

The method is evaluated at statement compile time, as opposed to statement construction time.

该方法在语句编译时进行评估，而不是语句构建时间。

Note that this method, when implemented, should always return the exact same structure, without any conditional logic, as it may be used in an executemany() call against an arbitrary number of bound parameter sets.

请注意，该方法在实现时应始终返回完全相同的结构，而不需要任何条件逻辑，因为它可以用于针对任意数量的绑定参数集的executemany() 调用。

See also:

[Applying SQL-level Bind/Result Processing](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-sql-value-processing)

也可以看看：

应用SQL级绑定/结果处理

**bind\_processor**(*dialect*)

Provide a bound value processing function for the given [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect).

为给定的方言提供绑定值处理功能。

This is the method that fulfills the [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) contract for bound value conversion. [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) will wrap a user-defined implementation of[process\_bind\_param()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.process_bind_param" \o "sqlalchemy.types.TypeDecorator.process_bind_param) here.

这是满足绑定值转换的TypeEngine合同的方法。 TypeDecorator将在这里包装一个用户定义的processprocess\_bind\_param() 实现。

User-defined code can override this method directly, though its likely best to use [process\_bind\_param()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.process_bind_param" \o "sqlalchemy.types.TypeDecorator.process_bind_param) so that the processing provided by self.impl is maintained.

用户定义的代码可以直接覆盖此方法，尽管它最好使用process\_bind\_param() ，以便维护由self.impl提供的处理。

|  |  |
| --- | --- |
| **Parameters:** | ****dialect**** – Dialect instance in use. |

This method is the reverse counterpart to the [result\_processor()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.result_processor" \o "sqlalchemy.types.TypeDecorator.result_processor) method of this class.

此方法与此类的result\_processor() 方法相反。

**coerce\_compared\_value**(*op*, *value*)

Suggest a type for a 'coerced' Python value in an expression.

在表达式中建议一个“强制”Python值的类型。

By default, returns self. This method is called by the expression system when an object using this type is on the left or right side of an expression against a plain Python object which does not yet have a SQLAlchemy type assigned:

默认情况下，返回自身。 当使用此类型的对象位于表达式的左侧或右侧时，表达式系统会调用此方法，该对象对于尚未分配SQLAlchemy类型的普通Python对象：

expr = table.c.somecolumn + 35

Where above, if somecolumn uses this type, this method will be called with the value operator.add and 35. The return value is whatever SQLAlchemy type should be used for 35 for this particular operation.

在上面的位置，如果somecolumn使用此类型，则将使用值为operator.add和35调用此方法。返回值是用于此特定操作的任何SQLAlchemy类型应用于35。

**coerce\_to\_is\_types***= (<type 'NoneType'>,)*

Specify those Python types which should be coerced at the expression level to "IS <constant>" when compared using == (and same for IS NOT in conjunction with !=.

指定这些Python类型，当与==比较时，应该在表达式级别强制为“IS <constant>”（并且与IS不一致！=）。

对于大多数SQLAlchemy类型，这包括NoneType以及bool。

For most SQLAlchemy types, this includes NoneType, as well as bool.

[TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) modifies this list to only include NoneType, as typedecorator implementations that deal with boolean types are common.

TypeDecorator将此列表修改为仅包含NoneType，因为处理布尔类型的typedecorator实现是常见的。

Custom [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) classes can override this attribute to return an empty tuple, in which case no values will be coerced to constants.

Custom TypeDecorator类可以覆盖此属性以返回一个空的元组，在这种情况下，不会将任何值强制为常量。

*New in version 0.8.2:*Added [TypeDecorator.coerce\_to\_is\_types](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.coerce_to_is_types" \o "sqlalchemy.types.TypeDecorator.coerce_to_is_types) to allow for easier control of \_\_eq\_\_() \_\_ne\_\_() operations.

新版本0.8.2：添加了TypeDecorator.coerce\_to\_is\_types以便更容易地控制\_\_eq \_\_() \_\_ne \_\_() 操作。

**column\_expression**(*colexpr*)

*inherited from the* [column\_expression()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.column_expression" \o "sqlalchemy.types.TypeEngine.column_expression) *method of* [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Given a SELECT column expression, return a wrapping SQL expression.

给定一个SELECT列表达式，返回一个包装SQL表达式。

This is typically a SQL function that wraps a column expression as rendered in the columns clause of a SELECT statement. It is used for special data types that require columns to be wrapped in some special database function in order to coerce the value before being sent back to the application. It is the SQL analogue of the [TypeEngine.result\_processor()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.result_processor" \o "sqlalchemy.types.TypeEngine.result_processor) method.

这通常是一个SQL函数，它将列表达式包含在SELECT语句的columns子句中。 它用于特殊数据类型，需要将列包装在某些特殊数据库函数中，以便在发送回应用程序之前强制该值。 它是TypeEngine.result\_processor() 方法的SQL模拟。

The method is evaluated at statement compile time, as opposed to statement construction time.

该方法在语句编译时进行评估，而不是语句构建时间。

See also:

[Applying SQL-level Bind/Result Processing](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-sql-value-processing)

**compare\_against\_backend**(*dialect*, *conn\_type*)

*inherited from the* [compare\_against\_backend()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.compare_against_backend" \o "sqlalchemy.types.TypeEngine.compare_against_backend) *method of* [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Compare this type against the given backend type.

将此类型与给定的后端类型进行比较。

This function is currently not implemented for SQLAlchemy types, and for all built in types will return None. However, it can be implemented by a user-defined type where it can be consumed by schema comparison tools such as Alembic autogenerate.

此功能目前尚未实现为SQLAlchemy类型，而对于所有内置类型将返回无。 但是，它可以通过用户定义的类型来实现，它可以通过模式比较工具（如Alembic autogenerate）来消耗。

A future release of SQLAlchemy will potentially impement this method for builtin types as well.

SQLAlchemy的未来版本也将对内置类型的这种方法产生影响。

The function should return True if this type is equivalent to the given type; the type is typically reflected from the database so should be database specific. The dialect in use is also passed. It can also return False to assert that the type is not equivalent.

如果此类型等于给定类型，该函数应返回True; 该类型通常从数据库反映出来，因此应该是数据库特定的。 正在使用的方言也通过。 它也可以返回False来声明该类型不等同。

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect**** – a [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) that is involved in the comparison. * ****conn\_type**** – the type object reflected from the backend. |

*New in version 1.0.3.*

**compare\_values**(*x*, *y*)

Given two values, compare them for equality.

By default this calls upon [TypeEngine.compare\_values()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.compare_values" \o "sqlalchemy.types.TypeEngine.compare_values) of the underlying "impl", which in turn usually uses the Python equals operator ==.

This function is used by the ORM to compare an original-loaded value with an intercepted "changed" value, to determine if a net change has occurred.

**compile**(*dialect=None*)

*inherited from the* [compile()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.compile" \o "sqlalchemy.types.TypeEngine.compile) *method of* [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Produce a string-compiled form of this [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine).

When called with no arguments, uses a "default" dialect to produce a string result.

|  |  |
| --- | --- |
| **Parameters:** | ****dialect**** – a [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) instance. |

**copy**(*\*\*kw*)

Produce a copy of this [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) instance.

This is a shallow copy and is provided to fulfill part of the [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) contract. It usually does not need to be overridden unless the user-defined [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) has local state that should be deep-copied.

**dialect\_impl**(*dialect*)

*inherited from the* [dialect\_impl()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.dialect_impl" \o "sqlalchemy.types.TypeEngine.dialect_impl) *method of* [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Return a dialect-specific implementation for this [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine).

**evaluates\_none**()

*inherited from the* [evaluates\_none()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.evaluates_none" \o "sqlalchemy.types.TypeEngine.evaluates_none) *method of* [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Return a copy of this type which has the [should\_evaluate\_none](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.should_evaluate_none" \o "sqlalchemy.types.TypeEngine.should_evaluate_none) flag set to True.

E.g.:

Table(

'some\_table', metadata,

Column(

String(50).evaluates\_none(),

nullable=**True**,

server\_default='no value'))

The ORM uses this flag to indicate that a positive value of None is passed to the column in an INSERT statement, rather than omitting the column from the INSERT statement which has the effect of firing off column-level defaults. It also allows for types which have special behavior associated with the Python None value to indicate that the value doesn't necessarily translate into SQL NULL; a prime example of this is a JSON type which may wish to persist the JSON value 'null'.

In all cases, the actual NULL SQL value can be always be persisted in any column by using the [null](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.null" \o "sqlalchemy.sql.expression.null) SQL construct in an INSERT statement or associated with an ORM-mapped attribute.

**Note**

The "evaulates none" flag does ****not**** apply to a value of None passed to [Column.default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.default" \o "sqlalchemy.schema.Column) or [Column.server\_default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.server_default" \o "sqlalchemy.schema.Column); in these cases, None still means "no default".

*New in version 1.1.*

**See also**

[Forcing NULL on a column with a default](http://docs.sqlalchemy.org/en/rel_1_1/orm/persistence_techniques.html" \l "session-forcing-null) - in the ORM documentation

[postgresql.JSON.none\_as\_null](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.JSON.params.none_as_null" \o "sqlalchemy.dialects.postgresql.JSON) - PostgreSQL JSON interaction with this flag.

[TypeEngine.should\_evaluate\_none](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.should_evaluate_none" \o "sqlalchemy.types.TypeEngine.should_evaluate_none) - class-level flag

**get\_dbapi\_type**(*dbapi*)

Return the DBAPI type object represented by this [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator).

By default this calls upon [TypeEngine.get\_dbapi\_type()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.get_dbapi_type" \o "sqlalchemy.types.TypeEngine.get_dbapi_type) of the underlying "impl".

**literal\_processor**(*dialect*)

Provide a literal processing function for the given [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect).

Subclasses here will typically override [TypeDecorator.process\_literal\_param()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.process_literal_param" \o "sqlalchemy.types.TypeDecorator.process_literal_param) instead of this method directly.

By default, this method makes use of [TypeDecorator.process\_bind\_param()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.process_bind_param" \o "sqlalchemy.types.TypeDecorator.process_bind_param) if that method is implemented, where [TypeDecorator.process\_literal\_param()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.process_literal_param" \o "sqlalchemy.types.TypeDecorator.process_literal_param) is not. The rationale here is that [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) typically deals with Python conversions of data that are above the layer of database presentation. With the value converted by [TypeDecorator.process\_bind\_param()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.process_bind_param" \o "sqlalchemy.types.TypeDecorator.process_bind_param), the underlying type will then handle whether it needs to be presented to the DBAPI as a bound parameter or to the database as an inline SQL value.

*New in version 0.9.0.*

**load\_dialect\_impl**(*dialect*)

Return a [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) object corresponding to a dialect.

This is an end-user override hook that can be used to provide differing types depending on the given dialect. It is used by the [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator)implementation of [type\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.type_engine" \o "sqlalchemy.types.TypeDecorator.type_engine) to help determine what type should ultimately be returned for a given [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator).

By default returns self.impl.

**process\_bind\_param**(*value*, *dialect*)

Receive a bound parameter value to be converted.

接收要转换的绑定参数值。

Subclasses override this method to return the value that should be passed along to the underlying [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) object, and from there to the DBAPI execute() method.

子类覆盖此方法以将要传递的值返回到底层的TypeEngine对象，并从那里返回到DBAPI execute() 方法。

The operation could be anything desired to perform custom behavior, such as transforming or serializing data. This could also be used as a hook for validating logic.

操作可能是任何需要执行自定义行为的任何操作，例如转换或序列化数据。 这也可以用作验证逻辑的钩子。

This operation should be designed with the reverse operation in mind, which would be the process\_result\_value method of this class.

这个操作应该设计为反向操作，这将是此类的process\_result\_value方法。

|  |  |
| --- | --- |
| **Parameters:** | * ****value**** – Data to operate upon, of any type expected by this method in the subclass. Can be None. * ****dialect**** – the [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) in use. |

**process\_literal\_param**(*value*, *dialect*)

Receive a literal parameter value to be rendered inline within a statement.

接收一个文字参数值，以便在一个语句内呈现。

This method is used when the compiler renders a literal value without using binds, typically within DDL such as in the "server default" of a column or an expression within a CHECK constraint.

当编译器在不使用绑定的情况下呈现文字值时使用此方法，通常在DDL中，例如列的“服务器默认”或CHECK约束中的表达式。

The returned string will be rendered into the output string.

返回的字符串将被渲染为输出字符串。

*New in version 0.9.0.*

**process\_result\_value**(*value*, *dialect*)

Receive a result-row column value to be converted.

接收要转换的结果行列值。

Subclasses should implement this method to operate on data fetched from the database.

子类应实现此方法来对从数据库获取的数据进行操作。

Subclasses override this method to return the value that should be passed back to the application, given a value that is already processed by the underlying [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) object, originally from the DBAPI cursor method fetchone() or similar.

给定一个已经由底层的TypeEngine对象处理的值（最初来自DBAPI游标方法fetchone() 或类似的值），Subclasses将覆盖此方法返回应该传回应用程序的值。

The operation could be anything desired to perform custom behavior, such as transforming or serializing data. This could also be used as a hook for validating logic.

操作可能是任何需要执行自定义行为的任何操作，例如转换或序列化数据。 这也可以用作验证逻辑的钩子。

|  |  |
| --- | --- |
| **Parameters:** | * ****value**** – Data to operate upon, of any type expected by this method in the subclass. Can be None. * ****dialect**** – the [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) in use. |

This operation should be designed to be reversible by the "process\_bind\_param" method of this class.

该操作应该被设计为可以通过此类的“process\_bind\_param”方法来逆转。

**python\_type**

*inherited from the* [python\_type](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.python_type" \o "sqlalchemy.types.TypeEngine.python_type) *attribute of* [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Return the Python type object expected to be returned by instances of this type, if known.

返回预期由此类型的实例返回的Python类型对象（如果已知）。

Basically, for those types which enforce a return type, or are known across the board to do such for all common DBAPIs (like int for example), will return that type.

基本上，对于那些强制执行返回类型的类型，或者是全面知道为所有常见的DBAPI（例如int）这样做的类型，将返回该类型。

If a return type is not defined, raises NotImplementedError.

如果未定义返回类型，则引发NotImplementedError。

Note that any type also accommodates NULL in SQL which means you can also get back None from any type in practice.

请注意，任何类型的SQL也适用于NULL，这意味着您也可以从实践中获取任何类型的无。

**result\_processor**(*dialect*, *coltype*)

Provide a result value processing function for the given [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect).

为给定的方言提供结果值处理功能。

This is the method that fulfills the [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) contract for result value conversion. [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) will wrap a user-defined implementation of[process\_result\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.process_result_value" \o "sqlalchemy.types.TypeDecorator.process_result_value) here.

这是实现结果值转换的TypeEngine合同的方法。 TypeDecorator将在此包装一个用户定义的实现的process\_result\_value() 。

User-defined code can override this method directly, though its likely best to use [process\_result\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.process_result_value" \o "sqlalchemy.types.TypeDecorator.process_result_value) so that the processing provided by self.impl is maintained.

用户定义的代码可以直接覆盖此方法，尽管它最好使用process\_result\_value() ，以便维护由self.impl提供的处理。

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect**** – Dialect instance in use. * ****coltype**** – A SQLAlchemy data type |

This method is the reverse counterpart to the [bind\_processor()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.bind_processor" \o "sqlalchemy.types.TypeDecorator.bind_processor) method of this class.

此方法与此类的bind\_processor() 方法相反。

**type\_engine**(*dialect*)

Return a dialect-specific [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) instance for this [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator).

返回此TypeDecorator的特定于方言的TypeEngine实例。

In most cases this returns a dialect-adapted form of the [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) type represented by self.impl. Makes usage of [dialect\_impl()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.dialect_impl" \o "sqlalchemy.types.TypeDecorator.dialect_impl) but also traverses into wrapped [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) instances. Behavior can be customized here by overriding [load\_dialect\_impl()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.load_dialect_impl" \o "sqlalchemy.types.TypeDecorator.load_dialect_impl).

在大多数情况下，这将返回由self.impl表示的TypeEngine类型的方言适配形式。 使用dialect\_impl() ，也可以遍历到包装的TypeDecorator实例。 可以通过覆盖load\_dialect\_impl() 来定制行为。

**with\_variant**(*type\_*, *dialect\_name*)

*inherited from the* [with\_variant()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.with_variant" \o "sqlalchemy.types.TypeEngine.with_variant) *method of* [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Produce a new type object that will utilize the given type when applied to the dialect of the given name.

生成一个新的类型对象，当应用于给定名称的方言时，将使用给定的类型。

e.g.:

**from** **sqlalchemy.types** **import** String

**from** **sqlalchemy.dialects** **import** mysql

s = String()

s = s.with\_variant(mysql.VARCHAR(collation='foo'), 'mysql')

The construction of [TypeEngine.with\_variant()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.with_variant" \o "sqlalchemy.types.TypeEngine.with_variant) is always from the "fallback" type to that which is dialect specific. The returned type is an instance of [Variant](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.Variant" \o "sqlalchemy.types.Variant), which itself provides a Variant.with\_variant() that can be called repeatedly.

TypeEngine.with\_variant() 的构造总是从“回退”类型到具体的方言。 返回的类型是Variant的一个实例，它本身提供了可以重复调用的Variant.with\_variant() 。

|  |  |
| --- | --- |
| **Parameters:** | * ****type\_**** – a [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) that will be selected as a variant from the originating type, when a dialect of the given name is in use. * ****dialect\_name**** – base name of the dialect which uses this type. (i.e. 'postgresql', 'mysql', etc.) |

*New in version 0.7.2.*

4.2.3 TypeDecorator Recipes

A few key [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) recipes follow.

### **4.2.3.1 Coercing Encoded Strings to Unicode**

A common source of confusion regarding the [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode) type is that it is intended to deal *only* with Python unicode objects on the Python side, meaning values passed to it as bind parameters must be of the form u'some string' if using Python 2 and not 3. The encoding/decoding functions it performs are only to suit what the DBAPI in use requires, and are primarily a private implementation detail.

关于Unicode类型的一个常见的混淆来源是，它仅仅是在Python端处理Python unicode对象，这意味着作为绑定参数传递给它的值必须是u'some string的形式，如果使用Python 2而不是 3.它执行的编码/解码功能只适用于所需的DBAPI，主要是私有的实现细节。

The use case of a type that can safely receive Python bytestrings, that is strings that contain non-ASCII characters and are not u'' objects in Python 2, can be achieved using a [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) which coerces as needed:

可以安全地接收Python bytestrings的类型的用例，即包含非ASCII字符的字符串，而不是Python 2中的u“对象，可以使用根据需要强制的TypeDecorator来实现：

**from** **sqlalchemy.types** **import** TypeDecorator, Unicode

**class** **CoerceUTF8**(TypeDecorator):

*"""Safely coerce Python bytestrings to Unicode before passing off to the database."""*

impl = Unicode

**def** process\_bind\_param(self, value, dialect):

**if** isinstance(value, str):

value = value.decode('utf-8')

**return** value

### **4.2.3.2 Rounding Numerics**

Some database connectors like those of SQL Server choke if a Decimal is passed with too many decimal places. Here's a recipe that rounds them down:

某些数据库连接器，像SQL Server那样的数据库连接器如果十进制数传递了太多的小数位，就会阻塞。 这是一个让他们倒下的食谱：

**from** **sqlalchemy.types** **import** TypeDecorator, Numeric

**from** **decimal** **import** Decimal

**class** **SafeNumeric**(TypeDecorator):

*"""Adds quantization to Numeric."""*

impl = Numeric

**def** \_\_init\_\_(self, \*arg, \*\*kw):

TypeDecorator.\_\_init\_\_(self, \*arg, \*\*kw)

self.quantize\_int = - self.impl.scale

self.quantize = Decimal(10) \*\* self.quantize\_int

**def** process\_bind\_param(self, value, dialect):

**if** isinstance(value, Decimal) **and** \

value.as\_tuple()[2] < self.quantize\_int:

value = value.quantize(self.quantize)

**return** value

### **4.2.3.3 Backend-agnostic GUID Type**

Receives and returns Python uuid() objects. Uses the PG UUID type when using PostgreSQL, CHAR(32) on other backends, storing them in stringified hex format. Can be modified to store binary in CHAR(16) if desired:

接收并返回Python uuid() 对象。 在其他后端使用PostgreSQL，CHAR（32）时使用PG UUID类型，将其存储为十六进制格式。 如果需要，可以修改为在CHAR（16）中存储二进制：

**from** **sqlalchemy.types** **import** TypeDecorator, CHAR

**from** **sqlalchemy.dialects.postgresql** **import** UUID

**import** **uuid**

**class** **GUID**(TypeDecorator):

*"""Platform-independent GUID type.*

*Uses PostgreSQL's UUID type, otherwise uses CHAR(32), storing as stringified hex values.*

*"""*

impl = CHAR

**def** load\_dialect\_impl(self, dialect):

**if** dialect.name == 'postgresql':

**return** dialect.type\_descriptor(UUID())

**else**:

**return** dialect.type\_descriptor(CHAR(32))

**def** process\_bind\_param(self, value, dialect):

**if** value **is** **None**:

**return** value

**elif** dialect.name == 'postgresql':

**return** str(value)

**else**:

**if** **not** isinstance(value, uuid.UUID):

**return** "*%.32x*" % uuid.UUID(value).int

**else**:

*# hexstring*

**return** "*%.32x*" % value.int

**def** process\_result\_value(self, value, dialect):

**if** value **is** **None**:

**return** value

**else**:

**return** uuid.UUID(value)

### **4.2.3.4 Marshal JSON Strings**

This type uses simplejson to marshal Python data structures to/from JSON. Can be modified to use Python's builtin json encoder:

这种类型使用simplejson将JSON数据结构传播到/从JSON传播。 可以修改为使用Python的内置json编码器：

**from** **sqlalchemy.types** **import** TypeDecorator, VARCHAR

**import** **json**

**class** **JSONEncodedDict**(TypeDecorator):

*"""Represents an immutable structure as a json-encoded string.*

*Usage::*

*JSONEncodedDict(255)*

*"""*

impl = VARCHAR

**def** process\_bind\_param(self, value, dialect):

**if** value **is** **not** **None**:

value = json.dumps(value)

**return** value

**def** process\_result\_value(self, value, dialect):

**if** value **is** **not** **None**:

value = json.loads(value)

**return** value

#### Adding Mutability

The ORM by default will not detect "mutability" on such a type as above - meaning, in-place changes to values will not be detected and will not be flushed. Without further steps, you instead would need to replace the existing value with a new one on each parent object to detect changes:

obj.json\_value["key"] = "value" *# will \*not\* be detected by the ORM*

obj.json\_value = {"key": "value"} *# \*will\* be detected by the ORM*

The above limitation may be fine, as many applications may not require that the values are ever mutated once created. For those which do have this requirement, support for mutability is best applied using the sqlalchemy.ext.mutable extension. For a dictionary-oriented JSON structure, we can apply this as:

json\_type = MutableDict.as\_mutable(JSONEncodedDict)

**class** **MyClass**(Base):

*# ...*

json\_data = Column(json\_type)

**See also**

[Mutation Tracking](http://docs.sqlalchemy.org/en/rel_1_1/orm/extensions/mutable.html)

#### Dealing with Comparison Operations

The default behavior of [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) is to coerce the "right hand side" of any expression into the same type. For a type like JSON, this means that any operator used must make sense in terms of JSON. For some cases, users may wish for the type to behave like JSON in some circumstances, and as plain text in others. One example is if one wanted to handle the LIKE operator for the JSON type. LIKE makes no sense against a JSON structure, but it does make sense against the underlying textual representation. To get at this with a type like JSONEncodedDict, we need to ****coerce**** the column to a textual form using [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) or [type\_coerce()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.type_coerce" \o "sqlalchemy.sql.expression.type_coerce) before attempting to use this operator:

TypeDecorator的默认行为是将任何表达式的“右侧”强制为同一类型。 对于像JSON这样的类型，这意味着任何使用的操作符都必须符合JSON。 在某些情况下，用户可能希望类型在某些情况下表现为JSON，而在其他情况下可能是纯文本。 一个例子是如果想要处理JSON类型的LIKE运算符。 LIKE对JSON结构没有任何意义，但它对底层的文本表示是有意义的。 为了得到类似JSONEncodedDict的类型，我们需要在尝试使用此运算符之前使用cast() 或type\_coerce() 将列强制为文本形式：

**from** **sqlalchemy** **import** type\_coerce, String

stmt = select([my\_table]).where(

type\_coerce(my\_table.c.json\_data, String).like('*%f*oo%'))

[TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) provides a built-in system for working up type translations like these based on operators. If we wanted to frequently use the LIKE operator with our JSON object interpreted as a string, we can build it into the type by overriding the [TypeDecorator.coerce\_compared\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.coerce_compared_value" \o "sqlalchemy.types.TypeDecorator.coerce_compared_value) method:

TypeDecorator提供了一个内置的系统，用于处理基于操作符的类似翻译。 如果我们想经常使用LIKE操作符将JSON对象解释为字符串，我们可以通过覆盖TypeDecorator.coerce\_compared\_value() 方法将其构建为类型：

**from** **sqlalchemy.sql** **import** operators

**from** **sqlalchemy** **import** String

**class** **JSONEncodedDict**(TypeDecorator):

impl = VARCHAR

**def** coerce\_compared\_value(self, op, value):

**if** op **in** (operators.like\_op, operators.notlike\_op):

**return** String()

**else**:

**return** self

**def** process\_bind\_param(self, value, dialect):

**if** value **is** **not** **None**:

value = json.dumps(value)

**return** value

**def** process\_result\_value(self, value, dialect):

**if** value **is** **not** **None**:

value = json.loads(value)

**return** value

Above is just one approach to handling an operator like "LIKE". Other applications may wish to raise NotImplementedError for operators that have no meaning with a JSON object such as "LIKE", rather than automatically coercing to text.

以上只是处理像“LIKE”这样的操作符的一种方法。 其他应用程序可能希望为具有JSON对象（如“LIKE”）无意义的运算符引发NotImplementedError，而不是自动强制转换为文本。

4.2.4 Replacing the Bind/Result Processing of Existing Types

Most augmentation of type behavior at the bind/result level is achieved using [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator). For the rare scenario where the specific processing applied by SQLAlchemy at the DBAPI level needs to be replaced, the SQLAlchemy type can be subclassed directly, and the bind\_processor() or result\_processor()methods can be overridden. Doing so requires that the adapt() method also be overridden. This method is the mechanism by which SQLAlchemy produces DBAPI-specific type behavior during statement execution. Overriding it allows a copy of the custom type to be used in lieu of a DBAPI-specific type. Below we subclass the [types.TIME](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.TIME" \o "sqlalchemy.types.TIME) type to have custom result processing behavior. The process() function will receive value from the DBAPI cursor directly:

绑定/结果级别的类型行为的大多数增加是使用TypeDecorator实现的。 对于SQLAlchemy在DBAPI级别应用的特定处理需要替换的罕见情况，SQLAlchemy类型可以直接进行子类化，bind\_processor() 或result\_processor() 方法可以被覆盖。 这样做需要使用adapt() 方法也可以被覆盖。 此方法是SQLAlchemy在语句执行期间生成特定于DBAPI的类型行为的机制。 覆盖它允许使用自定义类型的副本来代替DBAPI特定类型。 下面我们将types.TIME类型子类化为具有自定义结果处理行为。 process() 函数将直接从DBAPI游标接收值：

**class** **MySpecialTime**(TIME):

**def** \_\_init\_\_(self, special\_argument):

super(MySpecialTime, self).\_\_init\_\_()

self.special\_argument = special\_argument

**def** result\_processor(self, dialect, coltype):

**import** **datetime**

time = datetime.time

**def** process(value):

**if** value **is** **not** **None**:

microseconds = value.microseconds

seconds = value.seconds

minutes = seconds / 60

**return** time(

minutes / 60,

minutes % 60,

seconds - minutes \* 60,

microseconds)

**else**:

**return** **None**

**return** process

**def** adapt(self, impltype):

**return** MySpecialTime(self.special\_argument)

### 4.2.5 Applying SQL-level Bind/Result Processing

As seen in the sections [Augmenting Existing Types](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-typedecorator) and [Replacing the Bind/Result Processing of Existing Types](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "replacing-processors), SQLAlchemy allows Python functions to be invoked both when parameters are sent to a statement, as well as when result rows are loaded from the database, to apply transformations to the values as they are sent to or from the database. It is also possible to define SQL-level transformations as well. The rationale here is when only the relational database contains a particular series of functions that are necessary to coerce incoming and outgoing data between an application and persistence format. Examples include using database-defined encryption/decryption functions, as well as stored procedures that handle geographic data. The PostGIS extension to PostgreSQL includes an extensive array of SQL functions that are necessary for coercing data into particular formats.

从现有类型的增强现有类型和替换现有类型的绑定/结果处理的部分可以看出，SQLAlchemy允许在将参数发送到语句时以及从数据库加载结果行时调用Python函数来应用转换 到它们发送到数据库或从数据库发送的值。 也可以定义SQL级别转换。 这里的理由是只有关系数据库包含强制应用程序和持久性格式之间的传入和传出数据所必需的特定系列功能。 示例包括使用数据库定义的加密/解密功能以及处理地理数据的存储过程。 PostGIS的Postgre扩展包括了将数据强制转换为特定格式所需的大量SQL函数。

Any [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine), [UserDefinedType](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.UserDefinedType" \o "sqlalchemy.types.UserDefinedType) or [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) subclass can include implementations of [TypeEngine.bind\_expression()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.bind_expression" \o "sqlalchemy.types.TypeEngine.bind_expression) and/or [TypeEngine.column\_expression()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.column_expression" \o "sqlalchemy.types.TypeEngine.column_expression), which when defined to return a non-None value should return a [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) expression to be injected into the SQL statement, either surrounding bound parameters or a column expression. For example, to build a Geometry type which will apply the PostGIS function ST\_GeomFromText to all outgoing values and the function ST\_AsText to all incoming data, we can create our own subclass of [UserDefinedType](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.UserDefinedType" \o "sqlalchemy.types.UserDefinedType) which provides these methods in conjunction with [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func):

TypeEngine，UserDefinedType或TypeDecorator子类可以包含TypeEngine.bind\_expression() 和/或TypeEngine.column\_expression() 的实现，当定义返回非None值时，应返回要注入到SQL语句中的ColumnElement表达式， 绑定参数或列表达式。 例如，要构建几何类型，将PostGIS函数ST\_GeomFromText应用于所有输出值，并将函数ST\_AsText应用于所有传入数据，我们可以创建自己的UserDefinedType子类，它们与func一起提供这些方法：

**from** **sqlalchemy** **import** func

**from** **sqlalchemy.types** **import** UserDefinedType

**class** **Geometry**(UserDefinedType):

**def** get\_col\_spec(self):

**return** "GEOMETRY"

**def** bind\_expression(self, bindvalue):

**return** func.ST\_GeomFromText(bindvalue, type\_=self)

**def** column\_expression(self, col):

**return** func.ST\_AsText(col, type\_=self)

We can apply the Geometry type into [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) metadata and use it in a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct:

我们可以将几何类型应用于表元数据，并在select() 结构中使用它：

geometry = Table('geometry', metadata,

Column('geom\_id', Integer, primary\_key=**True**),

Column('geom\_data', Geometry)

)

print(select([geometry]).where(

geometry.c.geom\_data == 'LINESTRING(189412 252431,189631 259122)'))

The resulting SQL embeds both functions as appropriate. ST\_AsText is applied to the columns clause so that the return value is run through the function before passing into a result set, and ST\_GeomFromText is run on the bound parameter so that the passed-in value is converted:

生成的SQL根据需要嵌入这两个函数。 ST\_AsText应用于columns子句，以便返回值在传入结果集之前运行，ST\_GeomFromText在bound参数上运行，以便转换传入值：

SELECT geometry.geom\_id, ST\_AsText(geometry.geom\_data) AS geom\_data\_1FROM geometryWHERE geometry.geom\_data = ST\_GeomFromText(:geom\_data\_2)

The [TypeEngine.column\_expression()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.column_expression" \o "sqlalchemy.types.TypeEngine.column_expression) method interacts with the mechanics of the compiler such that the SQL expression does not interfere with the labeling of the wrapped expression. Such as, if we rendered a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) against a [label()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.label" \o "sqlalchemy.sql.expression.label) of our expression, the string label is moved to the outside of the wrapped expression:

TypeEngine.column\_expression() 方法与编译器的机制进行交互，使得SQL表达式不会干扰包装表达式的标签。 例如，如果我们针对我们的表达式的label() 渲染了一个select() ，则字符串标签将被移动到包装表达式的外部：

print(select([geometry.c.geom\_data.label('my\_data')]))

Output:

SELECT ST\_AsText(geometry.geom\_data) AS my\_dataFROM geometry

For an example of subclassing a built in type directly, we subclass [postgresql.BYTEA](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.BYTEA" \o "sqlalchemy.dialects.postgresql.BYTEA) to provide a PGPString, which will make use of the PostgreSQL pgcryptoextension to encrypt/decrypt values transparently:

对于直接对内置类进行子类化的示例，我们将postgresql.BYTEA子类化以提供PGPString，它将利用PostgreSQL pgcryptoextension透明地加密/解密值：

**from** **sqlalchemy** **import** create\_engine, String, select, func, \

MetaData, Table, Column, type\_coerce

**from** **sqlalchemy.dialects.postgresql** **import** BYTEA

**class** **PGPString**(BYTEA):

**def** \_\_init\_\_(self, passphrase, length=**None**):

super(PGPString, self).\_\_init\_\_(length)

self.passphrase = passphrase

**def** bind\_expression(self, bindvalue):

*# convert the bind's type from PGPString to*

*# String, so that it's passed to psycopg2 as is without*

*# a dbapi.Binary wrapper*

bindvalue = type\_coerce(bindvalue, String)

**return** func.pgp\_sym\_encrypt(bindvalue, self.passphrase)

**def** column\_expression(self, col):

**return** func.pgp\_sym\_decrypt(col, self.passphrase)

metadata = MetaData()message = Table('message', metadata,

Column('username', String(50)),

Column('message',

PGPString("this is my passphrase", length=1000)),

)

engine = create\_engine("postgresql://scott:tiger@localhost/test", echo=**True**)**with** engine.begin() **as** conn:

metadata.create\_all(conn)

conn.execute(message.insert(), username="some user",

message="this is my message")

print(conn.scalar(

select([message.c.message]).\

where(message.c.username == "some user")

))

The pgp\_sym\_encrypt and pgp\_sym\_decrypt functions are applied to the INSERT and SELECT statements:

INSERT INTO message (username, message)

VALUES (%(username)s, pgp\_sym\_encrypt(%(message)s, %(pgp\_sym\_encrypt\_1)s))

{'username': 'some user', 'message': 'this is my message',

'pgp\_sym\_encrypt\_1': 'this is my passphrase'}

SELECT pgp\_sym\_decrypt(message.message, %(pgp\_sym\_decrypt\_1)s) AS message\_1

FROM message

WHERE message.username = %(username\_1)s

{'pgp\_sym\_decrypt\_1': 'this is my passphrase', 'username\_1': 'some user'}

*New in version 0.8:*Added the [TypeEngine.bind\_expression()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.bind_expression" \o "sqlalchemy.types.TypeEngine.bind_expression) and [TypeEngine.column\_expression()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.column_expression" \o "sqlalchemy.types.TypeEngine.column_expression) methods.

See also:

[PostGIS Integration](http://docs.sqlalchemy.org/en/rel_1_1/orm/examples.html" \l "examples-postgis)

4.2.6 Redefining and Creating New Operators

SQLAlchemy Core defines a fixed set of expression operators available to all column expressions. Some of these operations have the effect of overloading Python's built in operators; examples of such operators include [ColumnOperators.\_\_eq\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__eq__" \o "sqlalchemy.sql.operators.ColumnOperators.__eq__) (table.c.somecolumn == 'foo'),[ColumnOperators.\_\_invert\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__invert__" \o "sqlalchemy.sql.operators.ColumnOperators.__invert__) (~table.c.flag), and [ColumnOperators.\_\_add\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__add__" \o "sqlalchemy.sql.operators.ColumnOperators.__add__) (table.c.x + table.c.y). Other operators are exposed as explicit methods on column expressions, such as [ColumnOperators.in\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.in_" \o "sqlalchemy.sql.operators.ColumnOperators.in_) (table.c.value.in\_(['x', 'y'])) and [ColumnOperators.like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like)(table.c.value.like('%ed%')).

SQLAlchemy Core定义了一组可用于所有列表达式的表达式运算符。 其中一些操作会影响Python内建的操作符的重载; 这些运算符的例子包括ColumnOperators .\_\_ eq \_\_() （table.c.somecolumn =='foo'），ColumnOperators .\_\_ invert \_\_() （〜table.c.flag）和ColumnOperators .\_\_ add \_\_() （table.cx + table。CY）。 其他操作符作为列表达式的显式方法暴露，如ColumnOperators.in\_() （table.c.value.in \_（['x'，'y']））和ColumnOperators.like() （table.c.value。像（ '％ED％'））。

The Core expression constructs in all cases consult the type of the expression in order to determine the behavior of existing operators, as well as to locate additional operators that aren't part of the built in set. The [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) base class defines a root "comparison" implementation [TypeEngine.Comparator](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.Comparator" \o "sqlalchemy.types.TypeEngine.Comparator), and many specific types provide their own sub-implementations of this class. User-defined [TypeEngine.Comparator](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.Comparator" \o "sqlalchemy.types.TypeEngine.Comparator) implementations can be built directly into a simple subclass of a particular type in order to override or define new operations. Below, we create a [Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer) subclass which overrides the [ColumnOperators.\_\_add\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__add__" \o "sqlalchemy.sql.operators.ColumnOperators.__add__) operator:

在所有情况下，Core表达式构造都会查看表达式的类型，以确定现有运算符的行为，以及查找不是内置集的一部分的其他运算符。 TypeEngine基类定义了一个根“比较”实现TypeEngine.Comparator，并且许多特定类型提供了它们自己的这个类的子实现。 用户定义的TypeEngine.Comparator实现可以直接构建到特定类型的简单子类中，以覆盖或定义新的操作。 下面，我们创建一个覆盖ColumnOperators的整数子类.\_\_ add \_\_() 运算符：

**from** **sqlalchemy** **import** Integer

**class** **MyInt**(Integer):

**class** **comparator\_factory**(Integer.Comparator):

**def** \_\_add\_\_(self, other):

**return** self.op("goofy")(other)

The above configuration creates a new class MyInt, which establishes the [TypeEngine.comparator\_factory](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.comparator_factory" \o "sqlalchemy.types.TypeEngine.comparator_factory) attribute as referring to a new class, subclassing the [TypeEngine.Comparator](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.Comparator" \o "sqlalchemy.types.TypeEngine.Comparator) class associated with the [Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer) type.

Usage:

上述配置创建一个新类MyInt，它将TypeEngine.comparator\_factory属性建立为引用一个新类，对与Integer类型相关联的TypeEngine.Comparator类进行子类化。

用法：

**>>>** sometable = Table("sometable", metadata, Column("data", MyInt))

**>>>** print(sometable.c.data + 5)sometable.data goofy :data\_1

The implementation for [ColumnOperators.\_\_add\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__add__" \o "sqlalchemy.sql.operators.ColumnOperators.__add__) is consulted by an owning SQL expression, by instantiating the [TypeEngine.Comparator](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.Comparator" \o "sqlalchemy.types.TypeEngine.Comparator) with itself as the expr attribute. The mechanics of the expression system are such that operations continue recursively until an expression object produces a new SQL expression construct. Above, we could just as well have said self.expr.op("goofy")(other) instead of self.op("goofy")(other).

ColumnOperators.\_\_ add \_\_() 的实现由拥有的SQL表达式引用，通过将TypeEngine.Comparator与其自身实例化为expr属性进行实例化。 表达式系统的机制使得操作继续递归，直到表达式对象生成新的SQL表达式构造。 以上，我们也可以说self.expr.op（“goofy”）（其他）而不是self.op（“goofy”）（其他）。

New methods added to a [TypeEngine.Comparator](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.Comparator" \o "sqlalchemy.types.TypeEngine.Comparator) are exposed on an owning SQL expression using a \_\_getattr\_\_ scheme, which exposes methods added to[TypeEngine.Comparator](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.Comparator" \o "sqlalchemy.types.TypeEngine.Comparator) onto the owning [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement). For example, to add a log() function to integers:

添加到TypeEngine.Comparator的新方法使用\_\_getattr\_\_方案在拥有的SQL表达式上公开，该方案将添加到TypeEngine.Comparator的方法暴露给拥有的ColumnElement。 例如，要为整数添加一个log() 函数：

**from** **sqlalchemy** **import** Integer, func

**class** **MyInt**(Integer):

**class** **comparator\_factory**(Integer.Comparator):

**def** log(self, other):

**return** func.log(self.expr, other)

Using the above type:

**>>>** print(sometable.c.data.log(5))log(:log\_1, :log\_2)

Unary operations are also possible. For example, to add an implementation of the PostgreSQL factorial operator, we combine the [UnaryExpression](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.UnaryExpression" \o "sqlalchemy.sql.expression.UnaryExpression) construct along with a [custom\_op](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.custom_op" \o "sqlalchemy.sql.operators.custom_op) to produce the factorial expression:

一致的操作也是可能的。 例如，要添加PostgreSQL因子运算符的实现，我们将UnaryExpression构造与custom\_op相结合，以生成阶乘表达式：

**from** **sqlalchemy** **import** Integer

**from** **sqlalchemy.sql.expression** **import** UnaryExpression

**from** **sqlalchemy.sql** **import** operators

**class** **MyInteger**(Integer):

**class** **comparator\_factory**(Integer.Comparator):

**def** factorial(self):

**return** UnaryExpression(self.expr,

modifier=operators.custom\_op("!"),

type\_=MyInteger)

Using the above type:

**>>> from** **sqlalchemy.sql** **import** column

**>>>** print(column('x', MyInteger).factorial())x !

See also:

[TypeEngine.comparator\_factory](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.comparator_factory" \o "sqlalchemy.types.TypeEngine.comparator_factory)

*New in version 0.8:*The expression system was enhanced to support customization of operators on a per-type level.

TypeEngine.comparator\_factory

版本0.8中的新功能：增强了表达式系统，以支持对每个类型的操作员进行定制。

4.2.7 Creating New Types

The [UserDefinedType](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.UserDefinedType" \o "sqlalchemy.types.UserDefinedType) class is provided as a simple base class for defining entirely new database types. Use this to represent native database types not known by SQLAlchemy. If only Python translation behavior is needed, use [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) instead.

UserDefinedType类作为简单的基类提供，用于定义全新的数据库类型。 使用它来表示SQLAlchemy不知道的本机数据库类型。 如果只需要Python翻译行为，请改用TypeDecorator。

*class*sqlalchemy.types.**UserDefinedType**

Bases: [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

Base for user defined types.

基于用户定义的类型。

This should be the base of new types. Note that for most cases, [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator) is probably more appropriate:

这应该是新类型的基础。 请注意，在大多数情况下，TypeDecorator可能更合适：

**import** **sqlalchemy.types** **as** **types**

**class** **MyType**(types.UserDefinedType):

**def** \_\_init\_\_(self, precision = 8):

self.precision = precision

**def** get\_col\_spec(self, \*\*kw):

**return** "MYTYPE(*%s*)" % self.precision

**def** bind\_processor(self, dialect):

**def** process(value):

**return** value

**return** process

**def** result\_processor(self, dialect, coltype):

**def** process(value):

**return** value

**return** process

Once the type is made, it's immediately usable:

一旦制作完成，它立即可用：

table = Table('foo', meta,

Column('id', Integer, primary\_key=**True**),

Column('data', MyType(16))

)

The get\_col\_spec() method will in most cases receive a keyword argument type\_expression which refers to the owning expression of the type as being compiled, such as a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) or [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast) construct. This keyword is only sent if the method accepts keyword arguments (e.g. \*\*kw) in its argument signature; introspection is used to check for this in order to support legacy forms of this function.

get\_col\_spec() 方法在大多数情况下会接收到一个关键字参数type\_expression，它将类型的所有表达式引用为已编译，例如Column或cast() 构造。 仅当该方法在其参数签名中接受关键字参数（例如\*\* kw）时才发送此关键字; 为了支持此功能的遗留形式，使用内省来检查这一点。

*New in version 1.0.0:*the owning expression is passed to the get\_col\_spec() method via the keyword argument type\_expression, if it receives \*\*kw in its signature.

**coerce\_compared\_value**(*op*, *value*)

Suggest a type for a 'coerced' Python value in an expression.

在表达式中建议一个“强制”Python值的类型。

Default behavior for [UserDefinedType](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.UserDefinedType" \o "sqlalchemy.types.UserDefinedType) is the same as that of [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator); by default it returns self, assuming the compared value should be coerced into the same type as this one. See [TypeDecorator.coerce\_compared\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.coerce_compared_value" \o "sqlalchemy.types.TypeDecorator.coerce_compared_value) for more detail.

UserDefinedType的默认行为与TypeDecorator的默认行为相同; 默认情况下，它返回自身，假设比较的值应该被强制为与此类型相同的类型。 有关详细信息，请参阅TypeDecorator.coerce\_compared\_value() 。

*Changed in version 0.8:*[UserDefinedType.coerce\_compared\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.UserDefinedType.coerce_compared_value" \o "sqlalchemy.types.UserDefinedType.coerce_compared_value) now returns self by default, rather than falling onto the more fundamental behavior of [TypeEngine.coerce\_compared\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.coerce_compared_value" \o "sqlalchemy.types.TypeEngine.coerce_compared_value).

在版本0.8中更改：UserDefinedType.coerce\_compared\_value() 默认返回自身，而不是落入TypeEngine.coerce\_compared\_value() 的更基本的行为。

# **4.3 Base Type API**

*class*sqlalchemy.types.**TypeEngine**

Bases: sqlalchemy.sql.visitors.Visitable

The ultimate base class for all SQL datatypes.

所有SQL数据类型的最终基类。

Common subclasses of [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) include [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String), [Integer](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Integer" \o "sqlalchemy.types.Integer), and [Boolean](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Boolean" \o "sqlalchemy.types.Boolean).

For an overview of the SQLAlchemy typing system, see [Column and Data Types](http://docs.sqlalchemy.org/en/rel_1_1/core/types.html).

TypeEngine的公共子类包括String，Integer和Boolean。

有关SQLAlchemy类型系统的概述，请参阅列和数据类型。

**See also**

[Column and Data Types](http://docs.sqlalchemy.org/en/rel_1_1/core/types.html)

*class***Comparator**(*expr*)

Bases: [sqlalchemy.sql.operators.ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

Base class for custom comparison operations defined at the type level. See [TypeEngine.comparator\_factory](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.comparator_factory" \o "sqlalchemy.types.TypeEngine.comparator_factory).

在类型级别定义的自定义比较操作的基类。见TypeEngine.comparator\_factory。

**adapt**(*cls*, *\*\*kw*)

Produce an "adapted" form of this type, given an "impl" class to work with.

产生一种“适应”的这种类型的形式，给予一个“impl”类与之配合。

This method is used internally to associate generic types with "implementation" types that are specific to a particular dialect.

内部使用此方法将通用类型与特定于特定方言的“实现”类型相关联。

**bind\_expression**(*bindvalue*)

"Given a bind value (i.e. a [BindParameter](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.BindParameter" \o "sqlalchemy.sql.expression.BindParameter) instance), return a SQL expression in its place.

“给定绑定值（即BindParameter实例），返回一个SQL表达式。

This is typically a SQL function that wraps the existing bound parameter within the statement. It is used for special data types that require literals being wrapped in some special database function in order to coerce an application-level value into a database-specific format. It is the SQL analogue of the[TypeEngine.bind\_processor()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.bind_processor" \o "sqlalchemy.types.TypeEngine.bind_processor) method.

这通常是一个SQL函数，它将现有的绑定参数包含在语句中。 它用于需要将文字包装在某些特殊数据库函数中的特殊数据类型，以将应用程序级值强制为特定于数据库的格式。 它是TypeEngine.bind\_processor() 方法的SQL模拟。

The method is evaluated at statement compile time, as opposed to statement construction time.

该方法在语句编译时进行评估，而不是语句构建时间。

Note that this method, when implemented, should always return the exact same structure, without any conditional logic, as it may be used in an executemany() call against an arbitrary number of bound parameter sets.

请注意，该方法在实现时应始终返回完全相同的结构，而不需要任何条件逻辑，因为它可以用于针对任意数量的绑定参数集的executemany() 调用。

See also:

[Applying SQL-level Bind/Result Processing](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-sql-value-processing)

**bind\_processor**(*dialect*)

Return a conversion function for processing bind values.

返回一个用于处理绑定值的转换函数。

Returns a callable which will receive a bind parameter value as the sole positional argument and will return a value to send to the DB-API.

返回一个可以接收绑定参数值作为唯一位置参数的可调用值，并返回一个值以发送给DB-API。

If processing is not necessary, the method should return None.

如果不需要处理，则该方法应返回None。

|  |  |
| --- | --- |
| **Parameters:** | ****dialect**** – Dialect instance in use. |

**coerce\_compared\_value**(*op*, *value*)

Suggest a type for a 'coerced' Python value in an expression.

在表达式中建议一个“强制”Python值的类型。

Given an operator and value, gives the type a chance to return a type which the value should be coerced into.

给定一个运算符和值，给类型一个机会返回一个值应被强制转换的类型。

The default behavior here is conservative; if the right-hand side is already coerced into a SQL type based on its Python type, it is usually left alone.

这里的默认行为是保守的; 如果右侧已经被强制为基于其Python类型的SQL类型，那么它通常是单独的。

End-user functionality extension here should generally be via [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator), which provides more liberal behavior in that it defaults to coercing the other side of the expression into this type, thus applying special Python conversions above and beyond those needed by the DBAPI to both ides. It also provides the public method [TypeDecorator.coerce\_compared\_value()](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator.coerce_compared_value" \o "sqlalchemy.types.TypeDecorator.coerce_compared_value) which is intended for end-user customization of this behavior.

这里的最终用户功能扩展通常应该是通过TypeDecorator，它提供了更自由的行为，因为它默认将强制表达式的另一面加入到这种类型中，从而将特殊的Python转换应用到DBAPI所需的以外。 它还提供了公共方法TypeDecorator.coerce\_compared\_value() ，该方法用于最终用户自定义此行为。

**column\_expression**(*colexpr*)

Given a SELECT column expression, return a wrapping SQL expression.

给定一个SELECT列表达式，返回一个包装SQL表达式。

This is typically a SQL function that wraps a column expression as rendered in the columns clause of a SELECT statement. It is used for special data types that require columns to be wrapped in some special database function in order to coerce the value before being sent back to the application. It is the SQL analogue of the [TypeEngine.result\_processor()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.result_processor" \o "sqlalchemy.types.TypeEngine.result_processor) method.

这通常是一个SQL函数，它将列表达式包含在SELECT语句的columns子句中。 它用于特殊数据类型，需要将列包装在某些特殊数据库函数中，以便在发送回应用程序之前强制该值。 它是TypeEngine.result\_processor() 方法的SQL模拟。

The method is evaluated at statement compile time, as opposed to statement construction time.

该方法在语句编译时进行评估，而不是语句构建时间。

See also:

[Applying SQL-level Bind/Result Processing](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-sql-value-processing)

**comparator\_factory**

Bases: [sqlalchemy.sql.operators.ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators)

A [TypeEngine.Comparator](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.Comparator" \o "sqlalchemy.types.TypeEngine.Comparator) class which will apply to operations performed by owning [ColumnElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ColumnElement" \o "sqlalchemy.sql.expression.ColumnElement) objects.

The [comparator\_factory](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.comparator_factory" \o "sqlalchemy.types.TypeEngine.comparator_factory) attribute is a hook consulted by the core expression system when column and SQL expression operations are performed. When a [TypeEngine.Comparator](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.Comparator" \o "sqlalchemy.types.TypeEngine.Comparator) class is associated with this attribute, it allows custom re-definition of all existing operators, as well as definition of new operators. Existing operators include those provided by Python operator overloading such as [operators.ColumnOperators.\_\_add\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__add__" \o "sqlalchemy.sql.operators.ColumnOperators.__add__) and[operators.ColumnOperators.\_\_eq\_\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.__eq__" \o "sqlalchemy.sql.operators.ColumnOperators.__eq__), those provided as standard attributes of [operators.ColumnOperators](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators" \o "sqlalchemy.sql.operators.ColumnOperators) such as[operators.ColumnOperators.like()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.like" \o "sqlalchemy.sql.operators.ColumnOperators.like) and [operators.ColumnOperators.in\_()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.operators.ColumnOperators.in_" \o "sqlalchemy.sql.operators.ColumnOperators.in_).

Rudimentary usage of this hook is allowed through simple subclassing of existing types, or alternatively by using [TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator). See the documentation section [Redefining and Creating New Operators](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "types-operators) for examples.

*New in version 0.8:*The expression system was enhanced to support customization of operators on a per-type level.

alias of [Comparator](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.Comparator" \o "sqlalchemy.types.TypeEngine.Comparator)

**compare\_against\_backend**(*dialect*, *conn\_type*)

Compare this type against the given backend type.

将此类型与给定的后端类型进行比较。

This function is currently not implemented for SQLAlchemy types, and for all built in types will return None. However, it can be implemented by a user-defined type where it can be consumed by schema comparison tools such as Alembic autogenerate.

这个函数目前没有为SQLAlchemy类型实现，对于所有内置的类型都将返回None。 但是，它可以通过用户定义的类型实现，可以通过模式比较工具（如Alembic autogenerate）使用它。

A future release of SQLAlchemy will potentially impement this method for builtin types as well.

未来的SQLAlchemy版本也可能会阻碍这种内置类型的方法。

The function should return True if this type is equivalent to the given type; the type is typically reflected from the database so should be database specific. The dialect in use is also passed. It can also return False to assert that the type is not equivalent.

如果此类型与给定类型相同，则该函数应返回True; 该类型通常反映在数据库中，因此应该是数据库特定的。 使用的方言也通过了。 它也可以返回False来声明该类型不相同。

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect**** – a [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) that is involved in the comparison. * ****conn\_type**** – the type object reflected from the backend. |

*New in version 1.0.3.*

**compare\_values**(*x*, *y*)

Compare two values for equality.

**compile**(*dialect=None*)

Produce a string-compiled form of this [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine).

When called with no arguments, uses a "default" dialect to produce a string result.

生成此TypeEngine的字符串编译形式。

当没有参数调用时，使用“默认”方言产生一个字符串结果。

|  |  |
| --- | --- |
| **Parameters:** | ****dialect**** – a [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) instance. |

**dialect\_impl**(*dialect*)

Return a dialect-specific implementation for this [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine).

返回此TypeEngine的特定于方言的实现。

**evaluates\_none**()

Return a copy of this type which has the [should\_evaluate\_none](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.should_evaluate_none" \o "sqlalchemy.types.TypeEngine.should_evaluate_none) flag set to True.

E.g.:

返回具有设置为True的should\_evaluate\_none标志的这种类型的副本。

例如。：

Table(

'some\_table', metadata,

Column(

String(50).evaluates\_none(),

nullable=**True**,

server\_default='no value'))

The ORM uses this flag to indicate that a positive value of None is passed to the column in an INSERT statement, rather than omitting the column from the INSERT statement which has the effect of firing off column-level defaults. It also allows for types which have special behavior associated with the Python None value to indicate that the value doesn't necessarily translate into SQL NULL; a prime example of this is a JSON type which may wish to persist the JSON value 'null'.

ORM使用这个标志来指示在INSERT语句中将None的正值传递给列，而不是从INSERT语句中省略具有触发列级别默认值的列。 它还允许具有与Python None值关联的特殊行为的类型指示该值不一定会转换为SQL NULL; 一个最好的例子就是JSON类型，它可能希望保持JSON值为null。

In all cases, the actual NULL SQL value can be always be persisted in any column by using the [null](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.null" \o "sqlalchemy.sql.expression.null) SQL construct in an INSERT statement or associated with an ORM-mapped attribute.

在所有情况下，通过在INSERT语句中使用NULL SQL构造或与ORM映射属性关联，实际的NULL SQL值可以始终保留在任何列中。

**Note**

The "evaulates none" flag does ****not**** apply to a value of None passed to [Column.default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.default" \o "sqlalchemy.schema.Column) or [Column.server\_default](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column.params.server_default" \o "sqlalchemy.schema.Column); in these cases, None still means "no default".

*New in version 1.1.*

**See also**

[Forcing NULL on a column with a default](http://docs.sqlalchemy.org/en/rel_1_1/orm/persistence_techniques.html" \l "session-forcing-null) - in the ORM documentation

[postgresql.JSON.none\_as\_null](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.JSON.params.none_as_null" \o "sqlalchemy.dialects.postgresql.JSON) - PostgreSQL JSON interaction with this flag.

[TypeEngine.should\_evaluate\_none](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.should_evaluate_none" \o "sqlalchemy.types.TypeEngine.should_evaluate_none) - class-level flag

**get\_dbapi\_type**(*dbapi*)

Return the corresponding type object from the underlying DB-API, if any.

This can be useful for calling setinputsizes(), for example.

**hashable***= True*

Flag, if False, means values from this type aren't hashable.

Used by the ORM when uniquing result lists.

**literal\_processor**(*dialect*)

Return a conversion function for processing literal values that are to be rendered directly without using binds.

This function is used when the compiler makes use of the "literal\_binds" flag, typically used in DDL generation as well as in certain scenarios where backends don't accept bound parameters.

*New in version 0.9.0.*

**python\_type**

Return the Python type object expected to be returned by instances of this type, if known.

Basically, for those types which enforce a return type, or are known across the board to do such for all common DBAPIs (like int for example), will return that type.

If a return type is not defined, raises NotImplementedError.

Note that any type also accommodates NULL in SQL which means you can also get back None from any type in practice.

**result\_processor**(*dialect*, *coltype*)

Return a conversion function for processing result row values.

Returns a callable which will receive a result row column value as the sole positional argument and will return a value to return to the user.

If processing is not necessary, the method should return None.

|  |  |
| --- | --- |
| **Parameters:** | * ****dialect**** – Dialect instance in use. * ****coltype**** – DBAPI coltype argument received in cursor.description. |

**should\_evaluate\_none***= False*

If True, the Python constant None is considered to be handled explicitly by this type.

The ORM uses this flag to indicate that a positive value of None is passed to the column in an INSERT statement, rather than omitting the column from the INSERT statement which has the effect of firing off column-level defaults. It also allows types which have special behavior for Python None, such as a JSON type, to indicate that they'd like to handle the None value explicitly.

To set this flag on an existing type, use the [TypeEngine.evaluates\_none()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.evaluates_none" \o "sqlalchemy.types.TypeEngine.evaluates_none) method.

**See also**

[TypeEngine.evaluates\_none()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.evaluates_none" \o "sqlalchemy.types.TypeEngine.evaluates_none)

*New in version 1.1.*

**with\_variant**(*type\_*, *dialect\_name*)

Produce a new type object that will utilize the given type when applied to the dialect of the given name.

e.g.:

**from** **sqlalchemy.types** **import** String

**from** **sqlalchemy.dialects** **import** mysql

s = String()

s = s.with\_variant(mysql.VARCHAR(collation='foo'), 'mysql')

The construction of [TypeEngine.with\_variant()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.with_variant" \o "sqlalchemy.types.TypeEngine.with_variant) is always from the "fallback" type to that which is dialect specific. The returned type is an instance of [Variant](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.Variant" \o "sqlalchemy.types.Variant), which itself provides a Variant.with\_variant() that can be called repeatedly.

|  |  |
| --- | --- |
| **Parameters:** | * ****type\_**** – a [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine) that will be selected as a variant from the originating type, when a dialect of the given name is in use. * ****dialect\_name**** – base name of the dialect which uses this type. (i.e. 'postgresql', 'mysql', etc.) |

*New in version 0.7.2.*

*class*sqlalchemy.types.**Concatenable**

A mixin that marks a type as supporting 'concatenation', typically strings.

*class*sqlalchemy.types.**Indexable**

A mixin that marks a type as supporting indexing operations, such as array or JSON structures.

*New in version 1.1.0.*

*class*sqlalchemy.types.**NullType**

Bases: [sqlalchemy.types.TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

An unknown type.

[NullType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.NullType" \o "sqlalchemy.types.NullType) is used as a default type for those cases where a type cannot be determined, including:

* During table reflection, when the type of a column is not recognized by the [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect)
* When constructing SQL expressions using plain Python objects of unknown types (e.g. somecolumn == my\_special\_object)
* When a new [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) is created, and the given type is passed as None or is not passed at all.

The [NullType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.NullType" \o "sqlalchemy.types.NullType) can be used within SQL expression invocation without issue, it just has no behavior either at the expression construction level or at the bind-parameter/result processing level. [NullType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.NullType" \o "sqlalchemy.types.NullType) will result in a [CompileError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.CompileError" \o "sqlalchemy.exc.CompileError) if the compiler is asked to render the type itself, such as if it is used in a [cast()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.cast" \o "sqlalchemy.sql.expression.cast)operation or within a schema creation operation such as that invoked by [MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) or the [CreateTable](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.CreateTable" \o "sqlalchemy.schema.CreateTable) construct.

*class*sqlalchemy.types.**Variant**(*base*, *mapping*)

Bases: [sqlalchemy.types.TypeDecorator](http://docs.sqlalchemy.org/en/rel_1_1/core/custom_types.html" \l "sqlalchemy.types.TypeDecorator" \o "sqlalchemy.types.TypeDecorator)

A wrapping type that selects among a variety of implementations based on dialect in use.

The [Variant](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.Variant" \o "sqlalchemy.types.Variant) type is typically constructed using the [TypeEngine.with\_variant()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.with_variant" \o "sqlalchemy.types.TypeEngine.with_variant) method.

*New in version 0.7.2.*

**See also**

[TypeEngine.with\_variant()](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine.with_variant" \o "sqlalchemy.types.TypeEngine.with_variant) for an example of use.

|  |  |
| --- | --- |
| **Members:** | with\_variant, \_\_init\_\_ |

# Chapter 5 Engine and Connection Use

## 5.1 Engine Configuration

The [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is the starting point for any SQLAlchemy application. It's "home base" for the actual database and its [DBAPI](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-dbapi), delivered to the SQLAlchemy application through a connection pool and a [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect), which describes how to talk to a specific kind of database/DBAPI combination.

The general structure can be illustrated as follows:

![IMG_256](data:image/png;base64,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)

Where above, an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) references both a [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) and a [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool), which together interpret the DBAPI's module functions as well as the behavior of the database.

Creating an engine is just a matter of issuing a single call, [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine):

**from** **sqlalchemy** **import** create\_engine

engine = create\_engine('postgresql://scott:tiger@localhost:5432/mydatabase')

The above engine creates a [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) object tailored towards PostgreSQL, as well as a [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) object which will establish a DBAPI connection at localhost:5432when a connection request is first received. Note that the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and its underlying [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) do ****not**** establish the first actual DBAPI connection until the [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect) method is called, or an operation which is dependent on this method such as [Engine.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execute" \o "sqlalchemy.engine.Engine.execute) is invoked. In this way, [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool)can be said to have a *lazy initialization* behavior.

The [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), once created, can either be used directly to interact with the database, or can be passed to a [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) object to work with the ORM. This section covers the details of configuring an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine). The next section, [Working with Engines and Connections](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html), will detail the usage API of the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and similar, typically for non-ORM applications.

5.1.1 Supported Databases

SQLAlchemy includes many [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) implementations for various backends. Dialects for the most common databases are included with SQLAlchemy; a handful of others require an additional install of a separate dialect.

See the section [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html) for information on the various backends available.

5.1.2 Database Urls

The [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) function produces an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object based on a URL. These URLs follow [RFC-1738](http://rfc.net/rfc1738.html), and usually can include username, password, hostname, database name as well as optional keyword arguments for additional configuration. In some cases a file path is accepted, and in others a "data source name" replaces the "host" and "database" portions. The typical form of a database URL is:

dialect+driver://username:password**@host**:port/database

Dialect names include the identifying name of the SQLAlchemy dialect, a name such as sqlite, mysql, postgresql, oracle, or mssql. The drivername is the name of the DBAPI to be used to connect to the database using all lowercase letters. If not specified, a "default" DBAPI will be imported if available - this default is typically the most widely known driver available for that backend.

Examples for common connection styles follow below. For a full index of detailed information on all included dialects as well as links to third-party dialects, see [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html).

### PostgreSQL

The PostgreSQL dialect uses psycopg2 as the default DBAPI. pg8000 is also available as a pure-Python substitute:

*# default*engine = create\_engine('postgresql://scott:tiger@localhost/mydatabase')

*# psycopg2*engine = create\_engine('postgresql+psycopg2://scott:tiger@localhost/mydatabase')

*# pg8000*engine = create\_engine('postgresql+pg8000://scott:tiger@localhost/mydatabase')

More notes on connecting to PostgreSQL at [PostgreSQL](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html).

### MySQL

The MySQL dialect uses mysql-python as the default DBAPI. There are many MySQL DBAPIs available, including MySQL-connector-python and OurSQL:

*# default*engine = create\_engine('mysql://scott:tiger@localhost/foo')

*# mysql-python*engine = create\_engine('mysql+mysqldb://scott:tiger@localhost/foo')

*# MySQL-connector-python*engine = create\_engine('mysql+mysqlconnector://scott:tiger@localhost/foo')

*# OurSQL*engine = create\_engine('mysql+oursql://scott:tiger@localhost/foo')

More notes on connecting to MySQL at [MySQL](http://docs.sqlalchemy.org/en/rel_1_1/dialects/mysql.html).

### Oracle

The Oracle dialect uses cx\_oracle as the default DBAPI:

engine = create\_engine('oracle://scott:tiger@127.0.0.1:1521/sidname')

engine = create\_engine('oracle+cx\_oracle://scott:tiger@tnsname')

More notes on connecting to Oracle at [Oracle](http://docs.sqlalchemy.org/en/rel_1_1/dialects/oracle.html).

### Microsoft SQL Server

The SQL Server dialect uses pyodbc as the default DBAPI. pymssql is also available:

*# pyodbc*engine = create\_engine('mssql+pyodbc://scott:tiger@mydsn')

*# pymssql*engine = create\_engine('mssql+pymssql://scott:tiger@hostname:port/dbname')

More notes on connecting to SQL Server at [Microsoft SQL Server](http://docs.sqlalchemy.org/en/rel_1_1/dialects/mssql.html).

### SQLite

SQLite connects to file-based databases, using the Python built-in module sqlite3 by default.

As SQLite connects to local files, the URL format is slightly different. The "file" portion of the URL is the filename of the database. For a relative file path, this requires three slashes:

*# sqlite://<nohostname>/<path># where <path> is relative:*engine = create\_engine('sqlite:///foo.db')

And for an absolute file path, the three slashes are followed by the absolute path:

*#Unix/Mac - 4 initial slashes in total*engine = create\_engine('sqlite:////absolute/path/to/foo.db')*#Windows*engine = create\_engine('sqlite:///C:**\\**path**\\**to**\\**foo.db')*#Windows alternative using raw string*engine = create\_engine(r'sqlite:///C:\path\to\foo.db')

To use a SQLite :memory: database, specify an empty URL:

engine = create\_engine('sqlite://')

More notes on connecting to SQLite at [SQLite](http://docs.sqlalchemy.org/en/rel_1_1/dialects/sqlite.html).

### Others

See [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html), the top-level page for all additional dialect documentation.

5.1.3 Engine Creation API

sqlalchemy.**create\_engine**(*\*args*, *\*\*kwargs*)

Create a new [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) instance.

The standard calling form is to send the URL as the first positional argument, usually a string that indicates database dialect and connection arguments:

engine = create\_engine("postgresql://scott:tiger@localhost/test")

Additional keyword arguments may then follow it which establish various options on the resulting [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and its underlying [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) and [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) constructs:

engine = create\_engine("mysql://scott:tiger@hostname/dbname",

encoding='latin1', echo=**True**)

The string form of the URL is dialect[+driver]://user:password@host/dbname[?key=value..], where dialect is a database name such as mysql, oracle, postgresql, etc., and driver the name of a DBAPI, such as psycopg2, pyodbc, cx\_oracle, etc. Alternatively, the URL can be an instance of [URL](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.engine.url.URL" \o "sqlalchemy.engine.url.URL).

\*\*kwargs takes a wide variety of options which are routed towards their appropriate components. Arguments may be specific to the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), the underlying [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect), as well as the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool). Specific dialects also accept keyword arguments that are unique to that dialect. Here, we describe the parameters that are common to most [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) usage.

Once established, the newly resulting [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) will request a connection from the underlying [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) once [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect) is called, or a method which depends on it such as [Engine.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execute" \o "sqlalchemy.engine.Engine.execute) is invoked. The [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) in turn will establish the first actual DBAPI connection when this request is received. The [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) call itself does ****not**** establish any actual DBAPI connections directly.

**See also**

[Engine Configuration](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html)

[Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html)

[Working with Engines and Connections](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html)

|  |  |
| --- | --- |
| **Parameters:** | * ****case\_sensitive=True –****if False, result column names will match in a case-insensitive fashion, that is, row['SomeColumn'].如果为False，结果列名称将以不区分大小写的方式进行匹配，即row ['SomeColumn']。   *Changed in version 0.8:*By default, result row names match case-sensitively. In version 0.7 and prior, all matches were case-insensitive.  版本0.8更改：默认情况下，结果行名称区分大小写。 在0.7及更高版本中，所有匹配都不区分大小写。   * ****connect\_args**** – a dictionary of options which will be passed directly to the DBAPI's connect() method as additional keyword arguments. See the example at [Custom DBAPI connect() arguments](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "custom-dbapi-args).一个选项的字典，将直接传递给DBAPI的connect() 方法作为附加的关键字参数。 请参阅Custom DBAPI connect() 参数的示例。 * ****convert\_unicode=False –****if set to True, sets the default behavior of convert\_unicode on the [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) type to True, regardless of a setting of False on an individual [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String)type, thus causing all [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) -based columns to accommodate Python unicode objects. This flag is useful as an engine-wide setting when using a DBAPI that does not natively support Python unicode objects and raises an error when one is received (such as pyodbc with FreeTDS).如果设置为True，则将String类型上的convert\_unicode的默认行为设置为True，而不管单个Stringtype上是否设置False，从而导致所有基于String的列适应Python unicode对象。 当使用不是本地支持Python unicode对象的DBAPI并且在收到错误时引起错误（例如具有FreeTDS的pyodbc），该标志在引擎范围内是有用的。   See [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) for further details on what this flag indicates.   * ****creator**** – a callable which returns a DBAPI connection. This creation function will be passed to the underlying connection pool and will be used to create all new database connections. Usage of this function causes connection parameters specified in the URL argument to be bypassed. * ****echo=False**** – if True, the Engine will log all statements as well as a repr() of their parameter lists to the engines logger, which defaults to sys.stdout. The echoattribute of Engine can be modified at any time to turn logging on and off. If set to the string "debug", result rows will be printed to the standard output as well. This flag ultimately controls a Python logger; see [Configuring Logging](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "dbengine-logging) for information on how to configure logging directly. * ****echo\_pool=False**** – if True, the connection pool will log all checkouts/checkins to the logging stream, which defaults to sys.stdout. This flag ultimately controls a Python logger; see [Configuring Logging](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "dbengine-logging) for information on how to configure logging directly. * ****encoding –****Defaults to utf-8. This is the string encoding used by SQLAlchemy for string encode/decode operations which occur within SQLAlchemy, ****outside of the DBAPI.**** Most modern DBAPIs feature some degree of direct support for Python unicode objects, what you see in Python 2 as a string of the form u'somestring'. For those scenarios where the DBAPI is detected as not supporting a Python unicode object, this encoding is used to determine the source/destination encoding. It is ****not used**** for those cases where the DBAPI handles unicode directly.默认为utf-8。 这是由SQLAlchemy用于DBAPI之外的SQLAlchemy中发生的字符串编码/解码操作的字符串编码。 大多数现代DBAPI对Python unicode对象有一定程度的直接支持，您在Python 2中看到的是u'somestring形式的字符串。 对于DBAPI被检测为不支持Python unicode对象的情况，该编码用于确定源/目标编码。 它不用于DBAPI直接处理unicode的情况。   To properly configure a system to accommodate Python unicode objects, the DBAPI should be configured to handle unicode to the greatest degree as is appropriate - see the notes on unicode pertaining to the specific target database in use at [Dialects](http://docs.sqlalchemy.org/en/rel_1_1/dialects/index.html).  要正确配置系统以适应Python unicode对象，应将DBAPI配置为在最大程度上适当处理unicode - 请参阅与方言使用的特定目标数据库有关的unicode注释。  Areas where string encoding may need to be accommodated outside of the DBAPI include zero or more of:  字符串编码可能需要容纳在DBAPI外部的区域包括以下零个或多个：   * + the values passed to bound parameters, corresponding to the [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode) type or the [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) type when convert\_unicode is True;   + the values returned in result set columns corresponding to the [Unicode](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.Unicode" \o "sqlalchemy.types.Unicode) type or the [String](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.String" \o "sqlalchemy.types.String) type when convert\_unicode is True;   + the string SQL statement passed to the DBAPI's cursor.execute() method;   + the string names of the keys in the bound parameter dictionary passed to the DBAPI's cursor.execute() as well as cursor.setinputsizes()methods;   + the string column names retrieved from the DBAPI's cursor.description attribute.   When using Python 3, the DBAPI is required to support *all* of the above values as Python unicode objects, which in Python 3 are just known as str. In Python 2, the DBAPI does not specify unicode behavior at all, so SQLAlchemy must make decisions for each of the above values on a per-DBAPI basis - implementations are completely inconsistent in their behavior.  当使用Python 3时，需要DBAPI来支持所有上述值作为Python unicode对象，在Python 3中，它被称为str。 在Python 2中，DBAPI根本没有指定unicode行为，所以SQLAlchemy必须在每个DBAPI的基础上为每个上述值做出决定 - 实现在其行为上完全不一致。   * ****execution\_options**** – Dictionary execution options which will be applied to all connections. See [execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)将应用于所有连接的字典执行选项。见execution\_options() * ****implicit\_returning=True**** – When True, a RETURNING- compatible construct, if available, will be used to fetch newly generated primary key values when a single row INSERT statement is emitted with no existing returning() clause. This applies to those backends which support RETURNING or a compatible construct, including PostgreSQL, Firebird, Oracle, Microsoft SQL Server. Set this to False to disable the automatic usage of RETURNING.当为True时，如果使用RETURNING兼容的构造（如果可用）将用于在没有现有的return() 子句的情况下发出单行INSERT语句时获取新生成的主键值。 这适用于支持RETURNING或兼容结构的后端，包括PostgreSQL，Firebird，Oracle，Microsoft SQL Server。 将其设置为False以禁用RETURNING的自动使用。 * ****isolation\_level –****this string parameter is interpreted by various dialects in order to affect the transaction isolation level of the database connection. The parameter essentially accepts some subset of these string arguments: "SERIALIZABLE", "REPEATABLE\_READ", "READ\_COMMITTED", "READ\_UNCOMMITTED" and "AUTOCOMMIT". Behavior here varies per backend, and individual dialects should be consulted directly.该字符串参数由各种方言解释，以便影响数据库连接的事务隔离级别。 该参数基本上接受这些字符串参数的一些子集：“SERIALIZABLE”，“REPEATABLE\_READ”，“READ\_COMMITTED”，“READ\_UNCOMMITTED”和“AUTOCOMMIT”。 这里的行为因每个后端而异，应该直接咨询个别方言。   Note that the isolation level can also be set on a per-[Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis as well, using the [Connection.execution\_options.isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.isolation_level" \o "sqlalchemy.engine.Connection.execution_options)feature.  **See also**  [Connection.default\_isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.default_isolation_level" \o "sqlalchemy.engine.Connection.default_isolation_level) - view default level  [Connection.execution\_options.isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.isolation_level" \o "sqlalchemy.engine.Connection.execution_options) - set per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) isolation level  [SQLite Transaction Isolation](http://docs.sqlalchemy.org/en/rel_1_1/dialects/sqlite.html" \l "sqlite-isolation-level)  [PostgreSQL Transaction Isolation](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "postgresql-isolation-level)  [MySQL Transaction Isolation](http://docs.sqlalchemy.org/en/rel_1_1/dialects/mysql.html" \l "mysql-isolation-level)  [Setting Transaction Isolation Levels](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_transaction.html" \l "session-transaction-isolation) - for the ORM   * ****label\_length=None**** – optional integer value which limits the size of dynamically generated column labels to that many characters. If less than 6, labels are generated as "\_(counter)". If None, the value of dialect.max\_identifier\_length is used instead. * ****listeners**** – A list of one or more [PoolListener](http://docs.sqlalchemy.org/en/rel_1_1/core/interfaces.html" \l "sqlalchemy.interfaces.PoolListener" \o "sqlalchemy.interfaces.PoolListener) objects which will receive connection pool events. * ****logging\_name**** – String identifier which will be used within the "name" field of logging records generated within the "sqlalchemy.engine" logger. Defaults to a hexstring of the object's id. * ****max\_overflow=10**** – the number of connections to allow in connection pool "overflow", that is connections that can be opened above and beyond the pool\_size setting, which defaults to five. this is only used with [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool). * ****module=None**** – reference to a Python module object (the module itself, not its string name). Specifies an alternate DBAPI module to be used by the engine's dialect. Each sub-dialect references a specific DBAPI which will be imported before first connect. This parameter causes the import to be bypassed, and the given module to be used instead. Can be used for testing of DBAPIs as well as to inject "mock" DBAPI implementations into the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine). * ****paramstyle=None**** – The [paramstyle](http://legacy.python.org/dev/peps/pep-0249/" \l "paramstyle) to use when rendering bound parameters. This style defaults to the one recommended by the DBAPI itself, which is retrieved from the .paramstyle attribute of the DBAPI. However, most DBAPIs accept more than one paramstyle, and in particular it may be desirable to change a "named" paramstyle into a "positional" one, or vice versa. When this attribute is passed, it should be one of the values "qmark", "numeric", "named", "format" or "pyformat", and should correspond to a parameter style known to be supported by the DBAPI in use. * ****pool=None**** – an already-constructed instance of [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool), such as a [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool) instance. If non-None, this pool will be used directly as the underlying connection pool for the engine, bypassing whatever connection parameters are present in the URL argument. For information on constructing connection pools manually, see [Connection Pooling](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html). * ****poolclass=None**** – a [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) subclass, which will be used to create a connection pool instance using the connection parameters given in the URL. Note this differs from pool in that you don't actually instantiate the pool in this case, you just indicate what type of pool to be used. * ****pool\_logging\_name**** – String identifier which will be used within the "name" field of logging records generated within the "sqlalchemy.pool" logger. Defaults to a hexstring of the object's id. * ****pool\_size=5**** – the number of connections to keep open inside the connection pool. This used with [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool) as well as [SingletonThreadPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.SingletonThreadPool" \o "sqlalchemy.pool.SingletonThreadPool). With[QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool), a pool\_size setting of 0 indicates no limit; to disable pooling, set poolclass to [NullPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.NullPool" \o "sqlalchemy.pool.NullPool) instead. * ****pool\_recycle=-1 –****this setting causes the pool to recycle connections after the given number of seconds has passed. It defaults to -1, or no timeout. For example, setting to 3600 means connections will be recycled after one hour. Note that MySQL in particular will disconnect automatically if no activity is detected on a connection for eight hours (although this is configurable with the MySQLDB connection itself and the server configuration as well).   **See also**  [Setting Pool Recycle](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "pool-setting-recycle)   * ****pool\_reset\_on\_return='rollback'**** –   set the "reset on return" behavior of the pool, which is whether rollback(), commit(), or nothing is called upon connections being returned to the pool. See the docstring for reset\_on\_return at [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool).  *New in version 0.7.6.*   * ****pool\_timeout=30**** – number of seconds to wait before giving up on getting a connection from the pool. This is only used with [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool). * ****strategy='plain'**** –   selects alternate engine implementations. Currently available are:   * + the threadlocal strategy, which is described in [Using the Threadlocal Execution Strategy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "threadlocal-strategy);   + the mock strategy, which dispatches all statement execution to a function passed as the argument executor. See [example in the FAQ](http://docs.sqlalchemy.org/en/latest/faq/metadata_schema.html" \l "how-can-i-get-the-create-table-drop-table-output-as-a-string). * ****executor=None**** – a function taking arguments (sql, \*multiparams, \*\*params), to which the mock strategy will dispatch all statement execution. Used only by strategy='mock'. |

sqlalchemy.**engine\_from\_config**(*configuration*, *prefix='sqlalchemy.'*, *\*\*kwargs*)

Create a new Engine instance using a configuration dictionary.

使用配置字典创建一个新的Engine实例。

The dictionary is typically produced from a config file.

字典通常由配置文件生成。

The keys of interest to engine\_from\_config() should be prefixed, e.g. sqlalchemy.url, sqlalchemy.echo, etc. The 'prefix' argument indicates the prefix to be searched for. Each matching key (after the prefix is stripped) is treated as though it were the corresponding keyword argument to a [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) call.

engine\_from\_config() 的关键字应该是前缀，例如 sqlalchemy.url，sqlalchemy.echo等。'prefix'参数表示要搜索的前缀。 每个匹配的键（在前缀被剥离之后）被视为就是create\_engine() 调用的相应关键字参数。

The only required key is (assuming the default prefix) sqlalchemy.url, which provides the [database URL](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "database-urls).

唯一需要的键是（假设默认前缀）sqlalchemy.url，它提供了数据库URL。

A select set of keyword arguments will be "coerced" to their expected type based on string values. The set of arguments is extensible per-dialect using the engine\_config\_types accessor.

一组关键字参数将根据字符串值“强制”到其预期类型。 该参数集是使用engine\_config\_types访问器可扩展的每个方言。

|  |  |
| --- | --- |
| **Parameters:** | * ****configuration**** – A dictionary (typically produced from a config file, but this is not a requirement). Items whose keys start with the value of 'prefix' will have that prefix stripped, and will then be passed to create\_engine. * ****prefix**** – Prefix to match and then strip from keys in 'configuration'. * ****kwargs**** – Each keyword argument to engine\_from\_config() itself overrides the corresponding item taken from the 'configuration' dictionary. Keyword arguments should *not* be prefixed. |

sqlalchemy.engine.url.**make\_url**(*name\_or\_url*)

Given a string or unicode instance, produce a new URL instance.

给定一个字符串或unicode实例，生成一个新的URL实例。

The given string is parsed according to the RFC 1738 spec. If an existing URL object is passed, just returns the object.

给定的字符串根据RFC 1738规范进行解析。 如果传递了一个现有的URL对象，只需返回该对象。

*class*sqlalchemy.engine.url.**URL**(*drivername*, *username=None*, *password=None*, *host=None*, *port=None*, *database=None*, *query=None*)

Represent the components of a URL used to connect to a database.

表示用于连接到数据库的URL的组件。

This object is suitable to be passed directly to a [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) call. The fields of the URL are parsed from a string by the [make\_url()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.engine.url.make_url" \o "sqlalchemy.engine.url.make_url) function. the string format of the URL is an RFC-1738-style string.

该对象适合直接传递到create\_engine() 调用。 URL的字段由make\_url() 函数从字符串中解析出来。 URL的字符串格式是RFC-1738样式的字符串。

All initialization parameters are available as public attributes.

所有初始化参数都可用作公共属性。

|  |  |
| --- | --- |
| **Parameters:** | * ****drivername**** – the name of the database backend. This name will correspond to a module in sqlalchemy/databases or a third party plug-in. * ****username**** – The user name. * ****password**** – database password. * ****host**** – The name of the host. * ****port**** – The port number. * ****database**** – The database name. * ****query**** – A dictionary of options to be passed to the dialect and/or the DBAPI upon connect. |

**get\_dialect**()

Return the SQLAlchemy database dialect class corresponding to this URL's driver name.

返回与此URL驱动程序名称相对应的SQLAlchemy数据库方言类。

**translate\_connect\_args**(*names=[]*, *\*\*kw*)

Translate url attributes into a dictionary of connection arguments.

将URL属性转换为连接参数的字典。

Returns attributes of this url (host, database, username, password, port) as a plain dictionary. The attribute names are used as the keys by default. Unset or false attributes are omitted from the final dictionary.

返回此url（主机，数据库，用户名，密码，端口）的属性作为普通字典。 默认情况下，属性名称用作键。 最终字典中省略了未设置或假属性。

|  |  |
| --- | --- |
| **Parameters:** | * ****\*\*kw**** – Optional, alternate key names for url attributes. * ****names**** – Deprecated. Same purpose as the keyword-based alternate names, but correlates the name to the original positionally. |

### 5.1.4 Pooling

The [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) will ask the connection pool for a connection when the connect() or execute() methods are called. The default connection pool, [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool), will open connections to the database on an as-needed basis. As concurrent statements are executed, [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool) will grow its pool of connections to a default size of five, and will allow a default "overflow" of ten. Since the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is essentially "home base" for the connection pool, it follows that you should keep a single [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) per database established within an application, rather than creating a new one for each connection.

当调用connect() 或execute() 方法时，引擎将要求连接池进行连接。 默认连接池QueuePool将根据需要打开与数据库的连接。 在执行并发语句时，QueuePool会将其连接池的大小增加到默认大小为5，并允许默认的“溢出”为10。 由于引擎本质上是连接池的“主站”，因此您应该在应用程序内建立一个数据库，而不是为每个连接创建一个新引擎。

**Note**

[QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool) is not used by default for SQLite engines. See [SQLite](http://docs.sqlalchemy.org/en/rel_1_1/dialects/sqlite.html) for details on SQLite connection pool usage.

For more information on connection pooling, see [Connection Pooling](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html).

默认情况下，SQLite引擎不使用QueuePool。 有关SQLite连接池使用情况的详细信息，请参阅SQLite。

有关连接池的更多信息，请参阅连接池。

5.1.5 Custom DBAPI connect() arguments

Custom arguments used when issuing the connect() call to the underlying DBAPI may be issued in three distinct ways. String-based arguments can be passed directly from the URL string as query arguments:

对底层DBAPI发出connect() 调用时使用的自定义参数可能会以三种不同的方式发布。 基于字符串的参数可以直接从URL字符串作为查询参数传递：

db = create\_engine('postgresql://scott:tiger@localhost/test?argument1=foo&argument2=bar')

If SQLAlchemy's database connector is aware of a particular query argument, it may convert its type from string to its proper type.

如果SQLAlchemy的数据库连接器知道一个特定的查询参数，它可能会将其类型从字符串转换为正确的类型。

[create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) also takes an argument connect\_args which is an additional dictionary that will be passed to connect(). This can be used when arguments of a type other than string are required, and SQLAlchemy's database connector has no type conversion logic present for that parameter:

create\_engine() 也接受一个参数connect\_args，这是一个额外的字典，将传递给connect() 。 当需要非string类型的参数时，可以使用此参数，SQLAlchemy的数据库连接器不存在该参数的类型转换逻辑：

db = create\_engine('postgresql://scott:tiger@localhost/test', connect\_args = {'argument1':17, 'argument2':'bar'})

The most customizable connection method of all is to pass a creator argument, which specifies a callable that returns a DBAPI connection:

最可定制的连接方法是传递一个创建者参数，该参数指定一个可返回DBAPI连接的可调用参数：

**def** connect():

**return** psycopg.connect(user='scott', host='localhost')

db = create\_engine('postgresql://', creator=connect)

### 5.1.6 Configuring Logging

Python's standard [logging](http://docs.python.org/library/logging.html) module is used to implement informational and debug log output with SQLAlchemy. This allows SQLAlchemy's logging to integrate in a standard way with other applications and libraries. The echo and echo\_pool flags that are present on [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine), as well as the echo\_uow flag used on[Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session), all interact with regular loggers.

Python的标准日志记录模块用于使用SQLAlchemy实现信息和调试日志输出。 这允许SQLAlchemy的日志记录以标准方式与其他应用程序和库进行集成。 create\_engine() 上存在的echo和echo\_pool标志以及在session上使用的echo\_uow标志都与常规记录器进行交互。

This section assumes familiarity with the above linked logging module. All logging performed by SQLAlchemy exists underneath the sqlalchemy namespace, as used by logging.getLogger('sqlalchemy'). When logging has been configured (i.e. such as via logging.basicConfig()), the general namespace of SA loggers that can be turned on is as follows:

本节假设熟悉上述链接的日志记录模块。 SQLAlchemy执行的所有日志都存在于sqlalchemy命名空间的下面，由logging.getLogger（'sqlalchemy'）使用。 当配置了日志记录（例如通过logging.basicConfig() ）时，可以打开的SA记录器的通用命名空间如下所示：

* sqlalchemy.engine - controls SQL echoing. set to logging.INFO for SQL query output, logging.DEBUG for query + result set output.
* sqlalchemy.dialects - controls custom logging for SQL dialects. See the documentation of individual dialects for details.
* sqlalchemy.pool - controls connection pool logging. set to logging.INFO or lower to log connection pool checkouts/checkins.
* sqlalchemy.orm - controls logging of various ORM functions. set to logging.INFO for information on mapper configurations.

For example, to log SQL queries using Python logging instead of the echo=True flag:

例如，使用Python日志记录来记录SQL查询，而不是echo = True标志：

**import** **logging**

logging.basicConfig()logging.getLogger('sqlalchemy.engine').setLevel(logging.INFO)

By default, the log level is set to logging.WARN within the entire sqlalchemy namespace so that no log operations occur, even within an application that has logging enabled otherwise.

默认情况下，日志级别设置为整个sqlalchemy命名空间中的logging.WARN，以便在不启用日志记录的应用程序中发生日志操作。

The echo flags present as keyword arguments to [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) and others as well as the echo property on [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), when set to True, will first attempt to ensure that logging is enabled. Unfortunately, the logging module provides no way of determining if output has already been configured (note we are referring to if a logging configuration has been set up, not just that the logging level is set). For this reason, any echo=True flags will result in a call to logging.basicConfig()using sys.stdout as the destination. It also sets up a default format using the level name, timestamp, and logger name. Note that this configuration has the affect of being configured ****in addition**** to any existing logger configurations. Therefore, ****when using Python logging, ensure all echo flags are set to False at all times****, to avoid getting duplicate log lines.

作为create\_engine() 和其他的关键字参数的echo标记以及Engine的echo属性设置为True时，将首先尝试确保启用日志记录。不幸的是，日志记录模块无法确定输出是否已经被配置（请注意，如果已经设置了日志记录配置，而不仅仅是记录级别设置）。因此，任何echo = True标志将导致使用sys.stdout作为目的地对logging.basicConfig() 进行调用。它还使用级别名称，时间戳记和记录器名称设置默认格式。请注意，除了任何现有的记录器配置之外，此配置还有被配置的影响。因此，当使用Python日志记录时，请确保始终将所有回显标志设置为False，以避免获得重复的日志行。

The logger name of instance such as an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) defaults to using a truncated hex identifier string. To set this to a specific name, use the "logging\_name" and "pool\_logging\_name" keyword arguments with [sqlalchemy.create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine).

例如Engine或Pool的实例的记录器名称默认使用截断的十六进制标识符字符串。要将其设置为特定名称，请使用sqlalchemy.create\_engine() 的“logging\_name”和“pool\_logging\_name”关键字参数。

**Note**

The SQLAlchemy [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) conserves Python function call overhead by only emitting log statements when the current logging level is detected as logging.INFO or logging.DEBUG. It only checks this level when a new connection is procured from the connection pool. Therefore when changing the logging configuration for an already-running application, any [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) that's currently active, or more commonly a [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) object that's active in a transaction, won't log any SQL according to the new configuration until a new [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is procured (in the case of [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session), this is after the current transaction ends and a new one begins)

# **5.2 Working with Engines and Connections**

This section details direct usage of the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), and related objects. Its important to note that when using the SQLAlchemy ORM, these objects are not generally accessed; instead, the [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) object is used as the interface to the database. However, for applications that are built around direct usage of textual SQL statements and/or SQL expression constructs without involvement by the ORM's higher level management services, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) are king (and queen?) - read on.

5.2.1 Basic Usage

Recall from [Engine Configuration](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html) that an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is created via the [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) call:

engine = create\_engine('mysql://scott:tiger@localhost/test')

The typical usage of [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) is once per particular database URL, held globally for the lifetime of a single application process. A single [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) manages many individual DBAPI connections on behalf of the process and is intended to be called upon in a concurrent fashion. The [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is ****not**** synonymous to the DBAPI connect function, which represents just one connection resource - the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is most efficient when created just once at the module level of an application, not per-object or per-function call.

create\_engine() 的典型用法是每个特定数据库URL一次，在单个应用程序进程的整个生命周期内全局保留。单个引擎代表进程管理许多单独的DBAPI连接，并且旨在以并发方式调用。引擎不是DBAPI连接功能的同义词，它只表示一个连接资源 - 引擎在应用程序的模块级别（而不是每个对象或每个函数调用）上仅创建一次时效率最高。

For a multiple-process application that uses the os.fork system call, or for example the Python multiprocessing module, it's usually required that a separate [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) be used for each child process. This is because the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) maintains a reference to a connection pool that ultimately references DBAPI connections - these tend to not be portable across process boundaries. An [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) that is configured not to use pooling (which is achieved via the usage of [NullPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.NullPool" \o "sqlalchemy.pool.NullPool)) does not have this requirement.

对于使用os.fork系统调用的多进程应用程序，或者例如Python多处理模块，通常需要为每个子进程使用单独的引擎。这是因为引擎维护对最终引用DBAPI连接的连接池的引用 - 这些连接池往往不能跨过程边界移植。配置为不使用池（通过使用NullPool实现）的引擎没有此要求。

The engine can be used directly to issue SQL to the database. The most generic way is first procure a connection resource, which you get via the[Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect) method:

引擎可以直接用于向数据库发出SQL。最通用的方法是首先获取连接资源，通过Engine.connect() 方法获取连接资源：

connection = engine.connect()

result = connection.execute("select username from users")

**for** row **in** result:

print("username:", row['username'])connection.close()

The connection is an instance of [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), which is a ****proxy**** object for an actual DBAPI connection. The DBAPI connection is retrieved from the connection pool at the point at which [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is created.

连接是Connection的一个实例，它是实际DBAPI连接的代理对象。 在创建连接点的连接池中检索DBAPI连接。

The returned result is an instance of [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy), which references a DBAPI cursor and provides a largely compatible interface with that of the DBAPI cursor. The DBAPI cursor will be closed by the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) when all of its result rows (if any) are exhausted. A [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) that returns no rows, such as that of an UPDATE statement (without any returned rows), releases cursor resources immediately upon construction.

返回的结果是ResultProxy的一个实例，它引用了一个DBAPI游标，并提供了一个与DBAPI游标相当的接口。 当所有结果行（如果有的话）耗尽时，DBAPI游标将被ResultProxy关闭。 返回没有行（如UPDATE语句（没有任何返回的行））的ResultProxy，在构建时会立即释放游标资源。

When the [close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.close" \o "sqlalchemy.engine.Connection.close) method is called, the referenced DBAPI connection is [released](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-released) to the connection pool. From the perspective of the database itself, nothing is actually "closed", assuming pooling is in use. The pooling mechanism issues a rollback() call on the DBAPI connection so that any transactional state or locks are removed, and the connection is ready for its next usage.

The above procedure can be performed in a shorthand way by using the [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execute" \o "sqlalchemy.engine.Engine.execute) method of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) itself:

上述过程可以通过使用引擎本身的execute() 方法以简写方式执行：

result = engine.execute("select username from users")**for** row **in** result:

print("username:", row['username'])

Where above, the [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execute" \o "sqlalchemy.engine.Engine.execute) method acquires a new [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) on its own, executes the statement with that object, and returns the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy). In this case, the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) contains a special flag known as close\_with\_result, which indicates that when its underlying DBAPI cursor is closed, the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection)object itself is also closed, which again returns the DBAPI connection to the connection pool, releasing transactional resources.

在上面，execute() 方法自己获取一个新的Connection，执行该对象的语句，并返回ResultProxy。 在这种情况下，ResultProxy包含一个称为close\_with\_result的特殊标志，表示当其底层DBAPI游标关闭时，Connectionobject本身也被关闭，它再次返回到连接池的DBAPI连接，释放事务资源。

If the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) potentially has rows remaining, it can be instructed to close out its resources explicitly:

如果ResultProxy可能有剩余行，则可以指示它明确地关闭它的资源：

result.close()

If the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) has pending rows remaining and is dereferenced by the application without being closed, Python garbage collection will ultimately close out the cursor as well as trigger a return of the pooled DBAPI connection resource to the pool (SQLAlchemy achieves this by the usage of weakref callbacks - *never* the \_\_del\_\_ method) - however it's never a good idea to rely upon Python garbage collection to manage resources.

如果ResultProxy有待处理的行剩余，并被应用程序取消引用而不被关闭，Python垃圾收集将最终关闭游标以及触发将池DBAPI连接资源返回到池（SQLAlchemy通过使用weakref来实现这一点 回调 - 从不使用\_\_del\_\_方法） - 但是依靠Python垃圾收集来管理资源绝非一个好主意。

Our example above illustrated the execution of a textual SQL string. The [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) method can of course accommodate more than that, including the variety of SQL expression constructs described in [SQL Expression Language Tutorial](http://docs.sqlalchemy.org/en/rel_1_1/core/tutorial.html).

我们上面的例子说明了一个文本SQL字符串的执行。 当然，execute() 方法可以容纳更多的内容，包括SQL表达式语言教程中描述的各种SQL表达式构造。

5.2.2 Using Transactions

**Note**

This section describes how to use transactions when working directly with [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) objects. When using the SQLAlchemy ORM, the public API for transaction control is via the [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) object, which makes usage of the [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) object internally. See [Managing Transactions](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_transaction.html" \l "unitofwork-transaction) for further information.

本节介绍如何在直接使用Engine和Connection对象时使用事务。 当使用SQLAlchemy ORM时，用于事务控制的公共API是通过Session对象，它使内部使用Transaction对象。 有关更多信息，请参阅管理事务

The [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object provides a [begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin) method which returns a [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) object. This object is usually used within a try/except clause so that it is guaranteed to invoke [Transaction.rollback()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction.rollback" \o "sqlalchemy.engine.Transaction.rollback) or [Transaction.commit()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction.commit" \o "sqlalchemy.engine.Transaction.commit):

Connection对象提供了一个返回一个Transaction对象的begin() 方法。 此对象通常在try / except子句中使用，以保证可以调用Transaction.rollback() 或Transaction.commit() ：

connection = engine.connect()trans = connection.begin()**try**:

r1 = connection.execute(table1.select())

connection.execute(table1.insert(), col1=7, col2='this is some data')

trans.commit()**except**:

trans.rollback()

**raise**

The above block can be created more succinctly using context managers, either given an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine):

*# runs a transaction***with** engine.begin() **as** connection:

r1 = connection.execute(table1.select())

connection.execute(table1.insert(), col1=7, col2='this is some data')

Or from the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), in which case the [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) object is available as well:

**with** connection.begin() **as** trans:

r1 = connection.execute(table1.select())

connection.execute(table1.insert(), col1=7, col2='this is some data')

### Nesting of Transaction Blocks

The [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) object also handles "nested" behavior by keeping track of the outermost begin/commit pair. In this example, two functions both issue a transaction on a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), but only the outermost [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) object actually takes effect when it is committed.

Transaction对象还通过跟踪最外面的begin / commit对来处理“嵌套”行为。 在这个例子中，两个函数都在Connection上发出一个事务，但只有最外层的Transaction对象在提交时才会生效。

*# method\_a starts a transaction and calls method\_b***def** method\_a(connection):

trans = connection.begin() *# open a transaction*

**try**:

method\_b(connection)

trans.commit() *# transaction is committed here*

**except**:

trans.rollback() *# this rolls back the transaction unconditionally*

**raise**

*# method\_b also starts a transaction***def** method\_b(connection):

trans = connection.begin() *# open a transaction - this runs in the context of method\_a's transaction*

**try**:

connection.execute("insert into mytable values ('bat', 'lala')")

connection.execute(mytable.insert(), col1='bat', col2='lala')

trans.commit() *# transaction is not committed yet*

**except**:

trans.rollback() *# this rolls back the transaction unconditionally*

**raise**

*# open a Connection and call method\_a*conn = engine.connect()method\_a(conn)conn.close()

Above, method\_a is called first, which calls connection.begin(). Then it calls method\_b. When method\_b calls connection.begin(), it just increments a counter that is decremented when it calls commit(). If either method\_a or method\_b calls rollback(), the whole transaction is rolled back. The transaction is not committed until method\_a calls the commit() method. This "nesting" behavior allows the creation of functions which "guarantee" that a transaction will be used if one was not already available, but will automatically participate in an enclosing transaction if one exists.

以上，method\_a首先被调用，它调用connection.begin() 。 然后调用method\_b。 当method\_b调用connection.begin() 时，它只会增加一个在调用commit() 时递减的计数器。 如果method\_a或method\_b调用rollback() ，则整个事务将回滚。 在method\_a调用commit() 方法之前，事务不会被提交。 这种“嵌套”行为允许创建“保证”如果一个不可用的事务将被使用的功能，但是如果存在的话，它将自动参与一个封闭的事务。

5.2.3 Understanding Autocommit

The previous transaction example illustrates how to use [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) so that several executions can take part in the same transaction. What happens when we issue an INSERT, UPDATE or DELETE call without using [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction)? While some DBAPI implementations provide various special "non-transactional" modes, the core behavior of DBAPI per PEP-0249 is that a *transaction is always in progress*, providing only rollback() and commit() methods but no begin(). SQLAlchemy assumes this is the case for any given DBAPI.

以前的事务示例说明了如何使用Transaction，以便几个执行可以参与相同的事务。当我们发出INSERT，UPDATE或DELETE调用而不使用Transaction时会发生什么？虽然一些DBAPI实现提供了各种特殊的“非事务”模式，但是每个PEP-0249的DBAPI的核心行为是事务始终在进行中，只提供rollback() 和commit() 方法，但没有begin() 。 SQLAlchemy假设任何给定的DBAPI是这种情况。

Given this requirement, SQLAlchemy implements its own "autocommit" feature which works completely consistently across all backends. This is achieved by detecting statements which represent data-changing operations, i.e. INSERT, UPDATE, DELETE, as well as data definition language (DDL) statements such as CREATE TABLE, ALTER TABLE, and then issuing a COMMIT automatically if no transaction is in progress. The detection is based on the presence of the autocommit=True execution option on the statement. If the statement is a text-only statement and the flag is not set, a regular expression is used to detect INSERT, UPDATE, DELETE, as well as a variety of other commands for a particular backend:

鉴于此要求，SQLAlchemy实现了自己的“自动提交”功能，可在所有后端完全一致。这通过检测表示数据更改操作（即INSERT，UPDATE，DELETE）以及数据定义语言（DDL）语句（如CREATE TABLE，ALTER TABLE）的语句来实现，然后如果没有事务正在进行，则自动发出COMMIT 。检测是基于语句上autocommit = True执行选项的存在。如果语句是纯文本语句，并且标志未设置，则使用正则表达式来检测INSERT，UPDATE，DELETE以及特定后端的各种其他命令：

conn = engine.connect()conn.execute("INSERT INTO users VALUES (1, 'john')") *# autocommits*

The "autocommit" feature is only in effect when no [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) has otherwise been declared. This means the feature is not generally used with the ORM, as the [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) object by default always maintains an ongoing [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction).

“自动提交”功能仅在没有以其他方式声明的情况下生效。 这意味着该功能通常不与ORM一起使用，因为Session对象默认情况下始终保持正在进行的事务。

Full control of the "autocommit" behavior is available using the generative [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) method provided on [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), using the "autocommit" flag which will turn on or off the autocommit for the selected scope. For example, a [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct representing a stored procedure that commits might use it so that a SELECT statement will issue a COMMIT:

使用“autocommit”标志可以使用Connection，Engine，Executable提供的生成Connection.execution\_options() 方法来完全控制“自动提交”行为，该标志将打开或关闭所选作用域的自动提交。 例如，表示提交的存储过程的text() 结构可能会使用它，以便SELECT语句将发出COMMIT：

engine.execute(text("SELECT my\_mutating\_procedure()").execution\_options(autocommit=**True**))

### 5.2.4 Connectionless Execution, Implicit Execution

Recall from the first section we mentioned executing with and without explicit usage of [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection). "Connectionless" execution refers to the usage of the execute() method on an object which is not a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection). This was illustrated using the [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execute" \o "sqlalchemy.engine.Engine.execute) method of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine):

从我们提到的第一节回忆一下，没有明确使用Connection。 “无连接”执行是指对不是Connection的对象使用execute() 方法。 这使用引擎的execute() 方法进行了说明：

result = engine.execute("select username from users")

**for** row **in** result:

print("username:", row['username'])

In addition to "connectionless" execution, it is also possible to use the [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) method of any [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable) construct, which is a marker for SQL expression objects that support execution. The SQL expression object itself references an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) known as the ****bind****, which it uses in order to provide so-called "implicit" execution services.

除了“无连接”执行之外，还可以使用任何Executable结构的execute() 方法，该构造是支持执行的SQL表达式对象的标记。 SQL表达式对象本身引用称为绑定的引擎或连接，它使用它来提供所谓的“隐式”执行服务。

Given a table as below:

给出如下表格：

**from** **sqlalchemy** **import** MetaData, Table, Column, Integer

meta = MetaData()users\_table = Table('users', meta,

Column('id', Integer, primary\_key=**True**),

Column('name', String(50)))

Explicit execution delivers the SQL text or constructed SQL expression to the [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) method of [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection):

显式执行将SQL文本或构造的SQL表达式传递给Connection的execute() 方法：

engine = create\_engine('sqlite:///file.db')connection = engine.connect()result = connection.execute(users\_table.select())**for** row **in** result:

*# ....*connection.close()

Explicit, connectionless execution delivers the expression to the [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execute" \o "sqlalchemy.engine.Engine.execute) method of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine):

显式的无连接执行将表达式传递给Engine的execute() 方法：

engine = create\_engine('sqlite:///file.db')result = engine.execute(users\_table.select())**for** row **in** result:

*# ....*result.close()

Implicit execution is also connectionless, and makes usage of the [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) method on the expression itself. This method is provided as part of the [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable)class, which refers to a SQL statement that is sufficient for being invoked against the database. The method makes usage of the assumption that either an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or[Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) has been ****bound**** to the expression object. By "bound" we mean that the special attribute [MetaData.bind](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.bind" \o "sqlalchemy.schema.MetaData.bind) has been used to associate a series of[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects and all SQL constructs derived from them with a specific engine:

engine = create\_engine('sqlite:///file.db')meta.bind = engineresult = users\_table.select().execute()**for** row **in** result:

*# ....*result.close()

Above, we associate an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) with a [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) object using the special attribute [MetaData.bind](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.bind" \o "sqlalchemy.schema.MetaData.bind). The [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct produced from the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object has a method [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute), which will search for an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) that's "bound" to the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

Overall, the usage of "bound metadata" has three general effects:

* SQL statement objects gain an [Executable.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) method which automatically locates a "bind" with which to execute themselves.
* The ORM [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) object supports using "bound metadata" in order to establish which [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) should be used to invoke SQL statements on behalf of a particular mapped class, though the [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) also features its own explicit system of establishing complex [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine)/ mapped class configurations.
* The [MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all), [MetaData.drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all), [Table.create()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.create" \o "sqlalchemy.schema.Table.create), [Table.drop()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.drop" \o "sqlalchemy.schema.Table.drop), and "autoload" features all make usage of the bound[Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) automatically without the need to pass it explicitly.

**Note**

The concepts of "bound metadata" and "implicit execution" are not emphasized in modern SQLAlchemy. While they offer some convenience, they are no longer required by any API and are never necessary.

In applications where multiple [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) objects are present, each one logically associated with a certain set of tables (i.e. *vertical sharding*), the "bound metadata" technique can be used so that individual [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) can refer to the appropriate [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) automatically; in particular this is supported within the ORM via the [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) object as a means to associate [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects with an appropriate [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), as an alternative to using the bind arguments accepted directly by the [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session).

However, the "implicit execution" technique is not at all appropriate for use with the ORM, as it bypasses the transactional context maintained by the [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session).

Overall, in the *vast majority* of cases, "bound metadata" and "implicit execution" are ****not useful****. While "bound metadata" has a marginal level of usefulness with regards to ORM configuration, "implicit execution" is a very old usage pattern that in most cases is more confusing than it is helpful, and its usage is discouraged. Both patterns seem to encourage the overuse of expedient "short cuts" in application design which lead to problems later on.

Modern SQLAlchemy usage, especially the ORM, places a heavy stress on working within the context of a transaction at all times; the "implicit execution" concept makes the job of associating statement execution with a particular transaction much more difficult. The [Executable.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execute" \o "sqlalchemy.sql.expression.Executable.execute) method on a particular SQL statement usually implies that the execution is not part of any particular transaction, which is usually not the desired effect.

In both "connectionless" examples, the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is created behind the scenes; the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) returned by the execute() call references the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) used to issue the SQL statement. When the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) is closed, the underlying [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is closed for us, resulting in the DBAPI connection being returned to the pool with transactional resources removed.

5.2.5 Translation of Schema Names

To support multi-tenancy applications that distribute common sets of tables into multiple schemas, the[Connection.execution\_options.schema\_translate\_map](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.schema_translate_map" \o "sqlalchemy.engine.Connection.execution_options) execution option may be used to repurpose a set of [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects to render under different schema names without any changes.

Given a table:

user\_table = Table(

'user', metadata,

Column('id', Integer, primary\_key=**True**),

Column('name', String(50)))

The "schema" of this [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) as defined by the [Table.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.schema" \o "sqlalchemy.schema.Table) attribute is None. The [Connection.execution\_options.schema\_translate\_map](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.schema_translate_map" \o "sqlalchemy.engine.Connection.execution_options) can specify that all [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) objects with a schema of None would instead render the schema as user\_schema\_one:

connection = engine.connect().execution\_options(

schema\_translate\_map={**None**: "user\_schema\_one"})

result = connection.execute(user\_table.select())

The above code will invoke SQL on the database of the form:

SELECT user\_schema\_one.user.id, user\_schema\_one.user.name FROMuser\_schema.user

That is, the schema name is substituted with our translated name. The map can specify any number of target->destination schemas:

connection = engine.connect().execution\_options(

schema\_translate\_map={

**None**: "user\_schema\_one", *# no schema name -> "user\_schema\_one"*

"special": "special\_schema", *# schema="special" becomes "special\_schema"*

"public": **None** *# Table objects with schema="public" will render with no schema*

})

The [Connection.execution\_options.schema\_translate\_map](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.schema_translate_map" \o "sqlalchemy.engine.Connection.execution_options) parameter affects all DDL and SQL constructs generated from the SQL expression language, as derived from the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) or [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) objects. It does ****not**** impact literal string SQL used via the [expression.text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct nor via plain strings passed to [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute).

The feature takes effect ****only**** in those cases where the name of the schema is derived directly from that of a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) or [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence); it does not impact methods where a string schema name is passed directly. By this pattern, it takes effect within the "can create" / "can drop" checks performed by methods such as [MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all) or [MetaData.drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all) are called, and it takes effect when using table reflection given a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object. However it does ****not****affect the operations present on the [Inspector](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector" \o "sqlalchemy.engine.reflection.Inspector) object, as the schema name is passed to these methods explicitly.

*New in version 1.1.*

5.2.6 Engine Disposal

The [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) refers to a connection pool, which means under normal circumstances, there are open database connections present while the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object is still resident in memory. When an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is garbage collected, its connection pool is no longer referred to by that [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), and assuming none of its connections are still checked out, the pool and its connections will also be garbage collected, which has the effect of closing out the actual database connections as well. But otherwise, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) will hold onto open database connections assuming it uses the normally default pool implementation of [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool).

The [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is intended to normally be a permanent fixture established up-front and maintained throughout the lifespan of an application. It is ****not**** intended to be created and disposed on a per-connection basis; it is instead a registry that maintains both a pool of connections as well as configurational information about the database and DBAPI in use, as well as some degree of internal caching of per-database resources.

However, there are many cases where it is desirable that all connection resources referred to by the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) be completely closed out. It's generally not a good idea to rely on Python garbage collection for this to occur for these cases; instead, the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) can be explicitly disposed using the [Engine.dispose()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.dispose" \o "sqlalchemy.engine.Engine.dispose) method. This disposes of the engine's underlying connection pool and replaces it with a new one that's empty. Provided that the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is discarded at this point and no longer used, all ****checked-in**** connections which it refers to will also be fully closed.

Valid use cases for calling [Engine.dispose()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.dispose" \o "sqlalchemy.engine.Engine.dispose) include:

* When a program wants to release any remaining checked-in connections held by the connection pool and expects to no longer be connected to that database at all for any future operations.
* When a program uses multiprocessing or fork(), and an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object is copied to the child process, [Engine.dispose()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.dispose" \o "sqlalchemy.engine.Engine.dispose) should be called so that the engine creates brand new database connections local to that fork. Database connections generally do ****not**** travel across process boundaries.
* Within test suites or multitenancy scenarios where many ad-hoc, short-lived [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) objects may be created and disposed.

Connections that are ****checked out**** are ****not**** discarded when the engine is disposed or garbage collected, as these connections are still strongly referenced elsewhere by the application. However, after [Engine.dispose()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.dispose" \o "sqlalchemy.engine.Engine.dispose) is called, those connections are no longer associated with that [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine); when they are closed, they will be returned to their now-orphaned connection pool which will ultimately be garbage collected, once all connections which refer to it are also no longer referenced anywhere. Since this process is not easy to control, it is strongly recommended that [Engine.dispose()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.dispose" \o "sqlalchemy.engine.Engine.dispose) is called only after all checked out connections are checked in or otherwise de-associated from their pool.

An alternative for applications that are negatively impacted by the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object's use of connection pooling is to disable pooling entirely. This typically incurs only a modest performance impact upon the use of new connections, and means that when a connection is checked in, it is entirely closed out and is not held in memory. See [Switching Pool Implementations](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "pool-switching) for guidelines on how to disable pooling.

5.2.7 Using the Threadlocal Execution Strategy

The "threadlocal" engine strategy is an optional feature which can be used by non-ORM applications to associate transactions with the current thread, such that all parts of the application can participate in that transaction implicitly without the need to explicitly reference a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

**Note**

The "threadlocal" feature is generally discouraged. It's designed for a particular pattern of usage which is generally considered as a legacy pattern. It has ****no impact**** on the "thread safety" of SQLAlchemy components or one's application. It also should not be used when using an ORM [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) object, as the [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) itself represents an ongoing transaction and itself handles the job of maintaining connection and transactional resources.

Enabling threadlocal is achieved as follows:

db = create\_engine('mysql://localhost/test', strategy='threadlocal')

The above [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) will now acquire a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) using connection resources derived from a thread-local variable whenever [Engine.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execute" \o "sqlalchemy.engine.Engine.execute) or [Engine.contextual\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.contextual_connect" \o "sqlalchemy.engine.Engine.contextual_connect) is called. This connection resource is maintained as long as it is referenced, which allows multiple points of an application to share a transaction while using connectionless execution:

**def** call\_operation1():

engine.execute("insert into users values (?, ?)", 1, "john")

**def** call\_operation2():

users.update(users.c.user\_id==5).execute(name='ed')

db.begin()**try**:

call\_operation1()

call\_operation2()

db.commit()**except**:

db.rollback()

Explicit execution can be mixed with connectionless execution by using the [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect) method to acquire a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) that is not part of the threadlocal scope:

db.begin()conn = db.connect()**try**:

conn.execute(log\_table.insert(), message="Operation started")

call\_operation1()

call\_operation2()

db.commit()

conn.execute(log\_table.insert(), message="Operation succeeded")**except**:

db.rollback()

conn.execute(log\_table.insert(), message="Operation failed")**finally**:

conn.close()

To access the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) that is bound to the threadlocal scope, call [Engine.contextual\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.contextual_connect" \o "sqlalchemy.engine.Engine.contextual_connect):

conn = db.contextual\_connect()call\_operation3(conn)conn.close()

Calling [close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.close" \o "sqlalchemy.engine.Connection.close) on the "contextual" connection does not [release](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-release) its resources until all other usages of that resource are closed as well, including that any ongoing transactions are rolled back or committed.

5.2.8 Working with Raw DBAPI Connections

There are some cases where SQLAlchemy does not provide a genericized way at accessing some [DBAPI](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-dbapi) functions, such as calling stored procedures as well as dealing with multiple result sets. In these cases, it's just as expedient to deal with the raw DBAPI connection directly.

The most common way to access the raw DBAPI connection is to get it from an already present [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object directly. It is present using the [Connection.connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.connection" \o "sqlalchemy.engine.Connection.connection) attribute:

connection = engine.connect()dbapi\_conn = connection.connection

The DBAPI connection here is actually a "proxied" in terms of the originating connection pool, however this is an implementation detail that in most cases can be ignored. As this DBAPI connection is still contained within the scope of an owning [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object, it is best to make use of the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object for most features such as transaction control as well as calling the [Connection.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.close" \o "sqlalchemy.engine.Connection.close) method; if these operations are performed on the DBAPI connection directly, the owning [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) will not be aware of these changes in state.

To overcome the limitations imposed by the DBAPI connection that is maintained by an owning [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), a DBAPI connection is also available without the need to procure a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) first, using the [Engine.raw\_connection()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.raw_connection" \o "sqlalchemy.engine.Engine.raw_connection) method of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine):

dbapi\_conn = engine.raw\_connection()

This DBAPI connection is again a "proxied" form as was the case before. The purpose of this proxying is now apparent, as when we call the .close() method of this connection, the DBAPI connection is typically not actually closed, but instead [released](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-released) back to the engine's connection pool:

dbapi\_conn.close()

While SQLAlchemy may in the future add built-in patterns for more DBAPI use cases, there are diminishing returns as these cases tend to be rarely needed and they also vary highly dependent on the type of DBAPI in use, so in any case the direct DBAPI calling pattern is always there for those cases where it is needed.

Some recipes for DBAPI connection use follow.

### Calling Stored Procedures

For stored procedures with special syntactical or parameter concerns, DBAPI-level [callproc](http://legacy.python.org/dev/peps/pep-0249/" \l "callproc) may be used:

connection = engine.raw\_connection()**try**:

cursor = connection.cursor()

cursor.callproc("my\_procedure", ['x', 'y', 'z'])

results = list(cursor.fetchall())

cursor.close()

connection.commit()**finally**:

connection.close()

### Multiple Result Sets

Multiple result set support is available from a raw DBAPI cursor using the [nextset](http://legacy.python.org/dev/peps/pep-0249/" \l "nextset) method:

connection = engine.raw\_connection()**try**:

cursor = connection.cursor()

cursor.execute("select \* from table1; select \* from table2")

results\_one = cursor.fetchall()

cursor.nextset()

results\_two = cursor.fetchall()

cursor.close()**finally**:

connection.close()

### 5.2.9 Registering New Dialects

The [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) function call locates the given dialect using setuptools entrypoints. These entry points can be established for third party dialects within the setup.py script. For example, to create a new dialect "foodialect://", the steps are as follows:

Create a package called foodialect.

The package should have a module containing the dialect class, which is typically a subclass of [sqlalchemy.engine.default.DefaultDialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.default.DefaultDialect" \o "sqlalchemy.engine.default.DefaultDialect). In this example let's say it's called FooDialect and its module is accessed via foodialect.dialect.

The entry point can be established in setup.py as follows:

entry\_points="""[sqlalchemy.dialects]foodialect = foodialect.dialect:FooDialect"""

If the dialect is providing support for a particular DBAPI on top of an existing SQLAlchemy-supported database, the name can be given including a database-qualification. For example, if FooDialect were in fact a MySQL dialect, the entry point could be established like this:

entry\_points="""[sqlalchemy.dialects]mysql.foodialect = foodialect.dialect:FooDialect"""

The above entrypoint would then be accessed as create\_engine("mysql+foodialect://").

### Registering Dialects In-Process

SQLAlchemy also allows a dialect to be registered within the current process, bypassing the need for separate installation. Use the register() function as follows:

**from** **sqlalchemy.dialects** **import** registryregistry.register("mysql.foodialect", "myapp.dialect", "MyMySQLDialect")

The above will respond to create\_engine("mysql+foodialect://") and load the MyMySQLDialect class from the myapp.dialect module.

*New in version 0.8.*

5.2.10 Connection / Engine API

*class*sqlalchemy.engine.**Connection**(*engine*, *connection=None*, *close\_with\_result=False*, *\_branch\_from=None*, *\_execution\_options=None*, *\_dispatch=None*, *\_has\_events=None*)

Bases: [sqlalchemy.engine.Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable)

Provides high-level functionality for a wrapped DB-API connection.

Provides execution support for string-based SQL statements as well as [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement), [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) and [DefaultGenerator](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.DefaultGenerator" \o "sqlalchemy.schema.DefaultGenerator) objects. Provides a [begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin) method to return [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) objects.

The Connection object is ****not**** thread-safe. While a Connection can be shared among threads using properly synchronized access, it is still possible that the underlying DBAPI connection may not support shared access between threads. Check the DBAPI documentation for details.

The Connection object represents a single dbapi connection checked out from the connection pool. In this state, the connection pool has no affect upon the connection, including its expiration or timeout state. For the connection pool to properly manage connections, connections should be returned to the connection pool (i.e. connection.close()) whenever the connection is not in use.

**\_\_init\_\_**(*engine*, *connection=None*, *close\_with\_result=False*, *\_branch\_from=None*, *\_execution\_options=None*, *\_dispatch=None*, *\_has\_events=None*)

Construct a new Connection.

The constructor here is not public and is only called only by an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine). See [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect) and [Engine.contextual\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.contextual_connect" \o "sqlalchemy.engine.Engine.contextual_connect) methods.

**begin**()

Begin a transaction and return a transaction handle.

The returned object is an instance of [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction). This object represents the "scope" of the transaction, which completes when either the [Transaction.rollback()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction.rollback" \o "sqlalchemy.engine.Transaction.rollback) or [Transaction.commit()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction.commit" \o "sqlalchemy.engine.Transaction.commit) method is called.

Nested calls to [begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin) on the same [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) will return new [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) objects that represent an emulated transaction within the scope of the enclosing transaction, that is:

trans = conn.begin() *# outermost transaction*trans2 = conn.begin() *# "nested"*trans2.commit() *# does nothing*trans.commit() *# actually commits*

Calls to [Transaction.commit()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction.commit" \o "sqlalchemy.engine.Transaction.commit) only have an effect when invoked via the outermost [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) object, though the[Transaction.rollback()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction.rollback" \o "sqlalchemy.engine.Transaction.rollback) method of any of the [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) objects will roll back the transaction.

See also:

[Connection.begin\_nested()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin_nested" \o "sqlalchemy.engine.Connection.begin_nested) - use a SAVEPOINT

[Connection.begin\_twophase()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin_twophase" \o "sqlalchemy.engine.Connection.begin_twophase) - use a two phase /XID transaction

[Engine.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.begin" \o "sqlalchemy.engine.Engine.begin) - context manager available from [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

**begin\_nested**()

Begin a nested transaction and return a transaction handle.

The returned object is an instance of [NestedTransaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.NestedTransaction" \o "sqlalchemy.engine.NestedTransaction).

Nested transactions require SAVEPOINT support in the underlying database. Any transaction in the hierarchy may commit and rollback, however the outermost transaction still controls the overall commit or rollback of the transaction of a whole.

See also [Connection.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin), [Connection.begin\_twophase()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin_twophase" \o "sqlalchemy.engine.Connection.begin_twophase).

**begin\_twophase**(*xid=None*)

Begin a two-phase or XA transaction and return a transaction handle.

The returned object is an instance of [TwoPhaseTransaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.TwoPhaseTransaction" \o "sqlalchemy.engine.TwoPhaseTransaction), which in addition to the methods provided by [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction), also provides a[prepare()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.TwoPhaseTransaction.prepare" \o "sqlalchemy.engine.TwoPhaseTransaction.prepare) method.

|  |  |
| --- | --- |
| **Parameters:** | ****xid**** – the two phase transaction id. If not supplied, a random id will be generated. |

See also [Connection.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin), [Connection.begin\_twophase()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin_twophase" \o "sqlalchemy.engine.Connection.begin_twophase).

**close**()

Close this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

This results in a release of the underlying database resources, that is, the DBAPI connection referenced internally. The DBAPI connection is typically restored back to the connection-holding [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) referenced by the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) that produced this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection). Any transactional state present on the DBAPI connection is also unconditionally released via the DBAPI connection's rollback() method, regardless of any [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) object that may be outstanding with regards to this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

After [close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.close" \o "sqlalchemy.engine.Connection.close) is called, the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is permanently in a closed state, and will allow no further operations.

**closed**

Return True if this connection is closed.

**connect**()

Returns a branched version of this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

The [Connection.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.close" \o "sqlalchemy.engine.Connection.close) method on the returned [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) can be called and this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) will remain open.

This method provides usage symmetry with [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect), including for usage with context managers.

**connection**

The underlying DB-API connection managed by this Connection.

**See also**

[Working with Raw DBAPI Connections](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "dbapi-connections)

**contextual\_connect**(*\*\*kwargs*)

Returns a branched version of this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

The [Connection.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.close" \o "sqlalchemy.engine.Connection.close) method on the returned [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) can be called and this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) will remain open.

This method provides usage symmetry with [Engine.contextual\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.contextual_connect" \o "sqlalchemy.engine.Engine.contextual_connect), including for usage with context managers.

**default\_isolation\_level**

The default isolation level assigned to this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

This is the isolation level setting that the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) has when first procured via the [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect) method. This level stays in place until the[Connection.execution\_options.isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.isolation_level" \o "sqlalchemy.engine.Connection.execution_options) is used to change the setting on a per-[Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis.

Unlike [Connection.get\_isolation\_level()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.get_isolation_level" \o "sqlalchemy.engine.Connection.get_isolation_level), this attribute is set ahead of time from the first connection procured by the dialect, so SQL query is not invoked when this accessor is called.

*New in version 0.9.9.*

**See also**

[Connection.get\_isolation\_level()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.get_isolation_level" \o "sqlalchemy.engine.Connection.get_isolation_level) - view current level

[create\_engine.isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine.params.isolation_level" \o "sqlalchemy.create_engine) - set per [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) isolation level

[Connection.execution\_options.isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.isolation_level" \o "sqlalchemy.engine.Connection.execution_options) - set per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) isolation level

**detach**()

Detach the underlying DB-API connection from its connection pool.

E.g.:

**with** engine.connect() **as** conn:

conn.detach()

conn.execute("SET search\_path TO schema1, schema2")

*# work with connection*

*# connection is fully closed (since we used "with:", can# also call .close())*

This [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) instance will remain usable. When closed (or exited from a context manager context as above), the DB-API connection will be literally closed and not returned to its originating pool.

This method can be used to insulate the rest of an application from a modified state on a connection (such as a transaction isolation level or similar).

**execute**(*object*, *\*multiparams*, *\*\*params*)

Executes a SQL statement construct and returns a [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy).

|  |  |
| --- | --- |
| **Parameters:** | * ****object**** –The statement to be executed. May be one of:   + a plain string   + any [ClauseElement](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.ClauseElement" \o "sqlalchemy.sql.expression.ClauseElement) construct that is also a subclass of [Executable](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable" \o "sqlalchemy.sql.expression.Executable), such as a [select()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.select" \o "sqlalchemy.sql.expression.select) construct   + a [FunctionElement](http://docs.sqlalchemy.org/en/rel_1_1/core/functions.html" \l "sqlalchemy.sql.functions.FunctionElement" \o "sqlalchemy.sql.functions.FunctionElement), such as that generated by [func](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.func" \o "sqlalchemy.sql.expression.func), will be automatically wrapped in a SELECT statement, which is then executed.   + a [DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement) object   + a [DefaultGenerator](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.DefaultGenerator" \o "sqlalchemy.schema.DefaultGenerator) object   + a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object * ****\*multiparams/\*\*params –****represent bound parameter values to be used in the execution. Typically, the format is either a collection of one or more dictionaries passed to \*multiparams:   conn.execute(  table.insert(),  {"id":1, "value":"v1"},  {"id":2, "value":"v2"})  …or individual key/values interpreted by \*\*params:  conn.execute(  table.insert(), id=1, value="v1")  In the case that a plain SQL string is passed, and the underlying DBAPI accepts positional bind parameters, a collection of tuples or individual values in \*multiparams may be passed:  conn.execute(  "INSERT INTO table (id, value) VALUES (?, ?)",  (1, "v1"), (2, "v2"))  conn.execute(  "INSERT INTO table (id, value) VALUES (?, ?)",  1, "v1")  Note above, the usage of a question mark "?" or other symbol is contingent upon the "paramstyle" accepted by the DBAPI in use, which may be any of "qmark", "named", "pyformat", "format", "numeric". See [pep-249](http://www.python.org/dev/peps/pep-0249/) for details on paramstyle.  To execute a textual SQL statement which uses bound parameters in a DBAPI-agnostic way, use the [text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) construct. |

**execution\_options**(*\*\*opt*)

Set non-SQL options for the connection which take effect during execution.

为执行期间生效的连接设置非SQL选项。

The method returns a copy of this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) which references the same underlying DBAPI connection, but also defines the given execution options which will take effect for a call to [execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute). As the new [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) references the same underlying resource, it's usually a good idea to ensure that the copies will be discarded immediately, which is implicit if used as in:

该方法返回引用相同底层DBAPI连接的此Connection的副本，还可以定义将对execute（）的调用生效的给定执行选项。 由于新的连接引用了相同的底层资源，所以通常最好确保副本将立即被丢弃，如果使用的话，这是隐式的：

result = connection.execution\_options(stream\_results=**True**).\

execute(stmt)

Note that any key/value can be passed to [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options), and it will be stored in the \_execution\_options dictionary of the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection). It is suitable for usage by end-user schemes to communicate with event listeners, for example.

请注意，任何键/值都可以传递给Connection.execution\_options（），它将被存储在Connection的\_execution\_options字典中。 例如，它适用于最终用户方案与事件侦听器进行通信。

The keywords that are currently recognized by SQLAlchemy itself include all those listed under [Executable.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/selectable.html" \l "sqlalchemy.sql.expression.Executable.execution_options" \o "sqlalchemy.sql.expression.Executable.execution_options), as well as others that are specific to [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

当前由SQLAlchemy识别的关键字包括Executable.execution\_options（）中列出的所有关键字，以及特定于Connection的其他关键字。

|  |  |
| --- | --- |
| **Parameters:** | * ****autocommit**** – Available on: Connection, statement. When True, a COMMIT will be invoked after execution when executed in 'autocommit' mode, i.e. when an explicit transaction is not begun on the connection. Note that DBAPI connections by default are always in a transaction - SQLAlchemy uses rules applied to different kinds of statements to determine if COMMIT will be invoked in order to provide its "autocommit" feature. Typically, all INSERT/UPDATE/DELETE statements as well as CREATE/DROP statements have autocommit behavior enabled; SELECT constructs do not. Use this option when invoking a SELECT or other specific SQL construct where COMMIT is desired (typically when calling stored procedures and such), and an explicit transaction is not in progress. * ****compiled\_cache –****Available on: Connection. A dictionary where [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) objects will be cached when the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) compiles a clause expression into a [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) object. It is the user's responsibility to manage the size of this dictionary, which will have keys corresponding to the dialect, clause element, the column names within the VALUES or SET clause of an INSERT or UPDATE, as well as the "batch" mode for an INSERT or UPDATE statement. The format of this dictionary is not guaranteed to stay the same in future releases.   Note that the ORM makes use of its own "compiled" caches for some operations, including flush operations. The caching used by the ORM internally supersedes a cache dictionary specified here.  **isolation\_level –**Available on: [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection). Set the transaction isolation level for the lifespan of this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object (*not* the underlying DBAPI connection, for which the level is reset to its original setting upon termination of this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object).  Valid values include those string values accepted by the [create\_engine.isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine.params.isolation_level" \o "sqlalchemy.create_engine) parameter passed to [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine). These levels are semi-database specific; see individual dialect documentation for valid levels.  Note that this option necessarily affects the underlying DBAPI connection for the lifespan of the originating [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), and is not per-execution. This setting is not removed until the underlying DBAPI connection is returned to the connection pool, i.e. the [Connection.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.close" \o "sqlalchemy.engine.Connection.close) method is called.  **Warning**  The isolation\_level execution option should ****not**** be used when a transaction is already established, that is, the [Connection.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin) method or similar has been called. A database cannot change the isolation level on a transaction in progress, and different DBAPIs and/or SQLAlchemy dialects may implicitly roll back or commit the transaction, or not affect the connection at all.  *Changed in version 0.9.9:*A warning is emitted when the isolation\_level execution option is used after a transaction has been started with [Connection.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin) or similar.  **Note**  The isolation\_level execution option is implicitly reset if the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is invalidated, e.g. via the [Connection.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.invalidate" \o "sqlalchemy.engine.Connection.invalidate) method, or if a disconnection error occurs. The new connection produced after the invalidation will not have the isolation level re-applied to it automatically.  **See also**  [create\_engine.isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine.params.isolation_level" \o "sqlalchemy.create_engine) - set per [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) isolation level  [Connection.get\_isolation\_level()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.get_isolation_level" \o "sqlalchemy.engine.Connection.get_isolation_level) - view current level  [SQLite Transaction Isolation](http://docs.sqlalchemy.org/en/rel_1_1/dialects/sqlite.html" \l "sqlite-isolation-level)  [PostgreSQL Transaction Isolation](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "postgresql-isolation-level)  [MySQL Transaction Isolation](http://docs.sqlalchemy.org/en/rel_1_1/dialects/mysql.html" \l "mysql-isolation-level)  [SQL Server Transaction Isolation](http://docs.sqlalchemy.org/en/rel_1_1/dialects/mssql.html" \l "mssql-isolation-level)  [Setting Transaction Isolation Levels](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_transaction.html" \l "session-transaction-isolation) - for the ORM   * ****no\_parameters –****When True, if the final parameter list or dictionary is totally empty, will invoke the statement on the cursor as cursor.execute(statement), not passing the parameter collection at all. Some DBAPIs such as psycopg2 and mysql-python consider percent signs as significant only when parameters are present; this option allows code to generate SQL containing percent signs (and possibly other characters) that is neutral regarding whether it's executed by the DBAPI or piped into a script that's later invoked by command line tools.   *New in version 0.7.6.*   * ****stream\_results**** – Available on: Connection, statement. Indicate to the dialect that results should be "streamed" and not pre-buffered, if possible. This is a limitation of many DBAPIs. The flag is currently understood only by the psycopg2, mysqldb and pymysql dialects. * ****schema\_translate\_map –****Available on: Connection, Engine. A dictionary mapping schema names to schema names, that will be applied to the [Table.schema](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.params.schema" \o "sqlalchemy.schema.Table) element of each[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) encountered when SQL or DDL expression elements are compiled into strings; the resulting schema name will be converted based on presence in the map of the original name.   *New in version 1.1.*  **See also**  [Translation of Schema Names](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "schema-translating) |

**get\_isolation\_level**()

Return the current isolation level assigned to this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

返回分配给此Connection的当前隔离级别。

This will typically be the default isolation level as determined by the dialect, unless if the [Connection.execution\_options.isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.isolation_level" \o "sqlalchemy.engine.Connection.execution_options)feature has been used to alter the isolation level on a per-[Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) basis.

这通常是由方言确定的默认隔离级别，除非已使用Connection.execution\_options.isolation\_levelfeature来更改每个连接的隔离级别。

This attribute will typically perform a live SQL operation in order to procure the current isolation level, so the value returned is the actual level on the underlying DBAPI connection regardless of how this state was set. Compare to the [Connection.default\_isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.default_isolation_level" \o "sqlalchemy.engine.Connection.default_isolation_level) accessor which returns the dialect-level setting without performing a SQL query.

此属性通常将执行实时SQL操作以获取当前隔离级别，因此返回的值是底层DBAPI连接上的实际级别，无论此状态如何设置。 与Connection.default\_isolation\_level访问器进行比较，该访问器返回方言级设置，而不执行SQL查询。

*New in version 0.9.9.*

**See also**

[Connection.default\_isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.default_isolation_level" \o "sqlalchemy.engine.Connection.default_isolation_level) - view default level

[create\_engine.isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine.params.isolation_level" \o "sqlalchemy.create_engine) - set per [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) isolation level

[Connection.execution\_options.isolation\_level](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.isolation_level" \o "sqlalchemy.engine.Connection.execution_options) - set per [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) isolation level

**in\_transaction**()

Return True if a transaction is in progress.

如果事务正在进行中，则返回True。

**info**

Info dictionary associated with the underlying DBAPI connection referred to by this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), allowing user-defined data to be associated with the connection.

信息字典与此连接引用的底层DBAPI连接相关联，允许用户定义的数据与连接相关联。

The data here will follow along with the DBAPI connection including after it is returned to the connection pool and used again in subsequent instances of [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

这里的数据将跟随DBAPI连接，包括在返回到连接池并在连接的后续实例中再次使用。

**invalidate**(*exception=None*)

Invalidate the underlying DBAPI connection associated with this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

The underlying DBAPI connection is literally closed (if possible), and is discarded. Its source connection pool will typically lazily create a new connection to replace it.

Upon the next use (where "use" typically means using the [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) method or similar), this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) will attempt to procure a new DBAPI connection using the services of the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) as a source of connectivity (e.g. a "reconnection").

If a transaction was in progress (e.g. the [Connection.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin) method has been called) when [Connection.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.invalidate" \o "sqlalchemy.engine.Connection.invalidate) method is called, at the DBAPI level all state associated with this transaction is lost, as the DBAPI connection is closed. The [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) will not allow a reconnection to proceed until the [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) object is ended, by calling the [Transaction.rollback()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction.rollback" \o "sqlalchemy.engine.Transaction.rollback) method; until that point, any attempt at continuing to use the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) will raise an [InvalidRequestError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.InvalidRequestError" \o "sqlalchemy.exc.InvalidRequestError). This is to prevent applications from accidentally continuing an ongoing transactional operations despite the fact that the transaction has been lost due to an invalidation.

The [Connection.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.invalidate" \o "sqlalchemy.engine.Connection.invalidate) method, just like auto-invalidation, will at the connection pool level invoke the [PoolEvents.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.invalidate" \o "sqlalchemy.events.PoolEvents.invalidate)event.

**See also**

[More on Invalidation](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "pool-connection-invalidation)

**invalidated**

Return True if this connection was invalidated.

**run\_callable**(*callable\_*, *\*args*, *\*\*kwargs*)

Given a callable object or function, execute it, passing a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) as the first argument.

The given \*args and \*\*kwargs are passed subsequent to the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) argument.

This function, along with [Engine.run\_callable()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.run_callable" \o "sqlalchemy.engine.Engine.run_callable), allows a function to be run with a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) or [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object without the need to know which one is being dealt with.

**scalar**(*object*, *\*multiparams*, *\*\*params*)

Executes and returns the first column of the first row.

The underlying result/cursor is closed after execution.

**schema\_for\_object***= <sqlalchemy.sql.schema.\_SchemaTranslateMap object>*

Return the ".schema" attribute for an object.

Used for [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) and similar objects, and takes into account the [Connection.execution\_options.schema\_translate\_map](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.schema_translate_map" \o "sqlalchemy.engine.Connection.execution_options)parameter.

*New in version 1.1.*

**See also**

[Translation of Schema Names](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "schema-translating)

**transaction**(*callable\_*, *\*args*, *\*\*kwargs*)

Execute the given function within a transaction boundary.

The function is passed this [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) as the first argument, followed by the given \*args and \*\*kwargs, e.g.:

**def** do\_something(conn, x, y):

conn.execute("some statement", {'x':x, 'y':y})

conn.transaction(do\_something, 5, 10)

The operations inside the function are all invoked within the context of a single [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction). Upon success, the transaction is committed. If an exception is raised, the transaction is rolled back before propagating the exception.

**Note**

The [transaction()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.transaction" \o "sqlalchemy.engine.Connection.transaction) method is superseded by the usage of the Python with: statement, which can be used with [Connection.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin):

**with** conn.begin():

conn.execute("some statement", {'x':5, 'y':10})

As well as with [Engine.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.begin" \o "sqlalchemy.engine.Engine.begin):

**with** engine.begin() **as** conn:

conn.execute("some statement", {'x':5, 'y':10})

See also:

[Engine.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.begin" \o "sqlalchemy.engine.Engine.begin) - engine-level transactional context

[Engine.transaction()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.transaction" \o "sqlalchemy.engine.Engine.transaction) - engine-level version of [Connection.transaction()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.transaction" \o "sqlalchemy.engine.Connection.transaction)

*class*sqlalchemy.engine.**Connectable**

Interface for an object which supports execution of SQL constructs.

The two implementations of [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) are [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) and [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

Connectable must also implement the 'dialect' member which references a [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) instance.

**connect**(*\*\*kwargs*)

Return a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object.

Depending on context, this may be self if this object is already an instance of [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), or a newly procured [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) if this object is an instance of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

**contextual\_connect**()

Return a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object which may be part of an ongoing context.

Depending on context, this may be self if this object is already an instance of [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), or a newly procured [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) if this object is an instance of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

**create**(*entity*, *\*\*kwargs*)

Emit CREATE statements for the given schema entity.

*Deprecated since version 0.7:*Use the create() method on the given schema object directly, i.e. [Table.create()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.create" \o "sqlalchemy.schema.Table.create), [Index.create()](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index.create" \o "sqlalchemy.schema.Index.create), [MetaData.create\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.create_all" \o "sqlalchemy.schema.MetaData.create_all)

**drop**(*entity*, *\*\*kwargs*)

Emit DROP statements for the given schema entity.

*Deprecated since version 0.7:*Use the drop() method on the given schema object directly, i.e. [Table.drop()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.drop" \o "sqlalchemy.schema.Table.drop), [Index.drop()](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.Index.drop" \o "sqlalchemy.schema.Index.drop), [MetaData.drop\_all()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData.drop_all" \o "sqlalchemy.schema.MetaData.drop_all)

**execute**(*object*, *\*multiparams*, *\*\*params*)

Executes the given construct and returns a [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy).

**scalar**(*object*, *\*multiparams*, *\*\*params*)

Executes and returns the first column of the first row.

The underlying cursor is closed after execution.

*class*sqlalchemy.engine.**CreateEnginePlugin**(*url*, *kwargs*)

A set of hooks intended to augment the construction of an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object based on entrypoint names in a URL.

一组钩子旨在基于URL中的入口名称来增加Engine对象的构造。

The purpose of [CreateEnginePlugin](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.CreateEnginePlugin" \o "sqlalchemy.engine.CreateEnginePlugin) is to allow third-party systems to apply engine, pool and dialect level event listeners without the need for the target application to be modified; instead, the plugin names can be added to the database URL. Target applications for [CreateEnginePlugin](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.CreateEnginePlugin" \o "sqlalchemy.engine.CreateEnginePlugin) include:

CreateEnginePlugin的目的是允许第三方系统应用引擎，池和方言级事件侦听器，而不需要修改目标应用程序; 而是可以将插件名称添加到数据库URL。 CreateEnginePlugin的目标应用包括：

* connection and SQL performance tools, e.g. which use events to track number of checkouts and/or time spent with statements连接和SQL性能工具，例如 其使用事件来跟踪结帐次数和/或花费在语句上的时间
* connectivity plugins such as proxies连接插件，如代理

Plugins are registered using entry points in a similar way as that of dialects:

插件使用入口点以与方言相似的方式进行注册：

entry\_points={

'sqlalchemy.plugins': [

'myplugin = myapp.plugins:MyPlugin'

]

A plugin that uses the above names would be invoked from a database URL as in:

使用以上名称的插件将从数据库URL调用，如：

**from** **sqlalchemy** **import** create\_engine

engine = create\_engine(

"mysql+pymysql://scott:tiger@localhost/test?plugin=myplugin")

The plugin argument supports multiple instances, so that a URL may specify multiple plugins; they are loaded in the order stated in the URL:

插件参数支持多个实例，以便URL可以指定多个插件; 它们按照URL中的顺序加载：

engine = create\_engine(

"mysql+pymysql://scott:tiger@localhost/"

"test?plugin=plugin\_one&plugin=plugin\_twp&plugin=plugin\_three")

A plugin can receive additional arguments from the URL string as well as from the keyword arguments passed to [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine). The [URL](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.engine.url.URL" \o "sqlalchemy.engine.url.URL) object and the keyword dictionary are passed to the constructor so that these arguments can be extracted from the url's URL.query collection as well as from the dictionary:

插件可以从URL字符串以及传递给create\_engine() 的关键字参数接收其他参数。 URL对象和关键字字典传递给构造函数，以便可以从url的URL.query集合以及字典中提取这些参数：

**class** **MyPlugin**(CreateEnginePlugin):

**def** \_\_init\_\_(self, url, kwargs):

self.my\_argument\_one = url.query.pop('my\_argument\_one')

self.my\_argument\_two = url.query.pop('my\_argument\_two')

self.my\_argument\_three = kwargs.pop('my\_argument\_three', **None**)

Arguments like those illustrated above would be consumed from the following:

以上所示的参数将从以下内容中消耗：

**from** **sqlalchemy** **import** create\_engine

engine = create\_engine(

"mysql+pymysql://scott:tiger@localhost/"

"test?plugin=myplugin&my\_argument\_one=foo&my\_argument\_two=bar",

my\_argument\_three='bat')

The URL and dictionary are used for subsequent setup of the engine as they are, so the plugin can modify their arguments in-place. Arguments that are only understood by the plugin should be popped or otherwise removed so that they aren't interpreted as erroneous arguments afterwards.

URL和字典用于引擎的后续设置，因此插件可以原位修改其参数。 插件只能理解的参数应弹出或以其他方式删除，以便之后不会将其解释为错误的参数。

When the engine creation process completes and produces the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object, it is again passed to the plugin via the[CreateEnginePlugin.engine\_created()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.CreateEnginePlugin.engine_created" \o "sqlalchemy.engine.CreateEnginePlugin.engine_created) hook. In this hook, additional changes can be made to the engine, most typically involving setup of events (e.g. those defined in [Core Events](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html)).

当引擎创建过程完成并生成Engine对象时，它将再次通过CreateEnginePlugin.engine\_created() 钩子传递给插件。 在这个钩子中，可以对引擎进行额外的改变，其中通常涉及事件的设置（例如在核心事件中定义的事件）。

*New in version 1.1.*

**\_\_init\_\_**(*url*, *kwargs*)

Contruct a new [CreateEnginePlugin](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.CreateEnginePlugin" \o "sqlalchemy.engine.CreateEnginePlugin).

The plugin object is instantiated individually for each call to [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine). A single [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) will be passed to the [CreateEnginePlugin.engine\_created()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.CreateEnginePlugin.engine_created" \o "sqlalchemy.engine.CreateEnginePlugin.engine_created) method corresponding to this URL.

每个对create\_engine() 的调用都会单独实例化插件对象。 单个引擎将传递给与此URL相对应的CreateEnginePlugin.engine\_created() 方法。

|  |  |
| --- | --- |
| **Parameters:** | * ****url**** – the [URL](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.engine.url.URL" \o "sqlalchemy.engine.url.URL) object. The plugin should inspect what it needs here as well as remove its custom arguments from the URL.query collection. The URL can be modified in-place in any other way as well.URL对象。 插件应该检查它在这里需要什么，以及从URL.query集合中删除它的自定义参数。 URL可以以任何其他方式原位进行修改。 * ****kwargs**** – The keyword arguments passed to :func`.create\_engine`. The plugin can read and modify this dictionary in-place, to affect the ultimate arguments used to create the engine. It should remove its custom arguments from the dictionary as well.关键字参数传递给：func`.create\_engine`。 该插件可以原位读取和修改该字典，以影响用于创建引擎的最终参数。 它也应该从字典中删除其自定义参数。 |

**engine\_created**(*engine*)

Receive the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object when it is fully constructed.

完全构造后接收Engine对象。

The plugin may make additional changes to the engine, such as registering engine or connection pool events.

该插件可能会对引擎进行其他更改，例如注册引擎或连接池事件。

**handle\_dialect\_kwargs**(*dialect\_cls*, *dialect\_args*)

parse and modify dialect kwargs

**handle\_pool\_kwargs**(*pool\_cls*, *pool\_args*)

parse and modify pool kwargs

*class*sqlalchemy.engine.**Engine**(*pool*, *dialect*, *url*, *logging\_name=None*, *echo=None*, *proxy=None*, *execution\_options=None*)

Bases: [sqlalchemy.engine.Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable), [sqlalchemy.log.Identified](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.log.Identified" \o "sqlalchemy.log.Identified)

Connects a [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) and [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) together to provide a source of database connectivity and behavior.

将池和方言连接在一起，以提供数据库连接和行为的来源。

An [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object is instantiated publicly using the [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) function.

使用create\_engine() 函数公开实例引擎对象。

See also:

[Engine Configuration](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html)

[Working with Engines and Connections](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html)

**begin**(*close\_with\_result=False*)

Return a context manager delivering a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) with a [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) established.

返回一个上下文管理器，交付一个建立的事务的连接。

E.g.:

**with** engine.begin() **as** conn:

conn.execute("insert into table (x, y, z) values (1, 2, 3)")

conn.execute("my\_special\_procedure(5)")

Upon successful operation, the [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) is committed. If an error is raised, the [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) is rolled back.

The close\_with\_result flag is normally False, and indicates that the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) will be closed when the operation is complete. When set to True, it indicates the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is in "single use" mode, where the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) returned by the first call to [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute) will close the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) when that [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) has exhausted all result rows.

*New in version 0.7.6.*

See also:

[Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect) - procure a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) from an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

[Connection.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin) - start a [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) for a particular [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

**connect**(*\*\*kwargs*)

Return a new [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object.

The [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object is a facade that uses a DBAPI connection internally in order to communicate with the database. This connection is procured from the connection-holding [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) referenced by this [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine). When the [close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.close" \o "sqlalchemy.engine.Connection.close) method of the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object is called, the underlying DBAPI connection is then returned to the connection pool, where it may be used again in a subsequent call to [connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect).

**contextual\_connect**(*close\_with\_result=False*, *\*\*kwargs*)

Return a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object which may be part of some ongoing context.

By default, this method does the same thing as [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect). Subclasses of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) may override this method to provide contextual behavior.

|  |  |
| --- | --- |
| **Parameters:** | ****close\_with\_result**** – When True, the first [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) created by the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) will call the [Connection.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.close" \o "sqlalchemy.engine.Connection.close) method of that connection as soon as any pending result rows are exhausted. This is used to supply the "connectionless execution" behavior provided by the [Engine.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execute" \o "sqlalchemy.engine.Engine.execute)method. |

**dispose**()

Dispose of the connection pool used by this [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

处理此引擎使用的连接池。

This has the effect of fully closing all ****currently checked in**** database connections. Connections that are still checked out will ****not**** be closed, however they will no longer be associated with this [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), so when they are closed individually, eventually the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) which they are associated with will be garbage collected and they will be closed out fully, if not already closed on checkin.

这具有完全关闭所有当前检入的数据库连接的效果。 仍然签出的连接不会关闭，但是它们将不再与此引擎关联，因此当它们单独关闭时，最终与它们相关联的池将被垃圾回收，并且将完全关闭，如果 签到时尚未关闭

A new connection pool is created immediately after the old one has been disposed. This new pool, like all SQLAlchemy connection pools, does not make any actual connections to the database until one is first requested, so as long as the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) isn't used again, no new connections will be made.

在旧的连接池被丢弃之后立即创建一个新的连接池。 这个新的池像所有的SQLAlchemy连接池一样，直到首次被请求之前才能与数据库建立任何实际的连接，所以只要引擎不再被使用，就不会有新的连接。

**See also**

[Engine Disposal](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "engine-disposal)

**driver**

Driver name of the [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) in use by this [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

该引擎正在使用的方言的驱动程序名称。

**execute**(*statement*, *\*multiparams*, *\*\*params*)

Executes the given construct and returns a [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy).

执行给定的结构并返回一个ResultProxy。

The arguments are the same as those used by [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute).

参数与Connection.execute() 使用的参数相同。

Here, a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is acquired using the [contextual\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.contextual_connect" \o "sqlalchemy.engine.Engine.contextual_connect) method, and the statement executed with that connection. The returned [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) is flagged such that when the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) is exhausted and its underlying cursor is closed, the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) created here will also be closed, which allows its associated DBAPI connection resource to be returned to the connection pool.

这里，使用contextual\_connect() 方法获取连接，并使用该连接执行语句。 返回的ResultProxy被标记为使得当ResultProxy耗尽并且其底层游标关闭时，此处创建的连接也将被关闭，这允许将其关联的DBAPI连接资源返回到连接池。

**execution\_options**(*\*\*opt*)

Return a new [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) that will provide [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) objects with the given execution options.

返回一个新的引擎，它将为Connection对象提供给定的执行选项。

The returned [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) remains related to the original [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) in that it shares the same connection pool and other state:

返回的引擎仍然与原始引擎相关，因为它共享相同的连接池和其他状态：

* The [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) used by the new [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is the same instance. The [Engine.dispose()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.dispose" \o "sqlalchemy.engine.Engine.dispose) method will replace the connection pool instance for the parent engine as well as this one.新引擎使用的池是同一个实例。 Engine.dispose() 方法将替换父引擎的连接池实例以及此引擎。
* Event listeners are "cascaded" - meaning, the new [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) inherits the events of the parent, and new events can be associated with the new [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) individually.事件侦听器是“级联” - 意思是新的引擎继承父级事件，新的事件可以单独与新引擎相关联。
* The logging configuration and logging\_name is copied from the parent [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine)日志配置和logging\_name从父引擎复制。



The intent of the [Engine.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execution_options" \o "sqlalchemy.engine.Engine.execution_options) method is to implement "sharding" schemes where multiple [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) objects refer to the same connection pool, but are differentiated by options that would be consumed by a custom event:

Engine.execution\_options() 方法的目的是实现“分片”方案，其中多个引擎对象引用相同的连接池，但由自定义事件消耗的选项区分开来：

primary\_engine = create\_engine("mysql://")

shard1 = primary\_engine.execution\_options(shard\_id="shard1")

shard2 = primary\_engine.execution\_options(shard\_id="shard2")

Above, the shard1 engine serves as a factory for [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) objects that will contain the execution option shard\_id=shard1, and shard2 will produce [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) objects that contain the execution option shard\_id=shard2.

以上，shard1引擎作为连接对象的工厂，它将包含执行选项shard\_id = shard1，shard2将产生包含执行选项shard\_id = shard2的Connection对象。

An event handler can consume the above execution option to perform a schema switch or other operation, given a connection. Below we emit a MySQL use statement to switch databases, at the same time keeping track of which database we've established using the [Connection.info](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.info" \o "sqlalchemy.engine.Connection.info) dictionary, which gives us a persistent storage space that follows the DBAPI connection:

给定连接，事件处理程序可以使用上述执行选项来执行模式切换或其他操作。 下面我们发出一个MySQL使用语句来切换数据库，同时跟踪我们使用Connection.info字典建立的数据库，这为我们提供了一个在DBAPI连接之后的持久存储空间：

**from** **sqlalchemy** **import** event

**from** **sqlalchemy.engine**

**import** Engine

shards = {"default": "base", shard\_1: "db1", "shard\_2": "db2"}

**@event**.listens\_for(Engine, "before\_cursor\_execute")**def** \_switch\_shard(conn, cursor, stmt,

params, context, executemany):

shard\_id = conn.\_execution\_options.get('shard\_id', "default")

current\_shard = conn.info.get("current\_shard", **None**)

**if** current\_shard != shard\_id:

cursor.execute("use *%s*" % shards[shard\_id])

conn.info["current\_shard"] = shard\_id

*New in version 0.8.*

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) - update execution options on a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object.

[Engine.update\_execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.update_execution_options" \o "sqlalchemy.engine.Engine.update_execution_options) - update the execution options for a given [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) in place.

**has\_table**(*table\_name*, *schema=None*)

Return True if the given backend has a table of the given name.

**See also**

[Fine Grained Reflection with Inspector](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "metadata-reflection-inspector) - detailed schema inspection using the [Inspector](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector" \o "sqlalchemy.engine.reflection.Inspector) interface.

[quoted\_name](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.elements.quoted_name" \o "sqlalchemy.sql.elements.quoted_name) - used to pass quoting information along with a schema identifier.

**name**

String name of the [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) in use by this [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

**raw\_connection**(*\_connection=None*)

Return a "raw" DBAPI connection from the connection pool.

The returned object is a proxied version of the DBAPI connection object used by the underlying driver in use. The object will have all the same behavior as the real DBAPI connection, except that its close() method will result in the connection being returned to the pool, rather than being closed for real.

This method provides direct DBAPI connection access for special situations when the API provided by [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is not needed. When a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object is already present, the DBAPI connection is available using the [Connection.connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.connection" \o "sqlalchemy.engine.Connection.connection) accessor.

**See also**

[Working with Raw DBAPI Connections](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "dbapi-connections)

**run\_callable**(*callable\_*, *\*args*, *\*\*kwargs*)

Given a callable object or function, execute it, passing a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) as the first argument.

The given \*args and \*\*kwargs are passed subsequent to the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) argument.

This function, along with [Connection.run\_callable()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.run_callable" \o "sqlalchemy.engine.Connection.run_callable), allows a function to be run with a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) or [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object without the need to know which one is being dealt with.

**schema\_for\_object***= <sqlalchemy.sql.schema.\_SchemaTranslateMap object>*

Return the ".schema" attribute for an object.

Used for [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), [Sequence](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.Sequence" \o "sqlalchemy.schema.Sequence) and similar objects, and takes into account the [Connection.execution\_options.schema\_translate\_map](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options.params.schema_translate_map" \o "sqlalchemy.engine.Connection.execution_options)parameter.

*New in version 1.1.*

**See also**

[Translation of Schema Names](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "schema-translating)

**table\_names**(*schema=None*, *connection=None*)

Return a list of all table names available in the database.

|  |  |
| --- | --- |
| **Parameters:** | * ****schema**** – Optional, retrieve names from a non-default schema. * ****connection**** – Optional, use a specified connection. Default is the contextual\_connect for this Engine. |

**transaction**(*callable\_*, *\*args*, *\*\*kwargs*)

Execute the given function within a transaction boundary.

The function is passed a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) newly procured from [Engine.contextual\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.contextual_connect" \o "sqlalchemy.engine.Engine.contextual_connect) as the first argument, followed by the given \*args and \*\*kwargs.

e.g.:

**def** do\_something(conn, x, y):

conn.execute("some statement", {'x':x, 'y':y})

engine.transaction(do\_something, 5, 10)

The operations inside the function are all invoked within the context of a single [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction). Upon success, the transaction is committed. If an exception is raised, the transaction is rolled back before propagating the exception.

**Note**

The [transaction()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.transaction" \o "sqlalchemy.engine.Engine.transaction) method is superseded by the usage of the Python with: statement, which can be used with [Engine.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.begin" \o "sqlalchemy.engine.Engine.begin):

**with** engine.begin() **as** conn:

conn.execute("some statement", {'x':5, 'y':10})

See also:

[Engine.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.begin" \o "sqlalchemy.engine.Engine.begin) - engine-level transactional context

[Connection.transaction()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.transaction" \o "sqlalchemy.engine.Connection.transaction) - connection-level version of [Engine.transaction()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.transaction" \o "sqlalchemy.engine.Engine.transaction)

**update\_execution\_options**(*\*\*opt*)

Update the default execution\_options dictionary of this [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

The given keys/values in \*\*opt are added to the default execution options that will be used for all connections. The initial contents of this dictionary can be sent via the execution\_options parameter to [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine).

**See also**

[Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)

[Engine.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execution_options" \o "sqlalchemy.engine.Engine.execution_options)

*class*sqlalchemy.engine.**ExceptionContext**

Encapsulate information about an error condition in progress.

This object exists solely to be passed to the [ConnectionEvents.handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error) event, supporting an interface that can be extended without backwards-incompatibility.

*New in version 0.9.7.*

**chained\_exception***= None*

The exception that was returned by the previous handler in the exception chain, if any.

If present, this exception will be the one ultimately raised by SQLAlchemy unless a subsequent handler replaces it.

May be None.

**connection***= None*

The [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) in use during the exception.

This member is present, except in the case of a failure when first connecting.

**See also**

[ExceptionContext.engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ExceptionContext.engine" \o "sqlalchemy.engine.ExceptionContext.engine)

**cursor***= None*

The DBAPI cursor object.

May be None.

**engine***= None*

The [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) in use during the exception.

This member should always be present, even in the case of a failure when first connecting.

*New in version 1.0.0.*

**execution\_context***= None*

The [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext) corresponding to the execution operation in progress.

This is present for statement execution operations, but not for operations such as transaction begin/end. It also is not present when the exception was raised before the [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext) could be constructed.

Note that the [ExceptionContext.statement](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ExceptionContext.statement" \o "sqlalchemy.engine.ExceptionContext.statement) and [ExceptionContext.parameters](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ExceptionContext.parameters" \o "sqlalchemy.engine.ExceptionContext.parameters) members may represent a different value than that of the [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext), potentially in the case where a [ConnectionEvents.before\_cursor\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.before_cursor_execute" \o "sqlalchemy.events.ConnectionEvents.before_cursor_execute) event or similar modified the statement/parameters to be sent.

May be None.

**invalidate\_pool\_on\_disconnect***= True*

Represent whether all connections in the pool should be invalidated when a "disconnect" condition is in effect.

表示当"断开连接"条件有效时，池中的所有连接是否应该被无效。

Setting this flag to False within the scope of the [ConnectionEvents.handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error) event will have the effect such that the full collection of connections in the pool will not be invalidated during a disconnect; only the current connection that is the subject of the error will actually be invalidated.

在ConnectionEvents.handle\_error() 事件的范围内将此标志设置为False将具有这样的效果，使得池中的连接的完整集合在断开连接期间不会失效; 只有作为错误主题的当前连接才会实际无效。

The purpose of this flag is for custom disconnect-handling schemes where the invalidation of other connections in the pool is to be performed based on other conditions, or even on a per-connection basis.

该标志的目的是针对自定义断开连接处理方案，其中基于其他条件或甚至基于每个连接基于其他条件执行池中其他连接的无效。

*New in version 1.0.3.*

**is\_disconnect***= None*

Represent whether the exception as occurred represents a "disconnect" condition.

表示发生的异常是否表示"断开"条件。

This flag will always be True or False within the scope of the [ConnectionEvents.handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error) handler.

在ConnectionEvents.handle\_error() 处理程序的范围内，此标志将始终为True或False。

SQLAlchemy will defer to this flag in order to determine whether or not the connection should be invalidated subsequently. That is, by assigning to this flag, a "disconnect" event which then results in a connection and pool invalidation can be invoked or prevented by changing this flag.

SQLAlchemy将推迟到此标志，以确定连接是否应该在以后失效。 也就是说，通过分配给该标志，可以通过改变该标志来调用或防止"断开连接"事件，从而导致连接和池失效。

**original\_exception***= None*

The exception object which was caught.

被捕获的异常对象。

This member is always present.

这个会员总是在场。

**parameters***= None*

Parameter collection that was emitted directly to the DBAPI.

直接发送到DBAPI的参数集合。

May be None.

可能是无。

**sqlalchemy\_exception***= None*

The [sqlalchemy.exc.StatementError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.StatementError" \o "sqlalchemy.exc.StatementError) which wraps the original, and will be raised if exception handling is not circumvented by the event.

[sqlalchemy.exc.StatementError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.StatementError" \o "sqlalchemy.exc.StatementError)包装原始的，如果异常处理没有被事件规避，则会引发。

May be None, as not all exception types are wrapped by SQLAlchemy. For DBAPI-level exceptions that subclass the dbapi's Error class, this field will always be present.

可能是None，因为并非所有的异常类型都被SQLAlchemy包装。 对于dbapi的Error类子类的DBAPI级异常，此字段将始终存在。

**statement***= None*

String SQL statement that was emitted directly to the DBAPI.

May be None.

*class*sqlalchemy.engine.**NestedTransaction**(*connection*, *parent*)

Bases: [sqlalchemy.engine.Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction)

Represent a 'nested', or SAVEPOINT transaction.

A new [NestedTransaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.NestedTransaction" \o "sqlalchemy.engine.NestedTransaction) object may be procured using the [Connection.begin\_nested()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin_nested" \o "sqlalchemy.engine.Connection.begin_nested) method.

The interface is the same as that of [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction).

*class*sqlalchemy.engine.**ResultProxy**(*context*)

Wraps a DB-API cursor object to provide easier access to row columns.

Individual columns may be accessed by their integer position, case-insensitive column name, or by schema.Column object. e.g.:

row = fetchone()

col1 = row[0] *# access via integer position*

col2 = row['col2'] *# access via name*

col3 = row[mytable.c.mycol] *# access via Column object.*

ResultProxy also handles post-processing of result column data using TypeEngine objects, which are referenced from the originating SQL statement that produced this result set.

ResultProxy还使用TypeEngine对象处理结果列数据的后处理，该引用从产生此结果集的始发SQL语句引用。

**\_cursor\_description**()

May be overridden by subclasses.

**\_process\_row**

alias of [RowProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.RowProxy" \o "sqlalchemy.engine.RowProxy)

**\_soft\_close**()

Soft close this [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy).

软关闭此ResultProxy。

This releases all DBAPI cursor resources, but leaves the ResultProxy "open" from a semantic perspective, meaning the fetchXXX() methods will continue to return empty results.

这将释放所有的DBAPI游标资源，但从语义的角度离开ResultProxy"open"，这意味着fetchXXX() 方法将继续返回空的结果。

This method is called automatically when:

以下方法自动调用：

* all result rows are exhausted using the fetchXXX() methods.
* cursor.description is None.

This method is ****not public****, but is documented in order to clarify the "autoclose" process used.

*New in version 1.0.0.*

**See also**

[ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close)

**close**()

Close this ResultProxy.

关闭此ResultProxy。

This closes out the underlying DBAPI cursor corresonding to the statement execution, if one is still present. Note that the DBAPI cursor is automatically released when the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) exhausts all available rows. [ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close) is generally an optional method except in the case when discarding a [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) that still has additional rows pending for fetch.

这将关闭与语句执行相关的底层DBAPI游标（如果还存在）。请注意，当ResultProxy排除所有可用行时，DBAPI游标将自动释放。 ResultProxy.close() 通常是一个可选方法，除非在抛出一个仍然有额外的行等待进行抓取的ResultProxy的情况。

In the case of a result that is the product of [connectionless execution](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "dbengine-implicit), the underlying [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object is also closed, which [releases](http://docs.sqlalchemy.org/en/rel_1_1/glossary.html" \l "term-releases) DBAPI connection resources.

在结果为无连接执行的结果的情况下，底层的Connection对象也被关闭，这释放了DBAPI连接资源。

After this method is called, it is no longer valid to call upon the fetch methods, which will raise a [ResourceClosedError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ResourceClosedError" \o "sqlalchemy.exc.ResourceClosedError) on subsequent use.

调用此方法后，调用fetch方法不再有效，这将在后续使用时引发[ResourceClosedError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ResourceClosedError" \o "sqlalchemy.exc.ResourceClosedError)。

*Changed in version 1.0.0:*- the [ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close) method has been separated out from the process that releases the underlying DBAPI cursor resource. The "auto close" feature of the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) now performs a so-called "soft close", which releases the underlying DBAPI cursor, but allows the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) to still behave as an open-but-exhausted result set; the actual [ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close) method is never called. It is still safe to discard a [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) that has been fully exhausted without calling this method.

在版本1.0.0中更改： - ResultProxy.close() 方法已从释放底层DBAPI游标资源的进程中分离出来。连接的"自动关闭"功能现在执行所谓的"软关闭"，它释放底层的DBAPI游标，但允许ResultProxy仍然表现为一个开放而不尽尽的结果集;实际的ResultProxy.close() 方法从不被调用。丢弃没有调用此方法的ResultProxy完全耗尽，仍然是安全的。

**See also**

[Working with Engines and Connections](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html)

[ResultProxy.\_soft\_close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy._soft_close" \o "sqlalchemy.engine.ResultProxy._soft_close)

**fetchall**()

Fetch all rows, just like DB-API cursor.fetchall().

After all rows have been exhausted, the underlying DBAPI cursor resource is released, and the object may be safely discarded.

Subsequent calls to [ResultProxy.fetchall()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchall" \o "sqlalchemy.engine.ResultProxy.fetchall) will return an empty list. After the [ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close) method is called, the method will raise [ResourceClosedError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ResourceClosedError" \o "sqlalchemy.exc.ResourceClosedError).

*Changed in version 1.0.0:*- Added "soft close" behavior which allows the result to be used in an "exhausted" state prior to calling the [ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close) method.

**fetchmany**(*size=None*)

Fetch many rows, just like DB-API cursor.fetchmany(size=cursor.arraysize).

获取很多行，就像DB-API cursor.fetchmany（size = cursor.arraysize）一样。

After all rows have been exhausted, the underlying DBAPI cursor resource is released, and the object may be safely discarded.

在所有行耗尽之后，底层DBAPI游标资源被释放，并且对象可能被安全地丢弃。

Calls to [ResultProxy.fetchmany()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchmany" \o "sqlalchemy.engine.ResultProxy.fetchmany) after all rows have been exhausted will return an empty list. After the [ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close) method is called, the method will raise [ResourceClosedError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ResourceClosedError" \o "sqlalchemy.exc.ResourceClosedError).

在所有行耗尽后调用ResultProxy.fetchmany() 将返回一个空列表。 调用ResultProxy.close() 方法后，该方法将引发ResourceClosedError。

*Changed in version 1.0.0:*- Added "soft close" behavior which allows the result to be used in an "exhausted" state prior to calling the [ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close) method.

在版本1.0.0中更改： - 添加了"软关闭"行为，允许在调用ResultProxy.close() 方法之前将结果用于"耗尽"状态。

**fetchone**()

Fetch one row, just like DB-API cursor.fetchone().

提取一行，就像DB-API cursor.fetchone() 一样。

After all rows have been exhausted, the underlying DBAPI cursor resource is released, and the object may be safely discarded.

在所有行耗尽之后，底层DBAPI游标资源被释放，并且对象可能被安全地丢弃。

Calls to [ResultProxy.fetchone()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchone" \o "sqlalchemy.engine.ResultProxy.fetchone) after all rows have been exhausted will return None. After the [ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close) method is called, the method will raise [ResourceClosedError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.ResourceClosedError" \o "sqlalchemy.exc.ResourceClosedError).

在所有行耗尽后调用ResultProxy.fetchone() 将返回None。 调用ResultProxy.close() 方法后，该方法将引发ResourceClosedError。

*Changed in version 1.0.0:*- Added "soft close" behavior which allows the result to be used in an "exhausted" state prior to calling the [ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close) method.

在版本1.0.0中更改： - 添加了"软关闭"行为，允许在调用ResultProxy.close() 方法之前将结果用于"耗尽"状态。

**first**()

Fetch the first row and then close the result set unconditionally.

Returns None if no row is present.

After calling this method, the object is fully closed, e.g. the [ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close) method will have been called.

**inserted\_primary\_key**

Return the primary key for the row just inserted.

返回刚插入的行的主键。

The return value is a list of scalar values corresponding to the list of primary key columns in the target table.

返回值是与目标表中主键列列表对应的标量值列表。

This only applies to single row [insert()](http://docs.sqlalchemy.org/en/rel_1_1/dialects/postgresql.html" \l "sqlalchemy.dialects.postgresql.dml.insert" \o "sqlalchemy.dialects.postgresql.dml.insert) constructs which did not explicitly specify [Insert.returning()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.Insert.returning" \o "sqlalchemy.sql.expression.Insert.returning).

这仅适用于未明确指定Insert.returning() 的单行insert() 结构。

Note that primary key columns which specify a server\_default clause, or otherwise do not qualify as "autoincrement" columns (see the notes at [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)), and were generated using the database-side default, will appear in this list as None unless the backend supports "returning" and the insert statement executed with the "implicit returning" enabled.

请注意，指定server\_default子句的主键列或以其他方式不符合"autoincrement"列（参见列中的注释）并使用数据库端默认值生成的主键列将在此列表中显示为"无"，除非后端支持 "返回"和使用"隐式返回"执行的插入语句。

Raises [InvalidRequestError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.InvalidRequestError" \o "sqlalchemy.exc.InvalidRequestError) if the executed statement is not a compiled expression construct or is not an insert() construct.

如果执行的语句不是编译的表达式构造，或者不是insert() 构造，则引发InvalidRequestError。

**is\_insert**

True if this [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) is the result of a executing an expression language compiled [expression.insert()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.insert" \o "sqlalchemy.sql.expression.insert) construct.

When True, this implies that the [inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key) attribute is accessible, assuming the statement did not include a user defined "returning" construct.

**keys**()

Return the current set of string keys for rows.

**last\_inserted\_params**()

Return the collection of inserted parameters from this execution.

Raises [InvalidRequestError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.InvalidRequestError" \o "sqlalchemy.exc.InvalidRequestError) if the executed statement is not a compiled expression construct or is not an insert() construct.

**last\_updated\_params**()

Return the collection of updated parameters from this execution.

Raises [InvalidRequestError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.InvalidRequestError" \o "sqlalchemy.exc.InvalidRequestError) if the executed statement is not a compiled expression construct or is not an update() construct.

**lastrow\_has\_defaults**()

Return lastrow\_has\_defaults() from the underlying [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext).

See [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext) for details.

**lastrowid**

return the 'lastrowid' accessor on the DBAPI cursor.

返回DBAPI游标上的"lastrowid"访问器。

This is a DBAPI specific method and is only functional for those backends which support it, for statements where it is appropriate. It's behavior is not consistent across backends.

这是一个DBAPI特定的方法，只适用于那些支持它的后端，对于适合的语句。 后端的行为是不一致的。

Usage of this method is normally unnecessary when using insert() expression constructs; the [inserted\_primary\_key](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.inserted_primary_key" \o "sqlalchemy.engine.ResultProxy.inserted_primary_key) attribute provides a tuple of primary key values for a newly inserted row, regardless of database backend.

当使用insert() 表达式构造时，通常不需要使用此方法; inserted\_primary\_key属性提供新插入行的主键值的元组，而不管数据库后端。

**postfetch\_cols**()

Return postfetch\_cols() from the underlying [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext).

See [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext) for details.

Raises [InvalidRequestError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.InvalidRequestError" \o "sqlalchemy.exc.InvalidRequestError) if the executed statement is not a compiled expression construct or is not an insert() or update() construct.

**prefetch\_cols**()

Return prefetch\_cols() from the underlying [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext).

See [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext) for details.

Raises [InvalidRequestError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.InvalidRequestError" \o "sqlalchemy.exc.InvalidRequestError) if the executed statement is not a compiled expression construct or is not an insert() or update() construct.

**returned\_defaults**

Return the values of default columns that were fetched using the [ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) feature.

The value is an instance of [RowProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.RowProxy" \o "sqlalchemy.engine.RowProxy), or None if [ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults) was not used or if the backend does not support RETURNING.

*New in version 0.9.0.*

**See also**

[ValuesBase.return\_defaults()](http://docs.sqlalchemy.org/en/rel_1_1/core/dml.html" \l "sqlalchemy.sql.expression.ValuesBase.return_defaults" \o "sqlalchemy.sql.expression.ValuesBase.return_defaults)

**returns\_rows**

True if this [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) returns rows.

I.e. if it is legal to call the methods [fetchone()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchone" \o "sqlalchemy.engine.ResultProxy.fetchone), [fetchmany()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchmany" \o "sqlalchemy.engine.ResultProxy.fetchmany) [fetchall()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.fetchall" \o "sqlalchemy.engine.ResultProxy.fetchall).

**rowcount**

Return the 'rowcount' for this result.

The 'rowcount' reports the number of rows *matched* by the WHERE criterion of an UPDATE or DELETE statement.

**Note**

Notes regarding [ResultProxy.rowcount](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.rowcount" \o "sqlalchemy.engine.ResultProxy.rowcount):

* This attribute returns the number of rows *matched*, which is not necessarily the same as the number of rows that were actually *modified* - an UPDATE statement, for example, may have no net change on a given row if the SET values given are the same as those present in the row already. Such a row would be matched but not modified. On backends that feature both styles, such as MySQL, rowcount is configured by default to return the match count in all cases.This属性返回匹配的行数，这不一定与实际修改的行数相同 - 例如，如果给定的值相同，UPDATE语句可能没有给定行的净更改 就像已经在行中的那样。 这样的一行将被匹配但不被修改。 在具有两种样式的后台（如MySQL）中，默认情况下，rowcount配置为在所有情况下返回匹配计数。
* [ResultProxy.rowcount](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.rowcount" \o "sqlalchemy.engine.ResultProxy.rowcount) is *only* useful in conjunction with an UPDATE or DELETE statement. Contrary to what the Python DBAPI says, it does *not* return the number of rows available from the results of a SELECT statement as DBAPIs cannot support this functionality when rows are unbuffered.ResultProxy.rowcount仅适用于UPDATE或DELETE语句。 与Python DBAPI所说的相反，它不返回SELECT语句结果中可用的行数，因为当行不缓冲时，DBAPI无法支持此功能。
* [ResultProxy.rowcount](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.rowcount" \o "sqlalchemy.engine.ResultProxy.rowcount) may not be fully implemented by all dialects. In particular, most DBAPIs do not support an aggregate rowcount result from an executemany call. ResultProxy.rowcount可能没有被所有方言完全实现。 特别地，大多数DBAPI不支持执行者调用的聚合rowcount结果。
* The [ResultProxy.supports\_sane\_rowcount()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.supports_sane_rowcount" \o "sqlalchemy.engine.ResultProxy.supports_sane_rowcount) and [ResultProxy.supports\_sane\_multi\_rowcount()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.supports_sane_multi_rowcount" \o "sqlalchemy.engine.ResultProxy.supports_sane_multi_rowcount) methods will report from the dialect if each usage is known to be supported.如果知道每个使用情况被支持，ResultProxy.supports\_sane\_rowcount() 和ResultProxy.supports\_sane\_multi\_rowcount() 方法将从方言报告。
* Statements that use RETURNING may not return a correct rowcount.使用RETURNING的语句可能不会返回正确的行数。

**scalar**()

Fetch the first column of the first row, and close the result set.

获取第一行的第一列，并关闭结果集。

Returns None if no row is present.

如果没有行，则返回None。

After calling this method, the object is fully closed, e.g. the [ResultProxy.close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.close" \o "sqlalchemy.engine.ResultProxy.close) method will have been called.

调用此方法后，对象完全关闭，例如 ResultProxy.close() 方法将被调用。

**supports\_sane\_multi\_rowcount**()

Return supports\_sane\_multi\_rowcount from the dialect.

See [ResultProxy.rowcount](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.rowcount" \o "sqlalchemy.engine.ResultProxy.rowcount) for background.

**supports\_sane\_rowcount**()

Return supports\_sane\_rowcount from the dialect.

See [ResultProxy.rowcount](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy.rowcount" \o "sqlalchemy.engine.ResultProxy.rowcount) for background.

*class*sqlalchemy.engine.**RowProxy**(*parent*, *row*, *processors*, *keymap*)

Bases: sqlalchemy.engine.BaseRowProxy

Proxy values from a single cursor row.

来自单个游标行的代理值。

Mostly follows "ordered dictionary" behavior, mapping result values to the string-based column name, the integer position of the result in the row, as well as Column instances which can be mapped to the original Columns that produced this result set (for results that correspond to constructed SQL expressions).

主要遵循"有序字典"行为，将结果值映射到基于字符串的列名称，行中结果的整数位置以及可以映射到生成此结果集的原始列的列实例（对于结果 对应于构造的SQL表达式）。

**has\_key**(*key*)

Return True if this RowProxy contains the given key.

**items**()

Return a list of tuples, each tuple containing a key/value pair.

**keys**()

Return the list of keys as strings represented by this RowProxy.

*class*sqlalchemy.engine.**Transaction**(*connection*, *parent*)

Represent a database transaction in progress.

The [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) object is procured by calling the [begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin) method of [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection):

**from** **sqlalchemy** **import** create\_engine

engine = create\_engine("postgresql://scott:tiger@localhost/test")

connection = engine.connect()

trans = connection.begin()

connection.execute("insert into x (a, b) values (1, 2)")trans.commit()

The object provides [rollback()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction.rollback" \o "sqlalchemy.engine.Transaction.rollback) and [commit()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction.commit" \o "sqlalchemy.engine.Transaction.commit) methods in order to control transaction boundaries. It also implements a context manager interface so that the Python with statement can be used with the [Connection.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin) method:

该对象提供[rollback()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction.rollback" \o "sqlalchemy.engine.Transaction.rollback)和[commit()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction.commit" \o "sqlalchemy.engine.Transaction.commit)方法，以便控制事务边界。 它还实现一个上下文管理器接口，以便Python with语句可以与[Connection.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin)方法一起使用：

**with** connection.begin():

connection.execute("insert into x (a, b) values (1, 2)")

The Transaction object is ****not**** threadsafe.

See also: [Connection.begin()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin" \o "sqlalchemy.engine.Connection.begin), [Connection.begin\_twophase()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin_twophase" \o "sqlalchemy.engine.Connection.begin_twophase), [Connection.begin\_nested()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin_nested" \o "sqlalchemy.engine.Connection.begin_nested).

**close**()

Close this [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction).

关闭此交易。

If this transaction is the base transaction in a begin/commit nesting, the transaction will rollback(). Otherwise, the method returns.

如果此事务是开始/提交嵌套中的基本事务，则事务将rollback() 。 否则，该方法返回。

This is used to cancel a Transaction without affecting the scope of an enclosing transaction.

这用于取消事务而不影响封闭事务的范围。

**commit**()

Commit this [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction).

**rollback**()

Roll back this [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction).

*class*sqlalchemy.engine.**TwoPhaseTransaction**(*connection*, *xid*)

Bases: [sqlalchemy.engine.Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction)

Represent a two-phase transaction.

A new [TwoPhaseTransaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.TwoPhaseTransaction" \o "sqlalchemy.engine.TwoPhaseTransaction) object may be procured using the [Connection.begin\_twophase()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.begin_twophase" \o "sqlalchemy.engine.Connection.begin_twophase) method.

The interface is the same as that of [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction) with the addition of the [prepare()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.TwoPhaseTransaction.prepare" \o "sqlalchemy.engine.TwoPhaseTransaction.prepare) method.

**prepare**()

Prepare this [TwoPhaseTransaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.TwoPhaseTransaction" \o "sqlalchemy.engine.TwoPhaseTransaction).

After a PREPARE, the transaction can be committed.

# **5.3 Connection Pooling**

A connection pool is a standard technique used to maintain long running connections in memory for efficient re-use, as well as to provide management for the total number of connections an application might use simultaneously.

连接池是用于在内存中维持长时间运行连接以进行有效重用的标准技术，以及为应用程序可能同时使用的连接总数提供管理。

Particularly for server-side web applications, a connection pool is the standard way to maintain a "pool" of active database connections in memory which are reused across requests.

特别是对于服务器端Web应用程序，连接池是维护内存中活动数据库连接"池"的标准方法，这些连接在跨请求重复使用。

SQLAlchemy includes several connection pool implementations which integrate with the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine). They can also be used directly for applications that want to add pooling to an otherwise plain DBAPI approach.

SQLAlchemy包括与引擎集成的多个连接池实现。 它们也可以直接用于想要添加池到另外简单的DBAPI方法的应用程序。

5.3.1 Connection Pool Configuration

The [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) returned by the [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) function in most cases has a [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool) integrated, pre-configured with reasonable pooling defaults. If you're reading this section only to learn how to enable pooling - congratulations! You're already done.

在大多数情况下，由[create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine)函数返回的[Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine)具有集成的[QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool)，预配置有合理的池默认值。 如果您正在阅读本节仅了解如何启用池 - 恭喜您！ 你已经完成了

The most common [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool) tuning parameters can be passed directly to [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) as keyword arguments: pool\_size, max\_overflow, pool\_recycle and pool\_timeout. For example:

最常见的QueuePool调优参数可以直接传递给create\_engine() 作为关键字参数：pool\_size，max\_overflow，pool\_recycle和pool\_timeout。 例如：

engine = create\_engine('postgresql://me@localhost/mydb',

pool\_size=20, max\_overflow=0)

In the case of SQLite, the [SingletonThreadPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.SingletonThreadPool" \o "sqlalchemy.pool.SingletonThreadPool) or [NullPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.NullPool" \o "sqlalchemy.pool.NullPool) are selected by the dialect to provide greater compatibility with SQLite's threading and locking model, as well as to provide a reasonable default behavior to SQLite "memory" databases, which maintain their entire dataset within the scope of a single connection.

在SQLite的情况下，SingletonThreadPool或NullPool由方言选择，以提供与SQLite的线程和锁定模型更大的兼容性，以及为SQLite"内存"数据库提供合理的默认行为，从而将其整个数据集保留在范围内的单一连接。

All SQLAlchemy pool implementations have in common that none of them "pre create" connections - all implementations wait until first use before creating a connection. At that point, if no additional concurrent checkout requests for more connections are made, no additional connections are created. This is why it's perfectly fine for [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) to default to using a [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool) of size five without regard to whether or not the application really needs five connections queued up - the pool would only grow to that size if the application actually used five connections concurrently, in which case the usage of a small pool is an entirely appropriate default behavior.

所有的SQLAlchemy池实现都有一个共同点，它们都不是"预先创建"连接 - 所有的实现都等到创建连接之前首先使用。在这一点上，如果没有进行更多连接的额外并发检出请求，则不会创建其他连接。这就是为什么create\_engine() 默认使用大小为5的QueuePool是完全正确的，而不考虑应用程序是否真的需要排队五个连接 - 如果应用程序实际上同时使用五个连接，那么池只会增长到该大小在这种情况下，小池的使用是完全合适的默认行为。

5.3.2 Switching Pool Implementations

The usual way to use a different kind of pool with [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) is to use the poolclass argument. This argument accepts a class imported from the sqlalchemy.pool module, and handles the details of building the pool for you. Common options include specifying [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool) with SQLite:

使用与create\_engine() 不同类型的池的通常方法是使用poolclass参数。 此参数接受从sqlalchemy.pool模块导入的类，并处理为您构建池的详细信息。 常用选项包括使用SQLite指定QueuePool：

**from** **sqlalchemy.pool** **import** QueuePool

engine = create\_engine('sqlite:///file.db', poolclass=QueuePool)

Disabling pooling using [NullPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.NullPool" \o "sqlalchemy.pool.NullPool):

**from** **sqlalchemy.pool** **import** NullPool

engine = create\_engine(

'postgresql+psycopg2://scott:tiger@localhost/test',

poolclass=NullPool)

### 5.3.3 Using a Custom Connection Function

All [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) classes accept an argument creator which is a callable that creates a new connection. [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) accepts this function to pass onto the pool via an argument of the same name:

所有Pool类都接受一个可创建新连接的参数创建者。 create\_engine() 接受此函数，通过相同名称的参数传递到池中：

**import** **sqlalchemy.pool** **as** **pool**

**import** **psycopg2**

**def** getconn():

c = psycopg2.connect(username='ed', host='127.0.0.1', dbname='test')

*# do things with 'c' to set up*

**return** c

engine = create\_engine('postgresql+psycopg2://', creator=getconn)

For most "initialize on connection" routines, it's more convenient to use the [PoolEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents" \o "sqlalchemy.events.PoolEvents) event hooks, so that the usual URL argument to [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) is still usable. creator is there as a last resort for when a DBAPI has some form of connect that is not at all supported by SQLAlchemy.

对于大多数"初始化连接"例程，使用PoolEvents事件钩子更方便，因此create\_engine() 的通常URL参数仍然可用。 创建者是最后的手段，当DBAPI具有某种形式的连接，SQLAlchemy完全不支持时。

5.3.4 Constructing a Pool

To use a [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) by itself, the creator function is the only argument that's required and is passed first, followed by any additional options:

**import** **sqlalchemy.pool** **as** **pool**

**import** **psycopg2**

**def** getconn():

c = psycopg2.connect(username='ed', host='127.0.0.1', dbname='test')

**return** c

mypool = pool.QueuePool(getconn, max\_overflow=10, pool\_size=5)

DBAPI connections can then be procured from the pool using the [Pool.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.connect" \o "sqlalchemy.pool.Pool.connect) function. The return value of this method is a DBAPI connection that's contained within a transparent proxy:

*# get a connection*conn = mypool.connect()

*# use it*cursor = conn.cursor()cursor.execute("select foo")

The purpose of the transparent proxy is to intercept the close() call, such that instead of the DBAPI connection being closed, it is returned to the pool:

*# "close" the connection. Returns# it to the pool.*conn.close()

The proxy also returns its contained DBAPI connection to the pool when it is garbage collected, though it's not deterministic in Python that this occurs immediately (though it is typical with cPython).

代理还将其包含的DBAPI连接返回到池，当它被垃圾回收时，尽管它在Python中是不确定的，但是这种情况立即发生（尽管它是典型的cPython）。

The close() step also performs the important step of calling the rollback() method of the DBAPI connection. This is so that any existing transaction on the connection is removed, not only ensuring that no existing state remains on next usage, but also so that table and row locks are released as well as that any isolated data snapshots are removed. This behavior can be disabled using the reset\_on\_return option of [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool).

close() 步骤也执行调用DBAPI连接的rollback() 方法的重要步骤。 这样就可以删除连接上的任何现有事务，不仅可以确保下一次使用中不存在现有状态，还可以释放表和行锁以及删除任何隔离的数据快照。 可以使用Pool的reset\_on\_return选项禁用此行为。

A particular pre-created [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) can be shared with one or more engines by passing it to the pool argument of [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine):

e = create\_engine('postgresql://', pool=mypool)

### 3.4.5 Pool Events

Connection pools support an event interface that allows hooks to execute upon first connect, upon each new connection, and upon checkout and checkin of connections. See [PoolEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents" \o "sqlalchemy.events.PoolEvents) for details.

连接池支持一个事件接口，允许钩子在第一次连接时，每次新的连接以及检出和检查连接时执行。 有关详细信息，请参阅PoolEvents。

3.4.6 Dealing with Disconnects

The connection pool has the ability to refresh individual connections as well as its entire set of connections, setting the previously pooled connections as "invalid". A common use case is allow the connection pool to gracefully recover when the database server has been restarted, and all previously established connections are no longer functional. There are two approaches to this.

连接池可以刷新单个连接以及其整套连接，将先前合并的连接设置为"无效"。 一个常见的用例是允许连接池在数据库服务器重新启动时正常恢复，并且所有以前建立的连接都不再起作用。 这有两种方法。

### Disconnect Handling - Optimistic

The most common approach is to let SQLAlchemy handle disconnects as they occur, at which point the pool is refreshed. This assumes the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) is used in conjunction with a [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine). The [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) has logic which can detect disconnection events and refresh the pool automatically.

最常见的方法是让SQLAlchemy处理断开连接，从而刷新池。 这假定池与引擎一起使用。 引擎具有可以自动检测断开事件和刷新池的逻辑。

When the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) attempts to use a DBAPI connection, and an exception is raised that corresponds to a "disconnect" event, the connection is invalidated. The [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) then calls the [Pool.recreate()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.recreate" \o "sqlalchemy.pool.Pool.recreate) method, effectively invalidating all connections not currently checked out so that they are replaced with new ones upon next checkout:

当连接尝试使用DBAPI连接，并且引发与"disconnect"事件相对应的异常时，连接无效。 连接然后调用Pool.recreate() 方法，有效地使当前未检出的所有连接失效，以便在下次检出时将其替换为新的：

**from** **sqlalchemy** **import** create\_engine, exc

e = create\_engine(...)

c = e.connect()

**try**:

*# suppose the database has been restarted.*

c.execute("SELECT \* FROM table")

c.close()

**except** exc.DBAPIError, e:

*# an exception is raised, Connection is invalidated.*

**if** e.connection\_invalidated:

print("Connection was invalidated!")

*# after the invalidate event, a new connection# starts with a new Pool*c = e.connect()c.execute("SELECT \* FROM table")

The above example illustrates that no special intervention is needed, the pool continues normally after a disconnection event is detected. However, an exception is raised. In a typical web application using an ORM Session, the above condition would correspond to a single request failing with a 500 error, then the web application continuing normally beyond that. Hence the approach is "optimistic" in that frequent database restarts are not anticipated.

上述示例说明，不需要特殊的干预，检测到断开连接事件后，池会正常运行。 但是，提出了一个例外。 在使用ORM会话的典型Web应用程序中，上述条件将对应于一个失败的500个错误的请求，然后Web应用程序继续正常执行。 因此，方法是"乐观的"，因为频繁的数据库重新启动是不可预料的。

#### Setting Pool Recycle

An additional setting that can augment the "optimistic" approach is to set the pool recycle parameter. This parameter prevents the pool from using a particular connection that has passed a certain age, and is appropriate for database backends such as MySQL that automatically close connections that have been stale after a particular period of time:

可以增加"乐观"方法的附加设置是设置池回收参数。 此参数可防止池使用特定年龄的特定连接，适用于数据库后端（如MySQL），可自动关闭在特定时间段之后已过时的连接：

**from** **sqlalchemy** **import** create\_engine

e = create\_engine("mysql://scott:tiger@localhost/test", pool\_recycle=3600)

Above, any DBAPI connection that has been open for more than one hour will be invalidated and replaced, upon next checkout. Note that the invalidation ****only**** occurs during checkout - not on any connections that are held in a checked out state. pool\_recycle is a function of the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) itself, independent of whether or not an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is in use.

以上，已经打开超过一个小时的任何DBAPI连接将在下次结帐时无效并被替换。 请注意，无效仅在检出期间发生 - 不在保持在检出状态的任何连接上。 pool\_recycle是Pool本身的一个功能，与Engine是否正在使用无关。

### Disconnect Handling - Pessimistic

At the expense of some extra SQL emitted for each connection checked out from the pool, a "ping" operation established by a checkout event handler can detect an invalid connection before it is used. In modern SQLAlchemy, the best way to do this is to make use of the [ConnectionEvents.engine\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.engine_connect" \o "sqlalchemy.events.ConnectionEvents.engine_connect) event, assuming the use of a [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and not just a raw [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) object:

以从池中检出的每个连接发出的一些额外的SQL为代价，由checkout事件处理程序建立的"ping"操作可以在使用之前检测到无效的连接。 在现代SQLAlchemy中，最好的方式是使用ConnectionEvents.engine\_connect() 事件，假设使用Engine而不仅仅是一个Raw Pool对象：

**from** **sqlalchemy** **import** exc

**from** **sqlalchemy** **import** event

**from** **sqlalchemy** **import** select

some\_engine = create\_engine(...)

**@event**.listens\_for(some\_engine, "engine\_connect")**def** ping\_connection(connection, branch):

**if** branch:

*# "branch" refers to a sub-connection of a connection,*

*# we don't want to bother pinging on these.*

**return**

*# turn off "close with result". This flag is only used with*

*# "connectionless" execution, otherwise will be False in any case*

save\_should\_close\_with\_result = connection.should\_close\_with\_result

connection.should\_close\_with\_result = **False**

**try**:

*# run a SELECT 1. use a core select() so that*

*# the SELECT of a scalar value without a table is*

*# appropriately formatted for the backend*

connection.scalar(select([1]))

**except** exc.DBAPIError **as** err:

*# catch SQLAlchemy's DBAPIError, which is a wrapper*

*# for the DBAPI's exception. It includes a .connection\_invalidated*

*# attribute which specifies if this connection is a "disconnect"*

*# condition, which is based on inspection of the original exception*

*# by the dialect in use.*

**if** err.connection\_invalidated:

*# run the same SELECT again - the connection will re-validate*

*# itself and establish a new connection. The disconnect detection*

*# here also causes the whole connection pool to be invalidated*

*# so that all stale connections are discarded.*

connection.scalar(select([1]))

**else**:

**raise**

**finally**:

*# restore "close with result"*

connection.should\_close\_with\_result = save\_should\_close\_with\_result

The above recipe has the advantage that we are making use of SQLAlchemy's facilities for detecting those DBAPI exceptions that are known to indicate a "disconnect" situation, as well as the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object's ability to correctly invalidate the current connection pool when this condition occurs and allowing the current [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection)to re-validate onto a new DBAPI connection.

上述配方的优点是，我们正在利用SQLAlchemy的功能来检测已知表示"断开连接"情况的DBAPI异常，以及Engine对象在发生此情况时正确使当前连接池无效的能力，并允许 当前的Connection去重新验证到一个新的DBAPI连接。

For the much less common case of where a [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) is being used without an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), an older approach may be used as below:

对于在没有引擎的情况下使用池的情况不太常见的情况，可以使用较旧的方法，如下所示：

**from** **sqlalchemy** **import** exc

**from** **sqlalchemy** **import** event

**from** **sqlalchemy.pool** **import** Pool

**@event**.listens\_for(Pool, "checkout")

**def** ping\_connection(dbapi\_connection, connection\_record, connection\_proxy):

cursor = dbapi\_connection.cursor()

**try**:

cursor.execute("SELECT 1")

**except**:

*# raise DisconnectionError - pool will try*

*# connecting again up to three times before raising.*

**raise** exc.DisconnectionError()

cursor.close()

Above, the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) object specifically catches [DisconnectionError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.DisconnectionError" \o "sqlalchemy.exc.DisconnectionError) and attempts to create a new DBAPI connection, up to three times, before giving up and then raising [InvalidRequestError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.InvalidRequestError" \o "sqlalchemy.exc.InvalidRequestError), failing the connection. The disadvantage of the above approach is that we don't have any easy way of determining if the exception raised is in fact a "disconnect" situation, since there is no [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) or [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) in play, and also the above error would occur individually for all stale connections still in the pool.

以上，Pool对象特别捕获DisconnectionError，并尝试创建一个新的DBAPI连接，最多三次，然后放弃然后提高InvalidRequestError，连接失败。 上述方法的缺点是，我们没有任何简单的方法来确定引发的异常是否实际上是"断开"的情况，因为没有引擎或方言，并且上述错误将单独发生 所有陈旧的连接仍然在游泳池。

### More on Invalidation

The [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) provides "connection invalidation" services which allow both explicit invalidation of a connection as well as automatic invalidation in response to conditions that are determined to render a connection unusable.

池提供"连接无效"服务，其允许连接的显式无效以及响应于确定使连接不可用的条件而自动失效。

"Invalidation" means that a particular DBAPI connection is removed from the pool and discarded. The .close() method is called on this connection if it is not clear that the connection itself might not be closed, however if this method fails, the exception is logged but the operation still proceeds.

"无效"表示特定的DBAPI连接从池中删除并被丢弃。 如果不清楚连接本身可能未关闭，则在此连接上调用.close() 方法，但是如果此方法失败，则记录异常，但操作仍然继续。

When using a [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), the [Connection.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.invalidate" \o "sqlalchemy.engine.Connection.invalidate) method is the usual entrypoint to explicit invalidation. Other conditions by which a DBAPI connection might be invalidated include:

使用引擎时，Connection.invalidate() 方法是明确无效的通常入口点。 DBAPI连接可能无效的其他条件包括：

* a DBAPI exception such as [OperationalError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.OperationalError" \o "sqlalchemy.exc.OperationalError), raised when a method like connection.execute() is called, is detected as indicating a so-called "disconnect" condition. As the Python DBAPI provides no standard system for determining the nature of an exception, all SQLAlchemy dialects include a system called is\_disconnect() which will examine the contents of an exception object, including the string message and any potential error codes included with it, in order to determine if this exception indicates that the connection is no longer usable. If this is the case, the [\_ConnectionFairy.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionFairy.invalidate" \o "sqlalchemy.pool._ConnectionFairy.invalidate) method is called and the DBAPI connection is then discarded.在调用类似connect.execute() 的方法时引发的诸如OperationalError之类的DBAPI异常被检测为指示所谓的"断开"条件。 由于Python DBAPI没有提供用于确定异常性质的标准系统，所有SQLAlchemy方言都包含一个名为is\_disconnect() 的系统，该系统将检查异常对象的内容，包括字符串消息及其中包含的任何潜在的错误代码 以确定此异常是否指示连接不再可用。 如果是这种情况，则调用\_ConnectionFairy.invalidate() 方法，然后丢弃DBAPI连接。
* When the connection is returned to the pool, and calling the connection.rollback() or connection.commit() methods, as dictated by the pool's "reset on return" behavior, throws an exception. A final attempt at calling .close() on the connection will be made, and it is then discarded.当连接返回到池中，并调用connection.rollback() 或connection.commit() 方法时，如池的"重置返回"行为所规定的那样，会引发异常。 将在连接上调用.close() 的最后一次尝试，然后将其丢弃。
* When a listener implementing [PoolEvents.checkout()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.checkout" \o "sqlalchemy.events.PoolEvents.checkout) raises the [DisconnectionError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.DisconnectionError" \o "sqlalchemy.exc.DisconnectionError) exception, indicating that the connection won't be usable and a new connection attempt needs to be made.当监听器实现PoolEvents.checkout() 引发DisconnectionError异常时，指示连接将不可用，并且需要进行新的连接尝试。

All invalidations which occur will invoke the [PoolEvents.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.invalidate" \o "sqlalchemy.events.PoolEvents.invalidate) event.

5.3.7 Using Connection Pools with Multiprocessing

It's critical that when using a connection pool, and by extension when using an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) created via [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine), that the pooled connections ****are not shared to a forked process****. TCP connections are represented as file descriptors, which usually work across process boundaries, meaning this will cause concurrent access to the file descriptor on behalf of two or more entirely independent Python interpreter states.

当使用通过create\_engine() 创建的引擎时，使用连接池以及扩展时，重要的是池池连接不会共享到分叉进程。 TCP连接表示为文件描述符，通常可以跨过程边界工作，这意味着代表两个或更多完全独立的Python解释器状态的并发访问文件描述符。

There are two approaches to dealing with this.

有两种处理方法。

The first is, either create a new [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) within the child process, or upon an existing [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), call [Engine.dispose()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.dispose" \o "sqlalchemy.engine.Engine.dispose) before the child process uses any connections. This will remove all existing connections from the pool so that it makes all new ones. Below is a simple version using multiprocessing.Process, but this idea should be adapted to the style of forking in use:

第一个是在子进程中创建一个新引擎，或者在一个现有的引擎下，在子进程使用任何连接之前调用Engine.dispose() 。 这将从池中删除所有现有连接，从而使其成为所有新连接。 下面是一个使用multiprocessing.Process的简单版本，但是这个想法应该适应于正在使用的分支样式：

eng = create\_engine("...")

**def** run\_in\_process():

eng.dispose()

**with** eng.connect() **as** conn:

conn.execute("...")

p = Process(target=run\_in\_process)

The next approach is to instrument the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) itself with events so that connections are automatically invalidated in the subprocess. This is a little more magical but probably more foolproof:

下一个方法是使用事件来监测池本身，以便子流程中的连接自动失效。 这有点更神奇，但可能更加愚蠢：

**from** **sqlalchemy** **import** event

**from** **sqlalchemy** **import** exc

**import** **os**

eng = create\_engine("...")

**@event**.listens\_for(engine, "connect")**def** connect(dbapi\_connection, connection\_record):

connection\_record.info['pid'] = os.getpid()

**@event**.listens\_for(engine, "checkout")**def** checkout(dbapi\_connection, connection\_record, connection\_proxy):

pid = os.getpid()

**if** connection\_record.info['pid'] != pid:

connection\_record.connection = connection\_proxy.connection = **None**

**raise** exc.DisconnectionError(

"Connection record belongs to pid *%s*, "

"attempting to check out in pid *%s*" %

(connection\_record.info['pid'], pid)

)

Above, we use an approach similar to that described in [Disconnect Handling - Pessimistic](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "pool-disconnects-pessimistic) to treat a DBAPI connection that originated in a different parent process as an "invalid" connection, coercing the pool to recycle the connection record to make a new connection.

以上，我们使用类似于Disconnect Handling - Pessimistic中描述的方法来将源自不同父进程的DBAPI连接视为"无效"连接，强制池回收连接记录以创建新连接。

5.3.8 API Documentation - Available Pool Implementations

*class*sqlalchemy.pool.**Pool**(*creator*, *recycle=-1*, *echo=None*, *use\_threadlocal=False*, *logging\_name=None*, *reset\_on\_return=True*, *listeners=None*, *events=None*, *dialect=None*, *\_dispatch=None*)

Bases: [sqlalchemy.log.Identified](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.log.Identified" \o "sqlalchemy.log.Identified)

Abstract base class for connection pools.

**\_\_init\_\_**(*creator*, *recycle=-1*, *echo=None*, *use\_threadlocal=False*, *logging\_name=None*, *reset\_on\_return=True*, *listeners=None*, *events=None*, *dialect=None*, *\_dispatch=None*)

Construct a Pool.

|  |  |
| --- | --- |
| **Parameters:** | * ****creator**** – a callable function that returns a DB-API connection object. The function will be called with parameters. * ****recycle**** – If set to non -1, number of seconds between connection recycling, which means upon checkout, if this timeout is surpassed the connection will be closed and replaced with a newly opened connection. Defaults to -1. * ****logging\_name**** – String identifier which will be used within the "name" field of logging records generated within the "sqlalchemy.pool" logger. Defaults to a hexstring of the object's id. * ****echo**** – If True, connections being pulled and retrieved from the pool will be logged to the standard output, as well as pool sizing information. Echoing can also be achieved by enabling logging for the "sqlalchemy.pool" namespace. Defaults to False. * ****use\_threadlocal –****If set to True, repeated calls to [connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.connect" \o "sqlalchemy.pool.Pool.connect) within the same application thread will be guaranteed to return the same connection object, if one has already been retrieved from the pool and has not been returned yet. Offers a slight performance advantage at the cost of individual transactions by default. The [Pool.unique\_connection()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.unique_connection" \o "sqlalchemy.pool.Pool.unique_connection) method is provided to return a consistently unique connection to bypass this behavior when the flag is set.   **Warning**  The [Pool.use\_threadlocal](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.params.use_threadlocal" \o "sqlalchemy.pool.Pool) flag ****does not affect the behavior**** of [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect). [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect) makes use of the[Pool.unique\_connection()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.unique_connection" \o "sqlalchemy.pool.Pool.unique_connection) method which ****does not use thread local context****. To produce a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) which refers to the [Pool.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.connect" \o "sqlalchemy.pool.Pool.connect) method, use [Engine.contextual\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.contextual_connect" \o "sqlalchemy.engine.Engine.contextual_connect).  Note that other SQLAlchemy connectivity systems such as [Engine.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execute" \o "sqlalchemy.engine.Engine.execute) as well as the orm [Session](http://docs.sqlalchemy.org/en/rel_1_1/orm/session_api.html" \l "sqlalchemy.orm.session.Session" \o "sqlalchemy.orm.session.Session) make use of [Engine.contextual\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.contextual_connect" \o "sqlalchemy.engine.Engine.contextual_connect)internally, so these functions are compatible with the [Pool.use\_threadlocal](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.params.use_threadlocal" \o "sqlalchemy.pool.Pool) setting.  **See also**  [Using the Threadlocal Execution Strategy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "threadlocal-strategy) - contains detail on the "threadlocal" engine strategy, which provides a more comprehensive approach to "threadlocal" connectivity for the specific use case of using [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) and [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) objects directly.   * ****reset\_on\_return –****Determine steps to take on connections as they are returned to the pool. reset\_on\_return can have any of these values:   + "rollback" - call rollback() on the connection, to release locks and transaction resources. This is the default value. The vast majority of use cases should leave this value set.   + True - same as 'rollback', this is here for backwards compatibility.   + "commit" - call commit() on the connection, to release locks and transaction resources. A commit here may be desirable for databases that cache query plans if a commit is emitted, such as Microsoft SQL Server. However, this value is more dangerous than 'rollback' because any data changes present on the transaction are committed unconditionally.   + None - don't do anything on the connection. This setting should only be made on a database that has no transaction support at all, namely MySQL MyISAM. By not doing anything, performance can be improved. This setting should ****never be selected**** for a database that supports transactions, as it will lead to deadlocks and stale state.   + "none" - same as None   *New in version 0.9.10.*   * + False - same as None, this is here for backwards compatibility.   *Changed in version 0.7.6:*[Pool.reset\_on\_return](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.params.reset_on_return" \o "sqlalchemy.pool.Pool) accepts "rollback" and "commit" arguments.   * ****events**** – a list of 2-tuples, each of the form (callable, target) which will be passed to [event.listen()](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html" \l "sqlalchemy.event.listen" \o "sqlalchemy.event.listen) upon construction. Provided here so that event listeners can be assigned via [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) before dialect-level listeners are applied. * ****listeners**** – Deprecated. A list of [PoolListener](http://docs.sqlalchemy.org/en/rel_1_1/core/interfaces.html" \l "sqlalchemy.interfaces.PoolListener" \o "sqlalchemy.interfaces.PoolListener)-like objects or dictionaries of callables that receive events when DB-API connections are created, checked out and checked in to the pool. This has been superseded by [listen()](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html" \l "sqlalchemy.event.listen" \o "sqlalchemy.event.listen). * ****dialect –****a [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) that will handle the job of calling rollback(), close(), or commit() on DBAPI connections. If omitted, a built-in "stub" dialect is used. Applications that make use of [create\_engine()](http://docs.sqlalchemy.org/en/rel_1_1/core/engines.html" \l "sqlalchemy.create_engine" \o "sqlalchemy.create_engine) should not use this parameter as it is handled by the engine creation strategy.   *New in version 1.1:*- dialect is now a public parameter to the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool). |

**connect**()

Return a DBAPI connection from the pool.

The connection is instrumented such that when its close() method is called, the connection will be returned to the pool.

从池返回一个DBAPI连接。

连接被调用，以便在调用其close() 方法时，连接将返回到池中。

**dispose**()

Dispose of this pool.

This method leaves the possibility of checked-out connections remaining open, as it only affects connections that are idle in the pool.

See also the [Pool.recreate()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.recreate" \o "sqlalchemy.pool.Pool.recreate) method.

**recreate**()

Return a new [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool), of the same class as this one and configured with identical creation arguments.

This method is used in conjunction with [dispose()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.dispose" \o "sqlalchemy.pool.Pool.dispose) to close out an entire [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) and create a new one in its place.

**unique\_connection**()

Produce a DBAPI connection that is not referenced by any thread-local context.

This method is equivalent to [Pool.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.connect" \o "sqlalchemy.pool.Pool.connect) when the [Pool.use\_threadlocal](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.params.use_threadlocal" \o "sqlalchemy.pool.Pool) flag is not set to True. When [Pool.use\_threadlocal](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.params.use_threadlocal" \o "sqlalchemy.pool.Pool) is True, the [Pool.unique\_connection()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.unique_connection" \o "sqlalchemy.pool.Pool.unique_connection) method provides a means of bypassing the threadlocal context.

*class*sqlalchemy.pool.**QueuePool**(*creator*, *pool\_size=5*, *max\_overflow=10*, *timeout=30*, *\*\*kw*)

Bases: [sqlalchemy.pool.Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool)

A [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) that imposes a limit on the number of open connections.

[QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool) is the default pooling implementation used for all [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) objects, unless the SQLite dialect is in use.

**\_\_init\_\_**(*creator*, *pool\_size=5*, *max\_overflow=10*, *timeout=30*, *\*\*kw*)

Construct a QueuePool.

|  |  |
| --- | --- |
| **Parameters:** | * ****creator**** – a callable function that returns a DB-API connection object, same as that of [Pool.creator](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.params.creator" \o "sqlalchemy.pool.Pool). * ****pool\_size**** – The size of the pool to be maintained, defaults to 5. This is the largest number of connections that will be kept persistently in the pool. Note that the pool begins with no connections; once this number of connections is requested, that number of connections will remain. pool\_size can be set to 0 to indicate no size limit; to disable pooling, use a [NullPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.NullPool" \o "sqlalchemy.pool.NullPool) instead. * ****max\_overflow**** – The maximum overflow size of the pool. When the number of checked-out connections reaches the size set in pool\_size, additional connections will be returned up to this limit. When those additional connections are returned to the pool, they are disconnected and discarded. It follows then that the total number of simultaneous connections the pool will allow is pool\_size + max\_overflow, and the total number of "sleeping" connections the pool will allow is pool\_size. max\_overflow can be set to -1 to indicate no overflow limit; no limit will be placed on the total number of concurrent connections. Defaults to 10. * ****timeout**** – The number of seconds to wait before giving up on returning a connection. Defaults to 30. * ****\*\*kw**** – Other keyword arguments including [Pool.recycle](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.params.recycle" \o "sqlalchemy.pool.Pool), [Pool.echo](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.params.echo" \o "sqlalchemy.pool.Pool), [Pool.reset\_on\_return](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.params.reset_on_return" \o "sqlalchemy.pool.Pool) and others are passed to the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool)constructor. |

**connect**()

*inherited from the* [connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.connect" \o "sqlalchemy.pool.Pool.connect) *method of* [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool)

Return a DBAPI connection from the pool.

The connection is instrumented such that when its close() method is called, the connection will be returned to the pool.

**unique\_connection**()

*inherited from the* [unique\_connection()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.unique_connection" \o "sqlalchemy.pool.Pool.unique_connection) *method of* [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool)

Produce a DBAPI connection that is not referenced by any thread-local context.

This method is equivalent to [Pool.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.connect" \o "sqlalchemy.pool.Pool.connect) when the [Pool.use\_threadlocal](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.params.use_threadlocal" \o "sqlalchemy.pool.Pool) flag is not set to True. When [Pool.use\_threadlocal](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.params.use_threadlocal" \o "sqlalchemy.pool.Pool) is True, the [Pool.unique\_connection()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool.unique_connection" \o "sqlalchemy.pool.Pool.unique_connection) method provides a means of bypassing the threadlocal context.

*class*sqlalchemy.pool.**SingletonThreadPool**(*creator*, *pool\_size=5*, *\*\*kw*)

Bases: [sqlalchemy.pool.Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool)

A Pool that maintains one connection per thread.

Maintains one connection per each thread, never moving a connection to a thread other than the one which it was created in.

**Warning**

the [SingletonThreadPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.SingletonThreadPool" \o "sqlalchemy.pool.SingletonThreadPool) will call .close() on arbitrary connections that exist beyond the size setting of pool\_size, e.g. if more unique ****thread identities**** than what pool\_size states are used. This cleanup is non-deterministic and not sensitive to whether or not the connections linked to those thread identities are currently in use.

[SingletonThreadPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.SingletonThreadPool" \o "sqlalchemy.pool.SingletonThreadPool) may be improved in a future release, however in its current status it is generally used only for test scenarios using a SQLite :memory: database and is not recommended for production use.

Options are the same as those of [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool), as well as:

|  |  |
| --- | --- |
| **Parameters:** | ****pool\_size**** – The number of threads in which to maintain connections at once. Defaults to five. |

[SingletonThreadPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.SingletonThreadPool" \o "sqlalchemy.pool.SingletonThreadPool) is used by the SQLite dialect automatically when a memory-based database is used. See [SQLite](http://docs.sqlalchemy.org/en/rel_1_1/dialects/sqlite.html).

**\_\_init\_\_**(*creator*, *pool\_size=5*, *\*\*kw*)

*class*sqlalchemy.pool.**AssertionPool**(*\*args*, *\*\*kw*)

Bases: [sqlalchemy.pool.Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool)

A [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) that allows at most one checked out connection at any given time.

This will raise an exception if more than one connection is checked out at a time. Useful for debugging code that is using more connections than desired.

*Changed in version 0.7:*[AssertionPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.AssertionPool" \o "sqlalchemy.pool.AssertionPool) also logs a traceback of where the original connection was checked out, and reports this in the assertion error raised.

*class*sqlalchemy.pool.**NullPool**(*creator*, *recycle=-1*, *echo=None*, *use\_threadlocal=False*, *logging\_name=None*, *reset\_on\_return=True*, *listeners=None*, *events=None*, *dialect=None*, *\_dispatch=None*)

Bases: [sqlalchemy.pool.Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool)

A Pool which does not pool connections.

不连接池的池。

Instead it literally opens and closes the underlying DB-API connection per each connection open/close.

相反，它会逐个打开和关闭每个连接打开/关闭的底层DB-API连接。

Reconnect-related functions such as recycle and connection invalidation are not supported by this Pool implementation, since no connections are held persistently.

此池实现不支持重新连接相关的功能，如回收和连接无效，因为不持续连接。

*Changed in version 0.7:*[NullPool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.NullPool" \o "sqlalchemy.pool.NullPool) is used by the SQlite dialect automatically when a file-based database is used. See [SQLite](http://docs.sqlalchemy.org/en/rel_1_1/dialects/sqlite.html).

*class*sqlalchemy.pool.**StaticPool**(*creator*, *recycle=-1*, *echo=None*, *use\_threadlocal=False*, *logging\_name=None*, *reset\_on\_return=True*, *listeners=None*, *events=None*, *dialect=None*, *\_dispatch=None*)

Bases: [sqlalchemy.pool.Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool)

A Pool of exactly one connection, used for all requests.

一个完全一个连接的池，用于所有请求。

Reconnect-related functions such as recycle and connection invalidation (which is also used to support auto-reconnect) are not currently supported by this Pool implementation but may be implemented in a future release.

此重新连接相关功能（如回收和连接无效（也用于支持自动重新连接））目前不受此池实现的支持，但可能在将来的版本中实现。

*class*sqlalchemy.pool.**\_ConnectionFairy**(*dbapi\_connection*, *connection\_record*, *echo*)

Proxies a DBAPI connection and provides return-on-dereference support.

代理一个DBAPI连接，并提供返还引用支持。

This is an internal object used by the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) implementation to provide context management to a DBAPI connection delivered by that [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool).

这是Pool实现使用的一个内部对象，用于向该池提供的DBAPI连接提供上下文管理。

The name "fairy" is inspired by the fact that the [\_ConnectionFairy](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionFairy" \o "sqlalchemy.pool._ConnectionFairy) object's lifespan is transitory, as it lasts only for the length of a specific DBAPI connection being checked out from the pool, and additionally that as a transparent proxy, it is mostly invisible.

“仙女”这个名字的灵感来自于\_ConnectionFairy对象的生命周期是短暂的，因为它仅持续从池中检出的特定DBAPI连接的长度，另外作为透明代理，它大都是不可见的。

**See also**

[\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord)

**\_connection\_record***= None*

A reference to the [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) object associated with the DBAPI connection.

This is currently an internal accessor which is subject to change.

**connection***= None*

A reference to the actual DBAPI connection being tracked.

**cursor**(*\*args*, *\*\*kwargs*)

Return a new DBAPI cursor for the underlying connection.

This method is a proxy for the connection.cursor() DBAPI method.

**detach**()

Separate this connection from its Pool.

将此连接与池相分离。

This means that the connection will no longer be returned to the pool when closed, and will instead be literally closed. The containing ConnectionRecord is separated from the DB-API connection, and will create a new connection when next used.

这意味着关闭时，连接将不再返回到池中，而是将其逐字地关闭。 包含的ConnectionRecord与DB-API连接分离，并在下一次使用时创建一个新的连接。

Note that any overall connection limiting constraints imposed by a Pool implementation may be violated after a detach, as the detached connection is removed from the pool's knowledge and control.

请注意，由于脱离的连接从池的知识和控制中移除，在执行分离后，由Pool实现强加的任何总体连接限制约束可能会被违反。

**info**

Info dictionary associated with the underlying DBAPI connection referred to by this ConnectionFairy, allowing user-defined data to be associated with the connection.

与此ConnectionFairy引用的底层DBAPI连接相关联的信息字典，允许用户定义的数据与连接相关联。

The data here will follow along with the DBAPI connection including after it is returned to the connection pool and used again in subsequent instances of [\_ConnectionFairy](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionFairy" \o "sqlalchemy.pool._ConnectionFairy). It is shared with the [\_ConnectionRecord.info](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord.info" \o "sqlalchemy.pool._ConnectionRecord.info) and [Connection.info](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.info" \o "sqlalchemy.engine.Connection.info) accessors.

这里的数据将跟随DBAPI连接，包括在它返回到连接池之后，再次在\_ConnectionFairy的后续实例中使用。 它与\_ConnectionRecord.info和Connection.info访问器共享。

The dictionary associated with a particular DBAPI connection is discarded when the connection itself is discarded.

当连接本身被丢弃时，与特定DBAPI连接关联的字典将被丢弃。

**invalidate**(*e=None*, *soft=False*)

Mark this connection as invalidated.

将此连接标记为无效。

This method can be called directly, and is also called as a result of the [Connection.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.invalidate" \o "sqlalchemy.engine.Connection.invalidate) method. When invoked, the DBAPI connection is immediately closed and discarded from further use by the pool. The invalidation mechanism proceeds via the [\_ConnectionRecord.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord.invalidate" \o "sqlalchemy.pool._ConnectionRecord.invalidate)internal method.

该方法可以直接调用，也可以作为Connection.invalidate() 方法的结果调用。 当调用时，DBAPI连接立即关闭，并被池的进一步使用丢弃。 无效机制通过\_ConnectionRecord.invalidate() 内部方法进行。

|  |  |
| --- | --- |
| **Parameters:** | * ****e**** – an exception object indicating a reason for the invalidation. * ****soft –****if True, the connection isn't closed; instead, this connection will be recycled on next checkout.   *New in version 1.0.3.* |

**See also**

[More on Invalidation](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "pool-connection-invalidation)

**is\_valid**

Return True if this [\_ConnectionFairy](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionFairy" \o "sqlalchemy.pool._ConnectionFairy) still refers to an active DBAPI connection.

**record\_info**

Info dictionary associated with the \_ConnectionRecord container referred to by this :class:.ConnectionFairy`.

Unlike the [\_ConnectionFairy.info](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionFairy.info" \o "sqlalchemy.pool._ConnectionFairy.info) dictionary, the lifespan of this dictionary is persistent across connections that are disconnected and/or invalidated within the lifespan of a [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord).

*New in version 1.1.*

*class*sqlalchemy.pool.**\_ConnectionRecord**(*pool*, *connect=True*)

Internal object which maintains an individual DBAPI connection referenced by a [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool).

The [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) object always exists for any particular DBAPI connection whether or not that DBAPI connection has been "checked out". This is in contrast to the [\_ConnectionFairy](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionFairy" \o "sqlalchemy.pool._ConnectionFairy) which is only a public facade to the DBAPI connection while it is checked out.

A [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) may exist for a span longer than that of a single DBAPI connection. For example, if the [\_ConnectionRecord.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord.invalidate" \o "sqlalchemy.pool._ConnectionRecord.invalidate)method is called, the DBAPI connection associated with this [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) will be discarded, but the [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) may be used again, in which case a new DBAPI connection is produced when the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) next uses this record.

The [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) is delivered along with connection pool events, including [PoolEvents.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.connect" \o "sqlalchemy.events.PoolEvents.connect) and [PoolEvents.checkout()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.checkout" \o "sqlalchemy.events.PoolEvents.checkout), however [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) still remains an internal object whose API and internals may change.

**See also**

[\_ConnectionFairy](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionFairy" \o "sqlalchemy.pool._ConnectionFairy)

**connection***= None*

A reference to the actual DBAPI connection being tracked.

May be None if this [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) has been marked as invalidated; a new DBAPI connection may replace it if the owning pool calls upon this [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) to reconnect.

**info**

The .info dictionary associated with the DBAPI connection.

This dictionary is shared among the [\_ConnectionFairy.info](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionFairy.info" \o "sqlalchemy.pool._ConnectionFairy.info) and [Connection.info](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.info" \o "sqlalchemy.engine.Connection.info) accessors.

**Note**

The lifespan of this dictionary is linked to the DBAPI connection itself, meaning that it is ****discarded**** each time the DBAPI connection is closed and/or invalidated. The[\_ConnectionRecord.record\_info](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord.record_info" \o "sqlalchemy.pool._ConnectionRecord.record_info) dictionary remains persistent throughout the lifespan of the [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) container.

**invalidate**(*e=None*, *soft=False*)

Invalidate the DBAPI connection held by this [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord).

This method is called for all connection invalidations, including when the [\_ConnectionFairy.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionFairy.invalidate" \o "sqlalchemy.pool._ConnectionFairy.invalidate) or [Connection.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.invalidate" \o "sqlalchemy.engine.Connection.invalidate)methods are called, as well as when any so-called "automatic invalidation" condition occurs.

|  |  |
| --- | --- |
| **Parameters:** | * ****e**** – an exception object indicating a reason for the invalidation. * ****soft –****if True, the connection isn't closed; instead, this connection will be recycled on next checkout.   *New in version 1.0.3.* |

**See also**

[More on Invalidation](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "pool-connection-invalidation)

**record\_info**

An "info' dictionary associated with the connection record itself.

Unlike the [\_ConnectionRecord.info](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord.info" \o "sqlalchemy.pool._ConnectionRecord.info) dictionary, which is linked to the lifespan of the DBAPI connection, this dictionary is linked to the lifespan of the [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) container itself and will remain persisent throughout the life of the [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord).

*New in version 1.1.*

5.3.9 Pooling Plain DB-API Connections

Any **[PEP 249](https://www.python.org/dev/peps/pep-0249)** DB-API module can be "proxied" through the connection pool transparently. Usage of the DB-API is exactly as before, except the connect() method will consult the pool. Below we illustrate this with psycopg2:

**import** **sqlalchemy.pool** **as** **pool**

**import** **psycopg2** **as** **psycopg**

psycopg = pool.manage(psycopg)

*# then connect normally*connection = psycopg.connect(database='test', username='scott',

password='tiger')

This produces a \_DBProxy object which supports the same connect() function as the original DB-API module. Upon connection, a connection proxy object is returned, which delegates its calls to a real DB-API connection object. This connection object is stored persistently within a connection pool (an instance of [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool)) that corresponds to the exact connection arguments sent to the connect() function.

The connection proxy supports all of the methods on the original connection object, most of which are proxied via \_\_getattr\_\_(). The close() method will return the connection to the pool, and the cursor() method will return a proxied cursor object. Both the connection proxy and the cursor proxy will also return the underlying connection to the pool after they have both been garbage collected, which is detected via weakref callbacks (\_\_del\_\_ is not used).

Additionally, when connections are returned to the pool, a rollback() is issued on the connection unconditionally. This is to release any locks still held by the connection that may have resulted from normal activity.

By default, the connect() method will return the same connection that is already checked out in the current thread. This allows a particular connection to be used in a given thread without needing to pass it around between functions. To disable this behavior, specify use\_threadlocal=False to the manage() function.

sqlalchemy.pool.**manage**(*module*, *\*\*params*)

Return a proxy for a DB-API module that automatically pools connections.

Given a DB-API 2.0 module and pool management parameters, returns a proxy for the module that will automatically pool connections, creating new connection pools for each distinct set of connection arguments sent to the decorated module's connect() function.

|  |  |
| --- | --- |
| **Parameters:** | * ****module**** – a DB-API 2.0 database module * ****poolclass**** – the class used by the pool module to provide pooling. Defaults to [QueuePool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.QueuePool" \o "sqlalchemy.pool.QueuePool). * ****\*\*params**** – will be passed through to *poolclass* |

sqlalchemy.pool.**clear\_managers**()

Remove all current DB-API 2.0 managers.

All pools and connections are disposed.

## 5.4 Core Events

This section describes the event interfaces provided in SQLAlchemy Core. For an introduction to the event listening API, see [Events](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html). ORM events are described in [ORM Events](http://docs.sqlalchemy.org/en/rel_1_1/orm/events.html).

*class*sqlalchemy.event.base.**Events**

Define event listening functions for a particular target type.

5.4.1 Connection Pool Events

*class*sqlalchemy.events.**PoolEvents**

Bases: [sqlalchemy.event.base.Events](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.event.base.Events" \o "sqlalchemy.event.base.Events)

Available events for [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool).

The methods here define the name of an event as well as the names of members that are passed to listener functions.

e.g.:

**from** **sqlalchemy** **import** event

**def** my\_on\_checkout(dbapi\_conn, connection\_rec, connection\_proxy):

"handle an on checkout event"

event.listen(Pool, 'checkout', my\_on\_checkout)

In addition to accepting the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) class and [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) instances, [PoolEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents" \o "sqlalchemy.events.PoolEvents) also accepts [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) objects and the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) class as targets, which will be resolved to the .pool attribute of the given engine or the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) class:

engine = create\_engine("postgresql://scott:tiger@localhost/test")

*# will associate with engine.pool*

event.listen(engine, 'checkout', my\_on\_checkout)

**checkin**(*dbapi\_connection*, *connection\_record*)

Called when a connection returns to the pool.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngineOrPool, 'checkin')

**def** receive\_checkin(dbapi\_connection, connection\_record):

"listen for the 'checkin' event"

*# ... (event handling logic) ...*

Note that the connection may be closed, and may be None if the connection has been invalidated. checkin will not be called for detached connections. (They do not return to the pool.)

|  |  |
| --- | --- |
| **Parameters:** | * ****dbapi\_connection**** – a DBAPI connection. * ****connection\_record**** – the [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) managing the DBAPI connection. |

**checkout**(*dbapi\_connection*, *connection\_record*, *connection\_proxy*)

Called when a connection is retrieved from the Pool.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngineOrPool, 'checkout')

**def** receive\_checkout(dbapi\_connection, connection\_record, connection\_proxy):

"listen for the 'checkout' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****dbapi\_connection**** – a DBAPI connection. * ****connection\_record**** – the [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) managing the DBAPI connection. * ****connection\_proxy**** – the [\_ConnectionFairy](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionFairy" \o "sqlalchemy.pool._ConnectionFairy) object which will proxy the public interface of the DBAPI connection for the lifespan of the checkout. |

If you raise a [DisconnectionError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.DisconnectionError" \o "sqlalchemy.exc.DisconnectionError), the current connection will be disposed and a fresh connection retrieved. Processing of all checkout listeners will abort and restart using the new connection.

**See also**

[ConnectionEvents.engine\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.engine_connect" \o "sqlalchemy.events.ConnectionEvents.engine_connect) - a similar event which occurs upon creation of a new [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

**close**(*dbapi\_connection*, *connection\_record*)

Called when a DBAPI connection is closed.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngineOrPool, 'close')

**def** receive\_close(dbapi\_connection, connection\_record):

"listen for the 'close' event"

*# ... (event handling logic) ...*

The event is emitted before the close occurs.

The close of a connection can fail; typically this is because the connection is already closed. If the close operation fails, the connection is discarded.

The [close()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.close" \o "sqlalchemy.engine.Connection.close) event corresponds to a connection that's still associated with the pool. To intercept close events for detached connections use [close\_detached()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.close_detached" \o "sqlalchemy.events.PoolEvents.close_detached).

*New in version 1.1.*

**close\_detached**(*dbapi\_connection*)

Called when a detached DBAPI connection is closed.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngineOrPool, 'close\_detached')

**def** receive\_close\_detached(dbapi\_connection):

"listen for the 'close\_detached' event"

*# ... (event handling logic) ...*

The event is emitted before the close occurs.

The close of a connection can fail; typically this is because the connection is already closed. If the close operation fails, the connection is discarded.

*New in version 1.1.*

**connect**(*dbapi\_connection*, *connection\_record*)

Called at the moment a particular DBAPI connection is first created for a given [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool).

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngineOrPool, 'connect')

**def** receive\_connect(dbapi\_connection, connection\_record):

"listen for the 'connect' event"

*# ... (event handling logic) ...*

This event allows one to capture the point directly after which the DBAPI module-level .connect() method has been used in order to produce a new DBAPI connection.

|  |  |
| --- | --- |
| **Parameters:** | * ****dbapi\_connection**** – a DBAPI connection. * ****connection\_record**** – the [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) managing the DBAPI connection. |

**detach**(*dbapi\_connection*, *connection\_record*)

Called when a DBAPI connection is "detached" from a pool.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngineOrPool, 'detach')

**def** receive\_detach(dbapi\_connection, connection\_record):

"listen for the 'detach' event"

*# ... (event handling logic) ...*

This event is emitted after the detach occurs. The connection is no longer associated with the given connection record.

*New in version 1.1.*

**first\_connect**(*dbapi\_connection*, *connection\_record*)

Called exactly once for the first time a DBAPI connection is checked out from a particular [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool).

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngineOrPool, 'first\_connect')

**def** receive\_first\_connect(dbapi\_connection, connection\_record):

"listen for the 'first\_connect' event"

*# ... (event handling logic) ...*

The rationale for [PoolEvents.first\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.first_connect" \o "sqlalchemy.events.PoolEvents.first_connect) is to determine information about a particular series of database connections based on the settings used for all connections. Since a particular [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) refers to a single "creator" function (which in terms of a [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) refers to the URL and connection options used), it is typically valid to make observations about a single connection that can be safely assumed to be valid about all subsequent connections, such as the database version, the server and client encoding settings, collation settings, and many others.

|  |  |
| --- | --- |
| **Parameters:** | * ****dbapi\_connection**** – a DBAPI connection. * ****connection\_record**** – the [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) managing the DBAPI connection. |

**invalidate**(*dbapi\_connection*, *connection\_record*, *exception*)

Called when a DBAPI connection is to be "invalidated".

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style***@event**.listens\_for(SomeEngineOrPool, 'invalidate')**def** receive\_invalidate(dbapi\_connection, connection\_record, exception):

"listen for the 'invalidate' event"

*# ... (event handling logic) ...*

This event is called any time the [\_ConnectionRecord.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord.invalidate" \o "sqlalchemy.pool._ConnectionRecord.invalidate) method is invoked, either from API usage or via "auto-invalidation", without the soft flag.

The event occurs before a final attempt to call .close() on the connection occurs.

|  |  |
| --- | --- |
| **Parameters:** | * ****dbapi\_connection**** – a DBAPI connection. * ****connection\_record**** – the [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) managing the DBAPI connection. * ****exception**** – the exception object corresponding to the reason for this invalidation, if any. May be None. |

*New in version 0.9.2:*Added support for connection invalidation listening.

**See also**

[More on Invalidation](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "pool-connection-invalidation)

**reset**(*dbapi\_connection*, *connection\_record*)

Called before the "reset" action occurs for a pooled connection.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngineOrPool, 'reset')

**def** receive\_reset(dbapi\_connection, connection\_record):

"listen for the 'reset' event"

*# ... (event handling logic) ...*

This event represents when the rollback() method is called on the DBAPI connection before it is returned to the pool. The behavior of "reset" can be controlled, including disabled, using the reset\_on\_return pool argument.

The [PoolEvents.reset()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.reset" \o "sqlalchemy.events.PoolEvents.reset) event is usually followed by the [PoolEvents.checkin()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.checkin" \o "sqlalchemy.events.PoolEvents.checkin) event is called, except in those cases where the connection is discarded immediately after reset.

|  |  |
| --- | --- |
| **Parameters:** | * ****dbapi\_connection**** – a DBAPI connection. * ****connection\_record**** – the [\_ConnectionRecord](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord" \o "sqlalchemy.pool._ConnectionRecord) managing the DBAPI connection. |

*New in version 0.8.*

**See also**

[ConnectionEvents.rollback()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.rollback" \o "sqlalchemy.events.ConnectionEvents.rollback)

[ConnectionEvents.commit()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.commit" \o "sqlalchemy.events.ConnectionEvents.commit)

**soft\_invalidate**(*dbapi\_connection*, *connection\_record*, *exception*)

Called when a DBAPI connection is to be "soft invalidated".

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style***@event**.listens\_for(SomeEngineOrPool, 'soft\_invalidate')**def** receive\_soft\_invalidate(dbapi\_connection, connection\_record, exception):

"listen for the 'soft\_invalidate' event"

*# ... (event handling logic) ...*

This event is called any time the [\_ConnectionRecord.invalidate()](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool._ConnectionRecord.invalidate" \o "sqlalchemy.pool._ConnectionRecord.invalidate) method is invoked with the soft flag.

Soft invalidation refers to when the connection record that tracks this connection will force a reconnect after the current connection is checked in. It does not actively close the dbapi\_connection at the point at which it is called.

*New in version 1.0.3.*

5.4.2 SQL Execution and Connection Events

*class*sqlalchemy.events.**ConnectionEvents**

Bases: [sqlalchemy.event.base.Events](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.event.base.Events" \o "sqlalchemy.event.base.Events)

Available events for [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable), which includes [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) and [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

The methods here define the name of an event as well as the names of members that are passed to listener functions.

An event listener can be associated with any [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) class or instance, such as an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), e.g.:

**from** **sqlalchemy** **import** event, create\_engine

**def** before\_cursor\_execute(conn, cursor, statement, parameters, context,

executemany):

log.info("Received statement: *%s*", statement)

engine = create\_engine('postgresql://scott:tiger@localhost/test')event.listen(engine, "before\_cursor\_execute", before\_cursor\_execute)

or with a specific [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection):

**with** engine.begin() **as** conn:

**@event**.listens\_for(conn, 'before\_cursor\_execute')

**def** before\_cursor\_execute(conn, cursor, statement, parameters,

context, executemany):

log.info("Received statement: *%s*", statement)

When the methods are called with a statement parameter, such as in [after\_cursor\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.after_cursor_execute" \o "sqlalchemy.events.ConnectionEvents.after_cursor_execute), [before\_cursor\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.before_cursor_execute" \o "sqlalchemy.events.ConnectionEvents.before_cursor_execute) and [dbapi\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.dbapi_error" \o "sqlalchemy.events.ConnectionEvents.dbapi_error), the statement is the exact SQL string that was prepared for transmission to the DBAPI cursor in the connection's [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect).

The [before\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.before_execute" \o "sqlalchemy.events.ConnectionEvents.before_execute) and [before\_cursor\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.before_cursor_execute" \o "sqlalchemy.events.ConnectionEvents.before_cursor_execute) events can also be established with the retval=True flag, which allows modification of the statement and parameters to be sent to the database. The [before\_cursor\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.before_cursor_execute" \o "sqlalchemy.events.ConnectionEvents.before_cursor_execute) event is particularly useful here to add ad-hoc string transformations, such as comments, to all executions:

**from** **sqlalchemy.engine** **import** Engine

**from** **sqlalchemy** **import** event

**@event**.listens\_for(Engine, "before\_cursor\_execute", retval=**True**)

**def** comment\_sql\_calls(conn, cursor, statement, parameters,

context, executemany):

statement = statement + " -- some comment"

**return** statement, parameters

**Note**

[ConnectionEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents" \o "sqlalchemy.events.ConnectionEvents) can be established on any combination of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), as well as instances of each of those classes. Events across all four scopes will fire off for a given instance of [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection). However, for performance reasons, the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object determines at instantiation time whether or not its parent [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) has event listeners established. Event listeners added to the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) class or to an instance of [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) *after* the instantiation of a dependent [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) instance will usually*not* be available on that [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) instance. The newly added listeners will instead take effect for [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) instances created subsequent to those event listeners being established on the parent [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) class or instance.

|  |  |
| --- | --- |
| **Parameters:** | ****retval=False**** – Applies to the [before\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.before_execute" \o "sqlalchemy.events.ConnectionEvents.before_execute) and [before\_cursor\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.before_cursor_execute" \o "sqlalchemy.events.ConnectionEvents.before_cursor_execute) events only. When True, the user-defined event function must have a return value, which is a tuple of parameters that replace the given statement and parameters. See those methods for a description of specific return arguments. |

*Changed in version 0.8:*[ConnectionEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents" \o "sqlalchemy.events.ConnectionEvents) can now be associated with any [Connectable](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connectable" \o "sqlalchemy.engine.Connectable) including [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection), in addition to the existing support for [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine).

**after\_cursor\_execute**(*conn*, *cursor*, *statement*, *parameters*, *context*, *executemany*)

Intercept low-level cursor execute() events after execution.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'after\_cursor\_execute')

**def** receive\_after\_cursor\_execute(conn, cursor, statement, parameters, context, executemany):

"listen for the 'after\_cursor\_execute' event"

*# ... (event handling logic) ...*

*# named argument style (new in 0.9)*

**@event**.listens\_for(SomeEngine, 'after\_cursor\_execute', named=**True**)

**def** receive\_after\_cursor\_execute(\*\*kw):

"listen for the 'after\_cursor\_execute' event"

conn = kw['conn']

cursor = kw['cursor']

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****cursor**** – DBAPI cursor object. Will have results pending if the statement was a SELECT, but these should not be consumed as they will be needed by the [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy). * ****statement**** – string SQL statement, as passed to the DBAPI * ****parameters**** – Dictionary, tuple, or list of parameters being passed to the execute() or executemany() method of the DBAPI cursor. In some cases may be None. * ****context**** – [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext) object in use. May be None. * ****executemany**** – boolean, if True, this is an executemany() call, if False, this is an execute() call. |

**after\_execute**(*conn*, *clauseelement*, *multiparams*, *params*, *result*)

Intercept high level execute() events after execute.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'after\_execute')

**def** receive\_after\_execute(conn, clauseelement, multiparams, params, result):

"listen for the 'after\_execute' event"

*# ... (event handling logic) ...*

*# named argument style (new in 0.9)*

**@event**.listens\_for(SomeEngine, 'after\_execute', named=**True**)

**def** receive\_after\_execute(\*\*kw):

"listen for the 'after\_execute' event"

conn = kw['conn']

clauseelement = kw['clauseelement']

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****clauseelement**** – SQL expression construct, [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) instance, or string statement passed to [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute). * ****multiparams**** – Multiple parameter sets, a list of dictionaries. * ****params**** – Single parameter set, a single dictionary. * ****result**** – [ResultProxy](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ResultProxy" \o "sqlalchemy.engine.ResultProxy) generated by the execution. |

**before\_cursor\_execute**(*conn*, *cursor*, *statement*, *parameters*, *context*, *executemany*)

Intercept low-level cursor execute() events before execution, receiving the string SQL statement and DBAPI-specific parameter list to be invoked against a cursor.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'before\_cursor\_execute')

**def** receive\_before\_cursor\_execute(conn, cursor, statement, parameters, context, executemany):

"listen for the 'before\_cursor\_execute' event"

*# ... (event handling logic) ...*

*# named argument style (new in 0.9)*

**@event**.listens\_for(SomeEngine, 'before\_cursor\_execute', named=**True**)

**def** receive\_before\_cursor\_execute(\*\*kw):

"listen for the 'before\_cursor\_execute' event"

conn = kw['conn']

cursor = kw['cursor']

*# ... (event handling logic) ...*

This event is a good choice for logging as well as late modifications to the SQL string. It's less ideal for parameter modifications except for those which are specific to a target backend.

This event can be optionally established with the retval=True flag. The statement and parameters arguments should be returned as a two-tuple in this case:

**@event**.listens\_for(Engine, "before\_cursor\_execute", retval=**True**)

**def** before\_cursor\_execute(conn, cursor, statement,

parameters, context, executemany):

*# do something with statement, parameters*

**return** statement, parameters

See the example at [ConnectionEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents" \o "sqlalchemy.events.ConnectionEvents).

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****cursor**** – DBAPI cursor object * ****statement**** – string SQL statement, as to be passed to the DBAPI * ****parameters**** – Dictionary, tuple, or list of parameters being passed to the execute() or executemany() method of the DBAPI cursor. In some cases may be None. * ****context**** – [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext) object in use. May be None. * ****executemany**** – boolean, if True, this is an executemany() call, if False, this is an execute() call. |

See also:

[before\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.before_execute" \o "sqlalchemy.events.ConnectionEvents.before_execute)

[after\_cursor\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.after_cursor_execute" \o "sqlalchemy.events.ConnectionEvents.after_cursor_execute)

**before\_execute**(*conn*, *clauseelement*, *multiparams*, *params*)

Intercept high level execute() events, receiving uncompiled SQL constructs and other objects prior to rendering into SQL.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style***@event**.listens\_for(SomeEngine, 'before\_execute')

**def** receive\_before\_execute(conn, clauseelement, multiparams, params):

"listen for the 'before\_execute' event"

*# ... (event handling logic) ...*

*# named argument style (new in 0.9)*

**@event**.listens\_for(SomeEngine, 'before\_execute', named=**True**)

**def** receive\_before\_execute(\*\*kw):

"listen for the 'before\_execute' event"

conn = kw['conn']

clauseelement = kw['clauseelement']

*# ... (event handling logic) ...*

This event is good for debugging SQL compilation issues as well as early manipulation of the parameters being sent to the database, as the parameter lists will be in a consistent format here.

This event can be optionally established with the retval=True flag. The clauseelement, multiparams, and params arguments should be returned as a three-tuple in this case:

**@event**.listens\_for(Engine, "before\_execute", retval=**True**)

**def** before\_execute(conn, conn, clauseelement, multiparams, params):

*# do something with clauseelement, multiparams, params*

**return** clauseelement, multiparams, params

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****clauseelement**** – SQL expression construct, [Compiled](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Compiled" \o "sqlalchemy.engine.interfaces.Compiled) instance, or string statement passed to [Connection.execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execute" \o "sqlalchemy.engine.Connection.execute). * ****multiparams**** – Multiple parameter sets, a list of dictionaries. * ****params**** – Single parameter set, a single dictionary. |

See also:

[before\_cursor\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.before_cursor_execute" \o "sqlalchemy.events.ConnectionEvents.before_cursor_execute)

**begin**(*conn*)

Intercept begin() events.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'begin')

**def** receive\_begin(conn):

"listen for the 'begin' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object |

**begin\_twophase**(*conn*, *xid*)

Intercept begin\_twophase() events.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'begin\_twophase')

**def** receive\_begin\_twophase(conn, xid):

"listen for the 'begin\_twophase' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****xid**** – two-phase XID identifier |

**commit**(*conn*)

Intercept commit() events, as initiated by a [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction).

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'commit')

**def** receive\_commit(conn):

"listen for the 'commit' event"

*# ... (event handling logic) ...*

Note that the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) may also "auto-commit" a DBAPI connection upon checkin, if the reset\_on\_return flag is set to the value 'commit'. To intercept this commit, use the [PoolEvents.reset()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.reset" \o "sqlalchemy.events.PoolEvents.reset) hook.

|  |  |
| --- | --- |
| **Parameters:** | ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object |

**commit\_twophase**(*conn*, *xid*, *is\_prepared*)

Intercept commit\_twophase() events.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'commit\_twophase')

**def** receive\_commit\_twophase(conn, xid, is\_prepared):

"listen for the 'commit\_twophase' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****xid**** – two-phase XID identifier * ****is\_prepared**** – boolean, indicates if [TwoPhaseTransaction.prepare()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.TwoPhaseTransaction.prepare" \o "sqlalchemy.engine.TwoPhaseTransaction.prepare) was called. |

**dbapi\_error**(*conn*, *cursor*, *statement*, *parameters*, *context*, *exception*)

Intercept a raw DBAPI error.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'dbapi\_error')

**def** receive\_dbapi\_error(conn, cursor, statement, parameters, context, exception):

"listen for the 'dbapi\_error' event"

*# ... (event handling logic) ...*

*# named argument style (new in 0.9)*

**@event**.listens\_for(SomeEngine, 'dbapi\_error', named=**True**)

**def** receive\_dbapi\_error(\*\*kw):

"listen for the 'dbapi\_error' event"

conn = kw['conn']

cursor = kw['cursor']

*# ... (event handling logic) ...*

This event is called with the DBAPI exception instance received from the DBAPI itself, *before* SQLAlchemy wraps the exception with it's own exception wrappers, and before any other operations are performed on the DBAPI cursor; the existing transaction remains in effect as well as any state on the cursor.

The use case here is to inject low-level exception handling into an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine), typically for logging and debugging purposes.

**Warning**

Code should ****not**** modify any state or throw any exceptions here as this will interfere with SQLAlchemy's cleanup and error handling routines. For exception modification, please refer to the new [ConnectionEvents.handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error) event.

Subsequent to this hook, SQLAlchemy may attempt any number of operations on the connection/cursor, including closing the cursor, rolling back of the transaction in the case of connectionless execution, and disposing of the entire connection pool if a "disconnect" was detected. The exception is then wrapped in a SQLAlchemy DBAPI exception wrapper and re-thrown.

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****cursor**** – DBAPI cursor object * ****statement**** – string SQL statement, as passed to the DBAPI * ****parameters**** – Dictionary, tuple, or list of parameters being passed to the execute() or executemany() method of the DBAPI cursor. In some cases may be None. * ****context**** – [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext) object in use. May be None. * ****exception**** – The ****unwrapped**** exception emitted directly from the DBAPI. The class here is specific to the DBAPI module in use. |

*Deprecated since version 0.9.7:*- replaced by [ConnectionEvents.handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error)

**engine\_connect**(*conn*, *branch*)

Intercept the creation of a new [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'engine\_connect')

**def** receive\_engine\_connect(conn, branch):

"listen for the 'engine\_connect' event"

*# ... (event handling logic) ...*

This event is called typically as the direct result of calling the [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect) method.

这个事件通常被称为调用Engine.connect() 方法的直接结果。

It differs from the [PoolEvents.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.connect" \o "sqlalchemy.events.PoolEvents.connect) method, which refers to the actual connection to a database at the DBAPI level; a DBAPI connection may be pooled and reused for many operations. In contrast, this event refers only to the production of a higher level [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) wrapper around such a DBAPI connection.

它与PoolEvents.connect() 方法不同，它引用了DBAPI级别到数据库的实际连接; DBAPI连接可能被汇集并重用于许多操作。相比之下，此事件仅指生产围绕这样的DBAPI连接的更高级别的连接包装。

It also differs from the [PoolEvents.checkout()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.checkout" \o "sqlalchemy.events.PoolEvents.checkout) event in that it is specific to the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object, not the DBAPI connection that [PoolEvents.checkout()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.checkout" \o "sqlalchemy.events.PoolEvents.checkout) deals with, although this DBAPI connection is available here via the [Connection.connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.connection" \o "sqlalchemy.engine.Connection.connection) attribute. But note there can in fact be multiple [PoolEvents.checkout()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.checkout" \o "sqlalchemy.events.PoolEvents.checkout) events within the lifespan of a single [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object, if that [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is invalidated and re-established. There can also be multiple [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) objects generated for the same already-checked-out DBAPI connection, in the case that a "branch" of a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is produced.

它也不同于PoolEvents.checkout() 事件，因为它特定于Connection对象，而不是PoolEvents.checkout() 处理的DBAPI连接，尽管此DBAPI连接可通过Connection.connection属性在此处使用。但是请注意，如果Connection无效并重新建立，实际上可能会在单个Connection对象的生存期内存在多个PoolEvents.checkout() 事件。在生成连接的"分支"的情况下，也可以为同一已经签出的DBAPI连接生成多个连接对象。

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object. * ****branch**** – if True, this is a "branch" of an existing [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection). A branch is generated within the course of a statement execution to invoke supplemental statements, most typically to pre-execute a SELECT of a default value for the purposes of an INSERT statement. |

*New in version 0.9.0.*

**See also**

[Disconnect Handling - Pessimistic](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "pool-disconnects-pessimistic) - illustrates how to use [ConnectionEvents.engine\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.engine_connect" \o "sqlalchemy.events.ConnectionEvents.engine_connect) to transparently ensure pooled connections are connected to the database.

[PoolEvents.checkout()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.checkout" \o "sqlalchemy.events.PoolEvents.checkout) the lower-level pool checkout event for an individual DBAPI connection

[ConnectionEvents.set\_connection\_execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.set_connection_execution_options" \o "sqlalchemy.events.ConnectionEvents.set_connection_execution_options) - a copy of a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is also made when the [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options)method is called.

**engine\_disposed**(*engine*)

Intercept when the [Engine.dispose()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.dispose" \o "sqlalchemy.engine.Engine.dispose) method is called.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'engine\_disposed')

**def** receive\_engine\_disposed(engine):

"listen for the 'engine\_disposed' event"

*# ... (event handling logic) ...*

The [Engine.dispose()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.dispose" \o "sqlalchemy.engine.Engine.dispose) method instructs the engine to "dispose" of it's connection pool (e.g. [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool)), and replaces it with a new one. Disposing of the old pool has the effect that existing checked-in connections are closed. The new pool does not establish any new connections until it is first used.

Engine.dispose() 方法指示引擎"配置"其连接池（例如池），并将其替换为新的连接池。 处理旧池具有已关闭的现有签入连接的效果。 新池在首次使用之前不会建立任何新的连接。

This event can be used to indicate that resources related to the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) should also be cleaned up, keeping in mind that the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) can still be used for new requests in which case it re-acquires connection resources.

此事件可用于指示与引擎相关的资源也应被清除，同时请注意，引擎仍然可以用于新的请求，在这种情况下，它会重新获取连接资源。

*New in version 1.0.5.*

**handle\_error**(*exception\_context*)

Intercept all exceptions processed by the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection).

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'handle\_error')

**def** receive\_handle\_error(exception\_context):

"listen for the 'handle\_error' event"

*# ... (event handling logic) ...*

This includes all exceptions emitted by the DBAPI as well as within SQLAlchemy's statement invocation process, including encoding errors and other statement validation errors. Other areas in which the event is invoked include transaction begin and end, result row fetching, cursor creation.

这包括DBAPI发出的所有异常以及SQLAlchemy的语句调用过程中的所有异常，包括编码错误和其他语句验证错误。 调用事件的其他区域包括事务开始和结束，结果行提取，游标创建。

Note that [handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error) may support new kinds of exceptions and new calling scenarios at *any time*. Code which uses this event must expect new calling patterns to be present in minor releases.

请注意，[handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error)可以随时支持新的异常和新的调用方案。 使用此事件的代码必须预期新的调用模式将存在于次要版本中。

To support the wide variety of members that correspond to an exception, as well as to allow extensibility of the event without backwards incompatibility, the sole argument received is an instance of [ExceptionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ExceptionContext" \o "sqlalchemy.engine.ExceptionContext). This object contains data members representing detail about the exception.

为了支持与异常相对应的各种成员，并且允许事件的可扩展性而不会出现向后不兼容，所接收的唯一参数是[ExceptionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ExceptionContext" \o "sqlalchemy.engine.ExceptionContext).的一个实例。 此对象包含表示异常详细信息的数据成员。

Use cases supported by this hook include:

此钩子支持的用例包括：

* read-only, low-level exception handling for logging and debugging purposes只读，低级异常处理用于日志记录和调试目的
* exception re-writing异常重写
* Establishing or disabling whether a connection or the owning connection pool is invalidated or expired in response to a specific exception.建立或禁用连接或拥有的连接池是否响应特定异常而失效或过期。

The hook is called while the cursor from the failed operation (if any) is still open and accessible. Special cleanup operations can be called on this cursor; SQLAlchemy will attempt to close this cursor subsequent to this hook being invoked. If the connection is in "autocommit" mode, the transaction also remains open within the scope of this hook; the rollback of the per-statement transaction also occurs after the hook is called.

当来自失败操作（如果有的话）的游标仍然打开并可访问时，调用该钩子。 可以在此游标上调用特殊的清理操作; 在调用此钩子之后，SQLAlchemy将尝试关闭此游标。 如果连接处于"autocommi"模式，交易在该挂钩的范围内也保持打开; 每个语句事务的回滚也发生在调用钩子之后。

The user-defined event handler has two options for replacing the SQLAlchemy-constructed exception into one that is user defined. It can either raise this new exception directly, in which case all further event listeners are bypassed and the exception will be raised, after appropriate cleanup as taken place:

用户定义的事件处理程序有两个用于将SQLAlchemy构造的异常替换为用户定义的异常的选项。 它可以直接引发这个新的异常，在这种情况下，所有进一步的事件侦听器都被绕过，并且在适当的清理发生之后会引发异常：

**@event**.listens\_for(Engine, "handle\_error")

**def** handle\_exception(context):

**if** isinstance(context.original\_exception,

psycopg2.OperationalError) **and** \

"failed" **in** str(context.original\_exception):

**raise** MySpecialException("failed operation")

**Warning**

Because the [ConnectionEvents.handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error) event specifically provides for exceptions to be re-thrown as the ultimate exception raised by the failed statement, ****stack traces will be misleading**** if the user-defined event handler itself fails and throws an unexpected exception; the stack trace may not illustrate the actual code line that failed! It is advised to code carefully here and use logging and/or inline debugging if unexpected exceptions are occurring.

因为[ConnectionEvents.handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error)事件特别提供了异常作为失败语句引发的最终异常重新抛出，如果用户定义的事件处理程序本身失败并引发意外的异常，堆栈跟踪将会产生误导; 堆栈跟踪可能无法说明失败的实际代码行！ 建议在这里仔细进行编码，如果发生意外异常，请使用日志记录和/或内联调试。

Alternatively, a "chained" style of event handling can be used, by configuring the handler with the retval=True modifier and returning the new exception instance from the function. In this case, event handling will continue onto the next handler. The "chained" exception is available using[ExceptionContext.chained\_exception](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ExceptionContext.chained_exception" \o "sqlalchemy.engine.ExceptionContext.chained_exception):

或者，可以通过使用retval=True修饰符配置处理程序并从函数返回新的异常实例来使用"链式"的事件处理方式。 在这种情况下，事件处理将继续到下一个处理程序。 "chained"异常可用[ExceptionContext.chained\_exception](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ExceptionContext.chained_exception" \o "sqlalchemy.engine.ExceptionContext.chained_exception)：

**@event**.listens\_for(Engine, "handle\_error", retval=**True**)

**def** handle\_exception(context):

**if** context.chained\_exception **is** **not** **None** **and** \

"special" **in** context.chained\_exception.message:

**return** MySpecialException("failed",

cause=context.chained\_exception)

Handlers that return None may remain within this chain; the last non-None return value is the one that continues to be passed to the next handler.

返回None的处理程序可能保留在此链中; 最后一个非无返回值是继续传递给下一个处理程序的值。

When a custom exception is raised or returned, SQLAlchemy raises this new exception as-is, it is not wrapped by any SQLAlchemy object. If the exception is not a subclass of [sqlalchemy.exc.StatementError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.StatementError" \o "sqlalchemy.exc.StatementError), certain features may not be available; currently this includes the ORM's feature of adding a detail hint about "autoflush" to exceptions raised within the autoflush process.

当引发或返回自定义异常时，SQLAlchemy按原样引发新的异常，它不会被任何SQLAlchemy对象包装。 如果异常不是[sqlalchemy.exc.StatementError](http://docs.sqlalchemy.org/en/rel_1_1/core/exceptions.html" \l "sqlalchemy.exc.StatementError" \o "sqlalchemy.exc.StatementError)的子类，某些功能可能不可用; 目前，这包括向autoflush 过程中引发的异常添加有关"autoflush"的详细信息提示的功能。

|  |  |
| --- | --- |
| **Parameters:** | ****context**** – an [ExceptionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ExceptionContext" \o "sqlalchemy.engine.ExceptionContext) object. See this class for details on all available members. |

*New in version 0.9.7:*Added the [ConnectionEvents.handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error) hook.

*Changed in version 1.1:*The [handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error) event will now receive all exceptions that inherit from BaseException, including SystemExit and KeyboardInterrupt. The setting for [ExceptionContext.is\_disconnect](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ExceptionContext.is_disconnect" \o "sqlalchemy.engine.ExceptionContext.is_disconnect) is True in this case and the default for [ExceptionContext.invalidate\_pool\_on\_disconnect](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.ExceptionContext.invalidate_pool_on_disconnect" \o "sqlalchemy.engine.ExceptionContext.invalidate_pool_on_disconnect) is False.

1.1版更改：handle\_error() 事件现在将接收所有从BaseException继承的异常，包括SystemExit和KeyboardInterrupt。在这种情况下，ExceptionContext.is\_disconnect的设置为True，ExceptionContext.invalidate\_pool\_on\_disconnect的默认值为False。

*Changed in version 1.0.0:*The [handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error) event is now invoked when an [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) fails during the initial call to [Engine.connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.connect" \o "sqlalchemy.engine.Engine.connect), as well as when a [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object encounters an error during a reconnect operation.

在版本1.0.0中更改：当引擎在初始调用Engine.connect() 期间发生故障时，以及一个Connection对象在重新连接操作期间遇到错误时，将调用[handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error)事件。

*Changed in version 1.0.0:*The [handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error) event is not fired off when a dialect makes use of the skip\_user\_error\_events execution option. This is used by dialects which intend to catch SQLAlchemy-specific exceptions within specific operations, such as when the MySQL dialect detects a table not present within the has\_table() dialect method. Prior to 1.0.0, code which implements [handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error) needs to ensure that exceptions thrown in these scenarios are re-raised without modification.

在版本1.0.0中更改：当方言使用skip\_user\_error\_events执行选项时，[handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error)事件不会被关闭。这是由特定操作中捕获SQLAlchemy特定异常的方言使用的，例如当MySQL方言检测到has\_table()方言中不存在的表时。在1.0.0之前，实现[handle\_error()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.handle_error" \o "sqlalchemy.events.ConnectionEvents.handle_error)的代码需要确保在这些方案中抛出的异常被重新提升而无需修改。

**prepare\_twophase**(*conn*, *xid*)

Intercept prepare\_twophase() events.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'prepare\_twophase')

**def** receive\_prepare\_twophase(conn, xid):

"listen for the 'prepare\_twophase' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****xid**** – two-phase XID identifier |

**release\_savepoint**(*conn*, *name*, *context*)

Intercept release\_savepoint() events.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'release\_savepoint')

**def** receive\_release\_savepoint(conn, name, context):

"listen for the 'release\_savepoint' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****name**** – specified name used for the savepoint. * ****context**** – [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext) in use. May be None. |

**rollback**(*conn*)

Intercept rollback() events, as initiated by a [Transaction](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Transaction" \o "sqlalchemy.engine.Transaction).

Intercept rollback() 事件，由事务发起。

Example argument forms:

示例参数形式：

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'rollback')

**def** receive\_rollback(conn):

"listen for the 'rollback' event"

*# ... (event handling logic) ...*

Note that the [Pool](http://docs.sqlalchemy.org/en/rel_1_1/core/pooling.html" \l "sqlalchemy.pool.Pool" \o "sqlalchemy.pool.Pool) also "auto-rolls back" a DBAPI connection upon checkin, if the reset\_on\_return flag is set to its default value of 'rollback'. To intercept this rollback, use the [PoolEvents.reset()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.reset" \o "sqlalchemy.events.PoolEvents.reset) hook.

请注意，如果reset\_on\_return标志设置为其默认值“rollback”，则池也会在签入时“自动回滚”一个DBAPI连接。 要拦截此回滚，请使用PoolEvents.reset() 钩子。

|  |  |
| --- | --- |
| **Parameters:** | ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object |

**See also**

[PoolEvents.reset()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.PoolEvents.reset" \o "sqlalchemy.events.PoolEvents.reset)

**rollback\_savepoint**(*conn*, *name*, *context*)

Intercept rollback\_savepoint() events.

拦截rollback\_savepoint() 事件。

Example argument forms:

示例参数形式：

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'rollback\_savepoint')

**def** receive\_rollback\_savepoint(conn, name, context):

"listen for the 'rollback\_savepoint' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****name**** – specified name used for the savepoint. * ****context**** – [ExecutionContext](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.ExecutionContext" \o "sqlalchemy.engine.interfaces.ExecutionContext) in use. May be None. |

**rollback\_twophase**(*conn*, *xid*, *is\_prepared*)

Intercept rollback\_twophase() events.

拦截rollback\_twophase() 事件。

Example argument forms:

示例参数形式：

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'rollback\_twophase')

**def** receive\_rollback\_twophase(conn, xid, is\_prepared):

"listen for the 'rollback\_twophase' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****xid**** – two-phase XID identifier * ****is\_prepared**** – boolean, indicates if [TwoPhaseTransaction.prepare()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.TwoPhaseTransaction.prepare" \o "sqlalchemy.engine.TwoPhaseTransaction.prepare) was called. |

**savepoint**(*conn*, *name*)

Intercept savepoint() events.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'savepoint')

**def** receive\_savepoint(conn, name):

"listen for the 'savepoint' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****name**** – specified name used for the savepoint. |

**set\_connection\_execution\_options**(*conn*, *opts*)

Intercept when the [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) method is called.

在调用Connection.execution\_options() 方法时侦听。

Example argument forms:

示例参数表

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'set\_connection\_execution\_options')

**def** receive\_set\_connection\_execution\_options(conn, opts):

"listen for the 'set\_connection\_execution\_options' event"

*# ... (event handling logic) ...*

This method is called after the new [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) has been produced, with the newly updated execution options collection, but before the [Dialect](http://docs.sqlalchemy.org/en/rel_1_1/core/internals.html" \l "sqlalchemy.engine.interfaces.Dialect" \o "sqlalchemy.engine.interfaces.Dialect) has acted upon any of those new options.

在新的连接生成之后，新方法将被调用，并且在新的更新的执行选项集合之前，但在方言对这些新选项执行操作之前。

Note that this method is not called when a new [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) is produced which is inheriting execution options from its parent [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine); to intercept this condition, use the [ConnectionEvents.engine\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.engine_connect" \o "sqlalchemy.events.ConnectionEvents.engine_connect) event.

注意，当生成新的连接时，该方法不会被从其父引擎继承执行选项; 要拦截此条件，请使用ConnectionEvents.engine\_connect() 事件。

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – The newly copied [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) object * ****opts**** – dictionary of options that were passed to the [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) method. |

*New in version 0.9.0.*

**See also**

[ConnectionEvents.set\_engine\_execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.set_engine_execution_options" \o "sqlalchemy.events.ConnectionEvents.set_engine_execution_options) - event which is called when [Engine.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execution_options" \o "sqlalchemy.engine.Engine.execution_options) is called.

**set\_engine\_execution\_options**(*engine*, *opts*)

Intercept when the [Engine.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execution_options" \o "sqlalchemy.engine.Engine.execution_options) method is called.

当引用Engine.execution\_options() 方法时侦听。

Example argument forms:

示例参数形式：

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'set\_engine\_execution\_options')

**def** receive\_set\_engine\_execution\_options(engine, opts):

"listen for the 'set\_engine\_execution\_options' event"

*# ... (event handling logic) ...*

The [Engine.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine.execution_options" \o "sqlalchemy.engine.Engine.execution_options) method produces a shallow copy of the [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) which stores the new options. That new [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) is passed here. A particular application of this method is to add a [ConnectionEvents.engine\_connect()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.engine_connect" \o "sqlalchemy.events.ConnectionEvents.engine_connect) event handler to the given [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) which will perform some per- [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) task specific to these execution options.

Engine.execution\_options() 方法生成一个存储新选项的引擎的浅拷贝。 那个新引擎在这里传递。 此方法的一个特殊应用是向给定的引擎添加一个ConnectionEvents.engine\_connect() 事件处理程序，该引擎将执行特定于这些执行选项的某些连接任务。

|  |  |
| --- | --- |
| **Parameters:** | * ****conn**** – The newly copied [Engine](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Engine" \o "sqlalchemy.engine.Engine) object * ****opts**** – dictionary of options that were passed to the [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) method. |

*New in version 0.9.0.*

**See also**

[ConnectionEvents.set\_connection\_execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.set_connection_execution_options" \o "sqlalchemy.events.ConnectionEvents.set_connection_execution_options) - event which is called when [Connection.execution\_options()](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection.execution_options" \o "sqlalchemy.engine.Connection.execution_options) is called.

*class*sqlalchemy.events.**DialectEvents**

Bases: [sqlalchemy.event.base.Events](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.event.base.Events" \o "sqlalchemy.event.base.Events)

event interface for execution-replacement functions.

事件接口用于执行替换功能。

These events allow direct instrumentation and replacement of key dialect functions which interact with the DBAPI.

这些事件允许直接检测和更换与DBAPI交互的关键方言功能。

**Note**注意

[DialectEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DialectEvents" \o "sqlalchemy.events.DialectEvents) hooks should be considered ****semi-public**** and experimental. These hooks are not for general use and are only for those situations where intricate re-statement of DBAPI mechanics must be injected onto an existing dialect. For general-use statement-interception events, please use the [ConnectionEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents" \o "sqlalchemy.events.ConnectionEvents) interface.

DialectEvents钩子应该被认为是半公开和实验性的。 这些钩子不是一般用途，只适用于必须将DBAPI力学的错误重新声明注入现有方言的情况。 对于一般使用的语句拦截事件，请使用ConnectionEvents接口。

**See also**

[ConnectionEvents.before\_cursor\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.before_cursor_execute" \o "sqlalchemy.events.ConnectionEvents.before_cursor_execute)

[ConnectionEvents.before\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.before_execute" \o "sqlalchemy.events.ConnectionEvents.before_execute)

[ConnectionEvents.after\_cursor\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.after_cursor_execute" \o "sqlalchemy.events.ConnectionEvents.after_cursor_execute)

[ConnectionEvents.after\_execute()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.ConnectionEvents.after_execute" \o "sqlalchemy.events.ConnectionEvents.after_execute)

*New in version 0.9.4.*

**do\_connect**(*dialect*, *conn\_rec*, *cargs*, *cparams*)

Receive connection arguments before a connection is made.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'do\_connect')

**def** receive\_do\_connect(dialect, conn\_rec, cargs, cparams):

"listen for the 'do\_connect' event"

*# ... (event handling logic) ...*

*# named argument style (new in 0.9)*

**@event**.listens\_for(SomeEngine, 'do\_connect', named=**True**)

**def** receive\_do\_connect(\*\*kw):

"listen for the 'do\_connect' event"

dialect = kw['dialect']

conn\_rec = kw['conn\_rec']

*# ... (event handling logic) ...*

Return a DBAPI connection to halt further events from invoking; the returned connection will be used.

返回DBAPI连接以停止调用进一步的事件; 将使用返回的连接。

Alternatively, the event can manipulate the cargs and/or cparams collections; cargs will always be a Python list that can be mutated in-place and cparams a Python dictionary. Return None to allow control to pass to the next event handler and ultimately to allow the dialect to connect normally, given the updated arguments.

或者，事件可以操纵cargs和/或cparams集合; cargs将一直是一个Python列表，可以在现场进行突变，并且可以使用cparams Python字典。 返回None，允许控制传递给下一个事件处理程序，并最终允许方言正常连接，给定更新的参数。

*New in version 1.0.3.*

**do\_execute**(*cursor*, *statement*, *parameters*, *context*)

Receive a cursor to have execute() called.

接收一个游标以使execute() 被调用。

Example argument forms:

示例参数形式：

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'do\_execute')

**def** receive\_do\_execute(cursor, statement, parameters, context):

"listen for the 'do\_execute' event"

*# ... (event handling logic) ...*

*# named argument style (new in 0.9)*

**@event**.listens\_for(SomeEngine, 'do\_execute', named=**True**)**def** receive\_do\_execute(\*\*kw):

"listen for the 'do\_execute' event"

cursor = kw['cursor']

statement = kw['statement']

*# ... (event handling logic) ...*

Return the value True to halt further events from invoking, and to indicate that the cursor execution has already taken place within the event handler.

返回值True以停止调用进一步的事件，并指示游标执行已经在事件处理程序中进行。

**do\_execute\_no\_params**(*cursor*, *statement*, *context*)

Receive a cursor to have execute() with no parameters called.

接收一个游标以使execute() 没有调用参数。

Example argument forms:

示例参数形式：

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'do\_execute\_no\_params')

**def** receive\_do\_execute\_no\_params(cursor, statement, context):

"listen for the 'do\_execute\_no\_params' event"

*# ... (event handling logic) ...*

Return the value True to halt further events from invoking, and to indicate that the cursor execution has already taken place within the event handler.

返回值True以停止调用进一步的事件，并指示游标执行已经在事件处理程序中进行。

**do\_executemany**(*cursor*, *statement*, *parameters*, *context*)

Receive a cursor to have executemany() called.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeEngine, 'do\_executemany')

**def** receive\_do\_executemany(cursor, statement, parameters, context):

"listen for the 'do\_executemany' event"

*# ... (event handling logic) ...*

*# named argument style (new in 0.9)*

**@event**.listens\_for(SomeEngine, 'do\_executemany', named=**True**)

**def** receive\_do\_executemany(\*\*kw):

"listen for the 'do\_executemany' event"

cursor = kw['cursor']

statement = kw['statement']

*# ... (event handling logic) ...*

Return the value True to halt further events from invoking, and to indicate that the cursor execution has already taken place within the event handler.

返回值True以停止调用进一步的事件，并指示游标执行已经在事件处理程序中进行。

5.4.3 Schema Events

*class*sqlalchemy.events.**DDLEvents**

Bases: [sqlalchemy.event.base.Events](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.event.base.Events" \o "sqlalchemy.event.base.Events)

Define event listeners for schema objects, that is, [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem) and other [SchemaEventTarget](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.SchemaEventTarget" \o "sqlalchemy.events.SchemaEventTarget) subclasses, including [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData), [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

为模式对象定义事件监听器，即[SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem)和其他[SchemaEventTarget](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.SchemaEventTarget" \o "sqlalchemy.events.SchemaEventTarget)子类，包括[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData)，[Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table)，[Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column)。

[MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) and [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) support events specifically regarding when CREATE and DROP DDL is emitted to the database.

MetaData和Table支持事件，特别是当CREATE和DROP DDL发送到数据库时。

Attachment events are also provided to customize behavior whenever a child schema element is associated with a parent, such as, when a [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) is associated with its [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), when a [ForeignKeyConstraint](http://docs.sqlalchemy.org/en/rel_1_1/core/constraints.html" \l "sqlalchemy.schema.ForeignKeyConstraint" \o "sqlalchemy.schema.ForeignKeyConstraint) is associated with a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table), etc.

还提供了附件事件，用于在子模式元素与父级关联时自定义行为，例如当Column与其关联时，当ForeignKeyConstraint与表相关联时，等等。

Example using the after\_create event:

使用after\_create事件的示例：

**from** **sqlalchemy** **import** event

**from** **sqlalchemy** **import** Table, Column, Metadata, Integer

m = MetaData()

some\_table = Table('some\_table', m, Column('data', Integer))

**def** after\_create(target, connection, \*\*kw):

connection.execute("ALTER TABLE *%s* SET name=foo\_*%s*" %

(target.name, target.name))

event.listen(some\_table, "after\_create", after\_create)

DDL events integrate closely with the [DDL](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDL" \o "sqlalchemy.schema.DDL) class and the [DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement) hierarchy of DDL clause constructs, which are themselves appropriate as listener callables:

DDL事件与DDL类和DDL子句构造的DDLElement层次结构紧密集成，它们本身适合作为侦听器调用：

**from** **sqlalchemy** **import** DDL

event.listen(

some\_table,

"after\_create",

DDL("ALTER TABLE *%(table)s* SET name=foo\_*%(table)s*"))

The methods here define the name of an event as well as the names of members that are passed to listener functions.

这里的方法定义事件的名称以及传递给监听器函数的成员的名称。

See also:

[Events](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html)

[DDLElement](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDLElement" \o "sqlalchemy.schema.DDLElement)

[DDL](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "sqlalchemy.schema.DDL" \o "sqlalchemy.schema.DDL)

[Controlling DDL Sequences](http://docs.sqlalchemy.org/en/rel_1_1/core/ddl.html" \l "schema-ddl-sequences)

**after\_create**(*target*, *connection*, *\*\*kw*)

Called after CREATE statements are emitted.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeSchemaClassOrObject, 'after\_create')

**def** receive\_after\_create(target, connection, \*\*kw):

"listen for the 'after\_create' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****target**** – the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) or [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object which is the target of the event. * ****connection**** – the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) where the CREATE statement or statements have been emitted. * ****\*\*kw**** – additional keyword arguments relevant to the event. The contents of this dictionary may vary across releases, and include the list of tables being generated for a metadata-level event, the checkfirst flag, and other elements used by internal events. |

**after\_drop**(*target*, *connection*, *\*\*kw*)

Called after DROP statements are emitted.

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeSchemaClassOrObject, 'after\_drop')

**def** receive\_after\_drop(target, connection, \*\*kw):

"listen for the 'after\_drop' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****target**** – the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) or [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object which is the target of the event. * ****connection**** – the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) where the DROP statement or statements have been emitted. * ****\*\*kw**** – additional keyword arguments relevant to the event. The contents of this dictionary may vary across releases, and include the list of tables being generated for a metadata-level event, the checkfirst flag, and other elements used by internal events. |

**after\_parent\_attach**(*target*, *parent*)

Called after a [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem) is associated with a parent [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

Example argument forms:

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeSchemaClassOrObject, 'after\_parent\_attach')

**def** receive\_after\_parent\_attach(target, parent):

"listen for the 'after\_parent\_attach' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****target**** – the target object * ****parent**** – the parent to which the target is being attached. |

[event.listen()](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html" \l "sqlalchemy.event.listen" \o "sqlalchemy.event.listen) also accepts a modifier for this event:

event.listen（）也接受此事件的修饰符：

|  |  |
| --- | --- |
| **Parameters:** | ****propagate=False**** – When True, the listener function will be established for any copies made of the target object, i.e. those copies that are generated when[Table.tometadata()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.tometadata" \o "sqlalchemy.schema.Table.tometadata) is used.当为True时，将为由目标对象创建的任何副本（即使用whenTable.tometadata（））生成的副本建立侦听器功能。 |

**before\_create**(*target*, *connection*, *\*\*kw*)

Called before CREATE statements are emitted.

在发出CREATE语句之前调用。

Example argument forms:

示例参数形式：

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeSchemaClassOrObject, 'before\_create')

**def** receive\_before\_create(target, connection, \*\*kw):

"listen for the 'before\_create' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****target**** – the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) or [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object which is the target of the event.作为事件目标的MetaData或Table对象。 * ****connection**** – the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) where the CREATE statement or statements will be emitted.将发出CREATE语句或语句的Connection。 * ****\*\*kw**** – additional keyword arguments relevant to the event. The contents of this dictionary may vary across releases, and include the list of tables being generated for a metadata-level event, the checkfirst flag, and other elements used by internal events.与事件相关的其他关键字参数。 该字典的内容可能会随版本而有所不同，并且包括为元数据级别事件，checkfirst标志和内部事件使用的其他元素生成的表的列表。 |

**before\_drop**(*target*, *connection*, *\*\*kw*)

Called before DROP statements are emitted.

在发出DROP语句之前调用。

Example argument forms:

示例参数形式：

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeSchemaClassOrObject, 'before\_drop')

**def** receive\_before\_drop(target, connection, \*\*kw):

"listen for the 'before\_drop' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****target**** – the [MetaData](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.MetaData" \o "sqlalchemy.schema.MetaData) or [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) object which is the target of the event.作为事件目标的MetaData或Table对象。 * ****connection**** – the [Connection](http://docs.sqlalchemy.org/en/rel_1_1/core/connections.html" \l "sqlalchemy.engine.Connection" \o "sqlalchemy.engine.Connection) where the DROP statement or statements will be emitted.连接 - 将发出DROP语句或语句的连接。 * ****\*\*kw**** – additional keyword arguments relevant to the event. The contents of this dictionary may vary across releases, and include the list of tables being generated for a metadata-level event, the checkfirst flag, and other elements used by internal events. * 与事件相关的其他关键字参数。 该字典的内容可能会随版本而有所不同，并且包括为元数据级别事件，checkfirst标志和内部事件使用的其他元素生成的表的列表。 |

**before\_parent\_attach**(*target*, *parent*)

Called before a [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem) is associated with a parent [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem).

在SchemaItem与父SchemaItem相关联之前调用。

Example argument forms:

示例参数表

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeSchemaClassOrObject, 'before\_parent\_attach')

**def** receive\_before\_parent\_attach(target, parent):

"listen for the 'before\_parent\_attach' event"

*# ... (event handling logic) ...*

|  |  |
| --- | --- |
| **Parameters:** | * ****target**** – the target object目标对象 * ****parent**** – the parent to which the target is being attached.正在附加目标的父级。 |

[event.listen()](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html" \l "sqlalchemy.event.listen" \o "sqlalchemy.event.listen) also accepts a modifier for this event:

[event.listen()](http://docs.sqlalchemy.org/en/rel_1_1/core/event.html" \l "sqlalchemy.event.listen" \o "sqlalchemy.event.listen)也接受此事件的修饰符：

|  |  |
| --- | --- |
| **Parameters:** | ****propagate=False**** – When True, the listener function will be established for any copies made of the target object, i.e. those copies that are generated when[Table.tometadata()](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table.tometadata" \o "sqlalchemy.schema.Table.tometadata) is used.当为True时，将为由目标对象创建的任何副本（即使用whenTable.tometadata（））生成的副本建立侦听器功能。 |

**column\_reflect**(*inspector*, *table*, *column\_info*)

Called for each unit of 'column info' retrieved when a [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) is being reflected.

当表被反映时，被称为每个单元的“列信息”。

Example argument forms:

示例参数形式：

**from** **sqlalchemy** **import** event

*# standard decorator style*

**@event**.listens\_for(SomeSchemaClassOrObject, 'column\_reflect')

**def** receive\_column\_reflect(inspector, table, column\_info):

"listen for the 'column\_reflect' event"

*# ... (event handling logic) ...*

The dictionary of column information as returned by the dialect is passed, and can be modified. The dictionary is that returned in each element of the list returned by [reflection.Inspector.get\_columns()](http://docs.sqlalchemy.org/en/rel_1_1/core/reflection.html" \l "sqlalchemy.engine.reflection.Inspector.get_columns" \o "sqlalchemy.engine.reflection.Inspector.get_columns):

通过方言返回的列信息字典，可以修改。 该字典是在reflection.Inspector.get\_columns() 返回的列表的每个元素中返回的：

name - the column's name

列的名称

type - the type of this column, which should be an instance of [TypeEngine](http://docs.sqlalchemy.org/en/rel_1_1/core/type_api.html" \l "sqlalchemy.types.TypeEngine" \o "sqlalchemy.types.TypeEngine)

该列的类型应该是TypeEngine的一个实例

nullable - boolean flag if the column is NULL or NOT NULL

如果列为NULL或NOT NULL，则为空 - boolean标志

default - the column's server default value. This is normally specified as a plain string SQL expression, however the event can pass a [FetchedValue](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.FetchedValue" \o "sqlalchemy.schema.FetchedValue), [DefaultClause](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.DefaultClause" \o "sqlalchemy.schema.DefaultClause), or [sql.expression.text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text) object as well.

默认 - 列的服务器默认值。 这通常指定为纯字符串SQL表达式，但事件也可以传递FetchedValue，DefaultClause或sql.expression.text() 对象。

*Changed in version 1.1.6:*The [DDLEvents.column\_reflect()](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents.column_reflect" \o "sqlalchemy.events.DDLEvents.column_reflect) event allows a non string [FetchedValue](http://docs.sqlalchemy.org/en/rel_1_1/core/defaults.html" \l "sqlalchemy.schema.FetchedValue" \o "sqlalchemy.schema.FetchedValue), [sql.expression.text()](http://docs.sqlalchemy.org/en/rel_1_1/core/sqlelement.html" \l "sqlalchemy.sql.expression.text" \o "sqlalchemy.sql.expression.text), or derived object to be specified as the value of default in the column dictionary.

在版本1.1.6中更改：DDLEvents.column\_reflect() 事件允许在列字典中指定非字符串FetchedValue，sql.expression.text() 或派生对象作为默认值。

attrs - dict containing optional column attributes

attrs-dict包含可选列属性

The event is called before any action is taken against this dictionary, and the contents can be modified. The [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column) specific arguments info, key, and quote can also be added to the dictionary and will be passed to the constructor of [Column](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Column" \o "sqlalchemy.schema.Column).

在针对此字典采取任何行动之前，会调用该事件，并且可以修改内容。 列的具体参数info，key和quote也可以添加到字典中，并将其传递给Column的构造函数。

Note that this event is only meaningful if either associated with the [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) class across the board, e.g.:

请注意，此事件仅在与Table类相关联的情况下才有意义，例如：

**from** **sqlalchemy.schema** **import** Table

**from** **sqlalchemy** **import** event

**def** listen\_for\_reflect(inspector, table, column\_info):

"receive a column\_reflect event"

*# ...*

event.listen(

Table,

'column\_reflect',

listen\_for\_reflect)

…or with a specific [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table) instance using the listeners argument:

...或使用listeners参数使用特定的Table实例：

**def** listen\_for\_reflect(inspector, table, column\_info):

"receive a column\_reflect event"

*# ...*

t = Table(

'sometable',

autoload=**True**,

listeners=[

('column\_reflect', listen\_for\_reflect)

])

This because the reflection process initiated by autoload=True completes within the scope of the constructor for [Table](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.Table" \o "sqlalchemy.schema.Table).

这是因为由autoload = True启动的反射过程在表的构造函数的范围内完成。

*class*sqlalchemy.events.**SchemaEventTarget**

Base class for elements that are the targets of [DDLEvents](http://docs.sqlalchemy.org/en/rel_1_1/core/events.html" \l "sqlalchemy.events.DDLEvents" \o "sqlalchemy.events.DDLEvents) events.

This includes [SchemaItem](http://docs.sqlalchemy.org/en/rel_1_1/core/metadata.html" \l "sqlalchemy.schema.SchemaItem" \o "sqlalchemy.schema.SchemaItem) as well as [SchemaType](http://docs.sqlalchemy.org/en/rel_1_1/core/type_basics.html" \l "sqlalchemy.types.SchemaType" \o "sqlalchemy.types.SchemaType).

作为DDLEvents事件目标的元素的基类。

这包括SchemaItem以及SchemaType。